log\_analysis\_with\_MI\_smcfcs

2023-03-29

Table of Contents

# Data Import & Cleaning

## Import data

raw\_psych\_hum\_subj <- import("data/raw/raw\_psych\_hum\_subj.csv")  
raw\_mktg\_hum\_subj <- import("data/raw/raw\_mktg\_hum\_subj.csv")  
raw\_gen\_uo\_pop <- import("data/raw/raw\_gen\_uo\_pop.csv")  
pre\_fall22 <- import("data/prescreen/dittersdorf\_matches\_f22.csv")  
pre\_winter23 <- import("data/prescreen/dittersdorf\_matches\_w23.csv")  
pre\_spring23 <- import("data/prescreen/dittersdorf\_matches\_s23.csv")  
participant\_list <- import("data/prescreen/dittersdorf\_participants.csv")

Fix age before converting variable types

table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 18 years old 19 20 21   
## 117 220 1 297 120 76   
## 22 23 24 25 27 28   
## 41 4 3 2 1 1   
## 29 30 31 32 33 50   
## 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 1999 20 21 22 23 24 25 28 test   
## 11 4 13 1 50 119 66 7 9 3 1 3

table(raw\_gen\_uo\_pop$Age)

##   
## 18 20 21 22 28   
## 2 1 2 1 1

raw\_psych\_hum\_subj$Age[raw\_psych\_hum\_subj$Age == "18 years old"] <- 18  
raw\_mktg\_hum\_subj$Age[raw\_mktg\_hum\_subj$Age == 1999] <- 24  
  
table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 19 20 21 22 23 24 25 27 28 29 30 31 32 33 50   
## 117 221 297 120 76 41 4 3 2 1 1 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 20 21 22 23 24 25 28 test   
## 11 4 13 50 119 66 7 10 3 1 3

## Combine dataframes

raw\_psych\_hum\_subj <- raw\_psych\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 source = strrep("psych\_hsp", times = 1))  
  
levels(raw\_psych\_hum\_subj$framing\_condition\_DO)

## [1] "" "control\_framing" "pro\_env\_framing" "self\_enh\_framing"

raw\_mktg\_hum\_subj <- raw\_mktg\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 Ethnicity\_8\_TEXT = as.character(Ethnicity\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("mktg\_hsp", times = 1))  
  
raw\_gen\_uo\_pop <- raw\_gen\_uo\_pop %>%  
 mutate(Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("gen\_UO", times = 1))

Specify unique variables to combine prescreen data sets

# Create unique full\_name variable  
pre\_fall22$full\_name <- paste(pre\_fall22$first\_name, pre\_fall22$last\_name, sep="\_")  
  
pre\_winter23$full\_name <- paste(pre\_winter23$first\_name, pre\_winter23$last\_name, sep="\_")  
  
pre\_spring23$full\_name <- paste(pre\_spring23$first\_name, pre\_spring23$last\_name, sep="\_")  
  
participant\_list$full\_name <- paste(participant\_list$first\_name, participant\_list$last\_name, sep="\_")  
  
# Create column indicating which data set rows came from  
  
pre\_fall22 <- pre\_fall22 %>%  
 mutate(term = "fall22")  
  
pre\_winter23 <- pre\_winter23 %>%  
 mutate(term = "winter23")  
  
pre\_spring23 <- pre\_spring23 %>%  
 mutate(term = "spring23")

Combine prescreen data

combine1 <- smartbind(pre\_fall22, pre\_winter23)  
combined\_prescreen <- smartbind(combine1, pre\_spring23)  
  
# nrow(pre\_fall22) + nrow(pre\_winter23) + nrow(pre\_spring23) # n = 1167  
  
combined\_prescreen\_unique <- combined\_prescreen[!duplicated(combined\_prescreen$full\_name), ] # keeps first row (fall22)

Subset key variables

combined\_prescreen\_key <- combined\_prescreen\_unique %>%  
 dplyr::select(full\_name, term, respecting:gratification, honest:gossip)  
  
participant\_list\_key <- participant\_list %>%  
 dplyr::select(full\_name, survey\_id)

Merge with participant list

merged\_prescreen <- merge(combined\_prescreen\_key, participant\_list\_key, by = "full\_name")

Rename SDR items to match

Convert variable types

merged\_prescreen <- merged\_prescreen %>%  
 mutate(respecting = as.integer(respecting),  
 unity = as.integer(unity),  
 protecting = as.integer(protecting),  
 preventing = as.integer(preventing),  
 equality = as.integer(equality),  
 peace = as.integer(peace),  
 justice = as.integer(justice),  
 helpful = as.integer(helpful),  
 power = as.integer(power),  
 wealth = as.integer(wealth),  
 authority = as.integer(authority),  
 influential = as.integer(influential),  
 ambition = as.integer(ambition),  
 pleasures = as.integer(pleasures),  
 enjoying = as.integer(enjoying),  
 gratification = as.integer(gratification),  
 honest = as.integer(honest),  
 like = as.integer(like),  
 disturbing = as.integer(disturbing),  
 regret = as.integer(regret),  
 lose\_out = as.integer(lose\_out),  
 rational = as.integer(rational),  
 confident = as.integer(confident),  
 lover = as.integer(lover),  
 lies = as.integer(lies),  
 cover\_up = as.integer(cover\_up),  
 advantage = as.integer(advantage),  
 get\_even = as.integer(get\_even),  
 behind\_back = as.integer(behind\_back),  
 private\_talk = as.integer(private\_talk),  
 take\_things = as.integer(take\_things),  
 gossip = as.integer(gossip),  
 id = as.factor(id))

Rename values & socially desirable items in prescreen data to match names in main data:

Combine all data

* First, combine Psych Hum Subj data with Prescreen data based on id
* Second, add Mktg Hum Subj data
* Third, add gen UO Pop data

combine1 <- merge(raw\_psych\_hum\_subj, merged\_prescreen, by = "id")  
combine2 <- smartbind(combine1, raw\_mktg\_hum\_subj)  
combine3 <- smartbind(combine2, raw\_gen\_uo\_pop)

## Remove duplicate cases

Identify duplicate cases

# first, add unique row #s  
combine3 <- combine3 %>%  
 mutate(row = 1:nrow(combine3))  
  
combine3[duplicated(combine3$id),] # Only rows 1 through 858 have unique id #s  
  
# write.csv(combine3, "combined\_data.csv")

Row IDs to remove:

* 13 (participant’s second time completing study)
* 134 (participant didn’t complete study first time)
* 145 (participant didn’t complete study first time)
* 308 (participant’s second time completing study)
* 672 (participant’s second time completing study)
* 743 (participant didn’t complete study first time)
* 790 (participant didn’t complete study first time)
* 800 (participant didn’t complete study first time)

Remove duplicate rows after resolving:

combine3 <- combine3 %>%  
 filter(!row %in% c(13, 134, 145, 308, 672, 743, 790, 800))

## Remove rows of all NAs

Identify completely missing rows:

key\_vars <- combine3 %>%  
 dplyr::select(row, big\_2\_1:big\_2\_65, consumer\_intentions\_1:consumer\_intentions\_9, consumer\_behaviors, clothing\_interest\_1:clothing\_interest\_20, ingroup\_ident\_1:ingroup\_ident\_14, values\_1:values\_16, socially\_desirable\_1:socially\_desirable\_16, source)  
  
ncol(key\_vars) # number of columns - the row # & source column = 141  
  
all\_NA\_rows <- key\_vars[rowSums(is.na(key\_vars)) == 141,] # identify rows with 141 NAs (all missing values), row numbers are preserved  
  
all\_NA\_rows

Removing rows of fully missing data

data <- combine3 %>%  
 dplyr::filter(!row %in% c(859, 860, 900, 926, 927, 941, 1139, 1141, 1142, 1143, 1144, 1146, 1149, 1150, 1152)) %>% # remove rows containing all NAs  
 dplyr::select(-StartDate, -EndDate, -Status, -Progress, -"Duration (in seconds)", -Finished, -RecordedDate, -ResponseId, -DistributionChannel, -UserLanguage, -big\_2\_DO, -consumer\_intentions\_DO, -consumer\_behaviors\_DO, -clothing\_interest\_DO, -ingroup\_ident\_DO, -full\_name, -code, -socially\_desirable\_DO, -values\_DO, -email\_giftcard, -term) # removing variables not in analysis

## Number per source

table(data$source)

##   
## gen\_UO mktg\_hsp psych\_hsp   
## 7 276 850

* 850 = psych human subjects pool
* 276 = mktg human subjects pool
* 7 = general UO pop

Rename variables

data <- data %>%  
 rename("framing\_condition" = "framing\_condition\_DO",   
 "norm\_condition" = "norm\_condition\_DO")

Drop unused levels

Re-order levels of norm condition

data$norm\_condition <- factor(data$norm\_condition, levels = c("control\_norm", "descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"))

## Inspect final data

str(data, list.len = ncol(data))  
  
# write.csv(data, "final\_data.csv")

# Aggregate Variables

## Personality

### Reverse-code

data\_R <- data %>%  
 mutate(across(c(big\_2\_11,  
 big\_2\_16,  
 big\_2\_26,  
 big\_2\_31,  
 big\_2\_36,  
 big\_2\_51,  
 big\_2\_12,  
 big\_2\_17,  
 big\_2\_22,  
 big\_2\_37,  
 big\_2\_42,  
 big\_2\_47,  
 big\_2\_3,  
 big\_2\_8,  
 big\_2\_23,  
 big\_2\_28,  
 big\_2\_48,  
 big\_2\_58,  
 big\_2\_4,  
 big\_2\_9,  
 big\_2\_24,  
 big\_2\_29,  
 big\_2\_44,  
 big\_2\_49,  
 big\_2\_5,  
 big\_2\_25,  
 big\_2\_30,  
 big\_2\_45,  
 big\_2\_50,  
 big\_2\_55,  
 big\_2\_63), ~6 - .)) # replace '6' with the max possible value plus 1 for any particular scale

### Average items

data\_R$extraversion <- data\_R %>%  
 dplyr::select(big\_2\_1, big\_2\_6, big\_2\_11, big\_2\_16, big\_2\_21, big\_2\_26, big\_2\_31, big\_2\_36, big\_2\_41, big\_2\_46, big\_2\_51, big\_2\_56) %>%  
 rowMeans(na.rm = TRUE)   
  
  
data\_R$conscientiousness <- data\_R %>%  
 dplyr::select(big\_2\_3, big\_2\_8, big\_2\_13, big\_2\_18, big\_2\_23, big\_2\_28, big\_2\_33, big\_2\_38, big\_2\_43, big\_2\_48, big\_2\_53, big\_2\_58) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$agreeableness <- data\_R %>%  
 dplyr::select(big\_2\_2, big\_2\_7, big\_2\_12, big\_2\_17, big\_2\_22, big\_2\_27, big\_2\_32, big\_2\_37, big\_2\_42, big\_2\_47, big\_2\_52, big\_2\_57) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$neuroticism <- data\_R %>%  
 dplyr::select(big\_2\_4, big\_2\_9, big\_2\_14, big\_2\_19, big\_2\_24, big\_2\_29, big\_2\_34, big\_2\_39, big\_2\_44, big\_2\_49, big\_2\_54, big\_2\_59) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$openness <- data\_R %>%  
 dplyr::select(big\_2\_5, big\_2\_10, big\_2\_15, big\_2\_20, big\_2\_25, big\_2\_30, big\_2\_35, big\_2\_40, big\_2\_45, big\_2\_50, big\_2\_55, big\_2\_60) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$honesty <- data\_R %>%  
 dplyr::select(big\_2\_61, big\_2\_62, big\_2\_63, big\_2\_64, big\_2\_65) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(extraversion, agreeableness, conscientiousness, openness, neuroticism, honesty) %>%  
 hist()
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## Clothing Interest

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(clothing\_interest\_3,  
 clothing\_interest\_5,  
 clothing\_interest\_7,  
 clothing\_interest\_9,  
 clothing\_interest\_12,  
 clothing\_interest\_14,  
 clothing\_interest\_15,  
 clothing\_interest\_16,  
 clothing\_interest\_18,  
 clothing\_interest\_20), ~6 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$clothing\_interest <- data\_R %>%  
 dplyr::select(clothing\_interest\_1:clothing\_interest\_20) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(clothing\_interest) %>%  
 hist()
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## In-group Identification

### Reverse-code

No items need to be reverse-coded.

### Average items

data\_R$ingroup\_identification <- data\_R %>%  
 dplyr::select(ingroup\_ident\_1:ingroup\_ident\_14) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(ingroup\_identification) %>%  
 hist()
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## Values

### Reverse-code

No items need to be reverse-coded.

### Recoding scale options

Recoding values:

* -3 = 1
* -2 = 2
* -1 = 3
* 0 = 4
* +1 = 5
* +2 = 6
* +3 = 7

table(data\_R$values\_1)

##   
## -3 -2 -1 0 1 2 3   
## 5 10 17 40 176 362 508

data\_R$values\_1\_rec <- dplyr::recode(data\_R$values\_1, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_1\_rec)

##   
## 1 2 3 4 5 6 7   
## 5 10 17 40 176 362 508

data\_R$values\_2\_rec <- dplyr::recode(data\_R$values\_2, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_3\_rec <- dplyr::recode(data\_R$values\_3, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_4\_rec <- dplyr::recode(data\_R$values\_4, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_5\_rec <- dplyr::recode(data\_R$values\_5, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_6\_rec <- dplyr::recode(data\_R$values\_6, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_7\_rec <- dplyr::recode(data\_R$values\_7, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_8\_rec <- dplyr::recode(data\_R$values\_8, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_9\_rec <- dplyr::recode(data\_R$values\_9, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_10\_rec <- dplyr::recode(data\_R$values\_10, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_11\_rec <- dplyr::recode(data\_R$values\_11, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_12\_rec <- dplyr::recode(data\_R$values\_12, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_13\_rec <- dplyr::recode(data\_R$values\_13, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_14\_rec <- dplyr::recode(data\_R$values\_14, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_15\_rec <- dplyr::recode(data\_R$values\_15, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_16\_rec <- dplyr::recode(data\_R$values\_16, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_16)

##   
## -3 -2 -1 0 1 2 3   
## 4 11 29 116 250 394 312

table(data\_R$values\_16\_rec)

##   
## 1 2 3 4 5 6 7   
## 4 11 29 116 250 394 312

### Average items

data\_R$biospheric <- data\_R %>%  
 dplyr::select(values\_1\_rec:values\_4\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$altruistic <- data\_R %>%  
 dplyr::select(values\_5\_rec:values\_8\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$egoistic <- data\_R %>%  
 dplyr::select(values\_9\_rec:values\_13\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$hedonic <- data\_R %>%  
 dplyr::select(values\_14\_rec:values\_16\_rec) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

values\_df <- data\_R %>%  
 dplyr::select(biospheric, altruistic, egoistic, hedonic)  
  
values\_df %>%  
 hist()
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### Frequency tables

# Biospheric values  
tab1(values\_df$biospheric, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$biospheric :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.5 1 0.1 0.2 0.1 0.2  
## 1.75 3 0.3 0.4 0.3 0.4  
## 2 1 0.1 0.5 0.1 0.5  
## 2.25 3 0.3 0.8 0.3 0.8  
## 2.5 2 0.2 1.0 0.2 1.0  
## 2.75 2 0.2 1.1 0.2 1.2  
## 3 3 0.3 1.4 0.3 1.4  
## 3.25 3 0.3 1.7 0.3 1.7  
## 3.5 15 1.3 3.0 1.3 3.0  
## 3.75 13 1.1 4.1 1.2 4.2  
## 4 26 2.3 6.4 2.3 6.5  
## 4.25 20 1.8 8.2 1.8 8.3  
## 4.5 24 2.1 10.3 2.1 10.5  
## 4.66666666666667 1 0.1 10.4 0.1 10.5  
## 4.75 53 4.7 15.1 4.7 15.3  
## 5 69 6.1 21.2 6.2 21.4  
## 5.25 64 5.6 26.8 5.7 27.2  
## 5.33333333333333 1 0.1 26.9 0.1 27.3  
## 5.5 90 7.9 34.9 8.0 35.3  
## 5.66666666666667 1 0.1 35.0 0.1 35.4  
## 5.75 102 9.0 44.0 9.1 44.5  
## 6 123 10.9 54.8 11.0 55.5  
## 6.25 97 8.6 63.4 8.7 64.2  
## 6.5 99 8.7 72.1 8.8 73.0  
## 6.75 116 10.2 82.3 10.4 83.4  
## 7 186 16.4 98.8 16.6 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Altruistic values  
tab1(values\_df$altruistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$altruistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 2 0.2 0.2 0.2 0.2  
## 1.75 2 0.2 0.4 0.2 0.4  
## 2 1 0.1 0.4 0.1 0.4  
## 2.75 1 0.1 0.5 0.1 0.5  
## 3 3 0.3 0.8 0.3 0.8  
## 3.25 2 0.2 1.0 0.2 1.0  
## 3.5 2 0.2 1.1 0.2 1.2  
## 3.75 3 0.3 1.4 0.3 1.4  
## 4 15 1.3 2.7 1.3 2.8  
## 4.25 10 0.9 3.6 0.9 3.7  
## 4.5 11 1.0 4.6 1.0 4.6  
## 4.75 15 1.3 5.9 1.3 6.0  
## 5 25 2.2 8.1 2.2 8.2  
## 5.25 42 3.7 11.8 3.8 12.0  
## 5.5 61 5.4 17.2 5.4 17.4  
## 5.66666666666667 1 0.1 17.3 0.1 17.5  
## 5.75 92 8.1 25.4 8.2 25.7  
## 6 127 11.2 36.6 11.3 37.1  
## 6.25 133 11.7 48.4 11.9 48.9  
## 6.33333333333333 1 0.1 48.5 0.1 49.0  
## 6.5 154 13.6 62.0 13.8 62.8  
## 6.66666666666667 1 0.1 62.1 0.1 62.9  
## 6.75 187 16.5 78.6 16.7 79.6  
## 7 229 20.2 98.9 20.4 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Egoistic values  
tab1(values\_df$egoistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAACXlBMVEUAAAAAAAQAABcAABgAACAAACEAACQAACgAACoAACsAADEAADIAADQAADoAAD8AAEkAAEsAAFgAAFwAAGYAA2oABIYAEzwAIUwAIoEAKjoAOioAOjoAOmYAOpAAPKQAP3EASbYAWLYAZpAAZrYIAAAIVcUKAFwNAAAOAAAObOYQAAAUIgAUgeYXAAAXZtsYPAAYl+YdVTQdl+Yd4uUgAAAgIQAge9sigYEil6Qil8Uil+YkACQkAD8oAAAoOgAowoAo4qMo4uUqAAAqAGYuBqExAAAyLlwyUTE4AAA4cA06AAA6ADo6AGY6OgA6Ojo6OmY6OpA6Zlg6ZpA6ZrY6kJ06kLY6kLw6kNs6nf8/AABF0E5JAABJtv9SCLxZAABZO2tZiJ5hlCBh0E9mAABmADpmOgBmOjpmWABmZmZmgWZmkJBmkLZmkNtmnJBmtrZmtttmtv9m2/9xnp5zAwBzCrx7fDp82/9+EwB+R2uB//+KqhCQKgCQOgCQZgCQZjqQkDqQkGaQkLaQnGaQnWaQtpCQttuQtv+Q27aQ29uQ2/+SBACSC7ycOgCdZgCdkDqecT+eiFmennGenp6fIQCwBiuwC7y2SQC2ZgC2Zjq2ZpC2kDq2kGa2tma2tpC225C227a229u22/+2/7a2/9u2///ALhjAU2vNCEvNC6HNC7zScATbZhfbkDrbkGbbtmbbtpDb25Db27bb29vb/7bb/9vb///fOyvfRzzfU0zfU1zfU2v1qgr1xxD/gSj/nDr/nTr/tkn/tlj/tmb/vFH/23v/25D/27b//7b//9v///8noH13AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAYxklEQVR4nO2di58kR13AywONUZeQrK+YWwUXUVHRiIqeREDFxw4hkKhrQCMwOfERyBKioi6ImmhG1EsgZqKo5JLDEBmDEe+Mp6i07u32f2W9Hz1VtVX97t/8vp9PLjM7XT3d9Z2urq7Hr0iJgIYMfQBIt6Bg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KDgxhzNFkMfQoRuBa8IZ+vOi/TNySHZuex8fPLXl8xr/umSbF8qfbBN13cQ5eTJPULuinyetzsLfpRy99d+lZ7gnWn78edA/eNIoRfBVPGB5/Sund9OFcw3zcyJgn3xfvjzhoLF7o/2+Pml7cifAyAEk63F+qcemyHBwSs7+uW+LzU0FCx2T1/+3eyhPXJQf0fd0rVgfgIvnCdkV2XoP90uy+wlE799iWbUQ+fJ9lPqCv40LfN4kS7O/nhOr0Kx6TPSyOfpFrf85mW+/61HniTk7MJ8pf5waX5XMh/pNUc9fJ4eDLlj4ZYZ/FtYqU6T3MWt68N0YOXy2YdZGrH7Rw7pRTyj/+66qU/4Ucnv1YfkzwF1Ws/TP99yf9sKehHM8m/nsjg9eVHTv2vBvIz7V5nd+uOgYLkH66V1qZoPLcHCLP0L/XOhU6wLpv8yzl4qrcO0oUnU37XgnX+eiW+3Uovttm7n6c0h+XNAnpY89cg9pRb9COYv+OnRXNi9XD7PT2Spzn/nYvkvKrvZm+fZBe9kvajW8E3oXU/k0j5Pe/aifM1xP1TeT/gVxvdEX34r38e+RzB9fVF8Zh+mBf117F5mV6cuolfm52VSy+2WfDvrkPw5II6DJvn5y9fmrZfZvQneWvAToad79in5qRbMLi+V3Ty3luL37RUsyz15H2Rp6T53nV3aN0lzHPr9C5+63dwyrG+R5TTb2D5MC72x3t3xeX7VPlzaqZ3trEPy54B9HKs7Pd/aiL4Fi8JL3EGVYJ7vjj3+N79gVTXim8hMnivBng85NFMP5GcnHxVFoUewrBETcaz6MA2iJHB/Pyef4qkOKql31Anah+TPAee0WqdvwfTJQOTCnwQEG0HiY1HmmZxQNvl9tSrY8yGHmRE7Ytl79g9fmFcE8w8Lq8pvHaZB7d4tII5mv8ZKYSu1vZ19SP4cUIJ3yy7oRzA9fPNbvvax21U1KOEKrgqudQWzA/kD/lbs7tgr+Mh52tGHabCvTFvwohCl+oFnu7UreC0HAFzB1w6txyTGyUfM3akiWNZ3dQ4W1drI+m3WCA7dg0X5yb69UHdtVcmyvsXaj32YFmv3YLYjKvhoz1yq1e2q9+C1HLBPq7jj4dYyX9BjQwc/EV5ZZKWUztuq4G1Vi+YVT/bbUDViXy26Ithfiy7FQ8iB2sD+wdnfQqt495fX5pXDtLBrx+qQth6aPbIUtX6VOlqLXssBXYu+i9+f6zWZBOm9qfJJ8+RaENnQQV8bwfr5U9da9uWmvufgiuD1DyWFfKbVT7K75veiv0U+ybJk1mHaWMe3UkW+2s5KHX0OruaA+xzc9p24/84G1mBD7uB/YM09F6v3YN2SVR7R2sidn+a1aL7pU3ZL1n1i/1XBax9K9DasFn324ZUpMK1vKa99dE99uTlMm5O/2SO33G/fAURnA9/OSs2O9+0X7Zas+4I5oE6Lt2Td117mC7C7sDHh7sJll70IiaDgxngEL3k/pdUAMxwo+BT0462/RyyeKD1FZ6DgU6glmN6Z93ydUQOAgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoGDgoEzqOCjt/IwY6tRxDoAypCCj+ciBhyPGNdy/C9EMqBgGZvseM6j8A4fcAgmDQWTOoikBdkveHhGXjwXWEh3Q1PBn8jHfKUtuO0YjYhgeMHi9rtCwd3Qh+BH3/AA+98FQr7i3euCZSULBXdDSDCLouqEcPXnf4rgx+5+GRN8gdpl/60J5jGEn7530d5JIYaA4IJWao/n0vCKXmKBe2SDSlapBTPkIzHSNn7BJ4f80UXF42eil964mumVZXmrdSKoW4LxMakj/IKdAKpRwf8ZpFqX4rss1gXzggKfkrrCL7jYfnpuFoWKFdHJgtced2mhXIiljwg2VXaHX/BKLBahLtoiaKC+YNlOGfnxIG0QECxsyPJ0yZeW8C6qV7uIlu2UseIfaYOAYO5B9gD4qkc6eXJl2d2Lqnqh4K4J3YO54NmCv4k0Fjd+RsIiumP8go/nLMtleSquvcJ/BT+XwLMv/zj79/oH6X9rD8Hh+zvSBoGGjhVf5UfedmP34HTBzz1OyPUP2oKfYasL3cj2/Q603BWhpkq2VMG+vkeS0MLFSYJtLME3nt9aHL2FNYh+7swH8Um4I5p2NjQQvPXjB/Sf39q+dPL7X7XAmlZH9N7hr5PKuvWvb/GlHUPVdKQhQ4zoEJoLvSjn/377D5WhWhzSkKaC31wLI5gvS/TVixKbozuiRcFvfPXrcgRzCrIbf9BGGlIRbPfz8zVSWeVZrJvq700y0t70mpuyBRd8/76OJqQlXMF2P//JIV8mfTe2vGaTe3DJ+jT4w1esLRRpiCPY6ec32R65trQs1bicgxpoJ74WH5M6wRHsuVTZnXEVznpy7py5n2YKNo1j7EvwFtwNjmC3n5/DmimXbyPBlqwGgtXy4AucndQhjuBKP38pakHHc77EvL8tuoHgNljyoVz4+wjjCnb6+Uv5FCNf+nuThhVc8DXUeT0BDftxBdv9/KV6ihH45//ZjY/9C6bPb7zar3tFkDUq92Crn18/xQj8z0p1H5Oaob59tfMRNdoWBQdwBDv9/PopJtrh/17De176zvf2gjpm+ptbKsErLKL9uA0ddj+/eYrhT6iBStaAgtmBSsFFqJaPVJoqrX5+6ymGdfgH5ib1o9QrmP0al6aITpgaYTXEbsxUmaadDcMJ5pUCLTilGm01xMpR2RvAQP3BLVSyZAmjipbTo3xYDbFyVPYmMEnB2fBjNc8BdRrOp0pTwVeH5ZNf/w/in3//nZ8KbyX7Q+yGWBScmLw/l1644KufpBfpr0S2UmW61RCbIriQ1//BlBtDJy44DSnYbohNvoJ5rWzCobwCgt1BHJEQDkO7S0IKthtikwWzVFMO5RUQ7DRMth3CoX/4sboTrhIF8+aeKQ8aC8XosM6/bgiHSaNOcDn1UF6huUmWzk0WLArnKYfyCgh2BnFMv4jOR56fLJYnHMorNH3UGcQRCeEAFXl+qil0uqG8Yo9JKSEcoCJOT5TQkmn2T8QENwzhMGmcHBCAekziJIdwsP6wBNUEKE96yqG8AoHQ9lJDOLjhY51RXABQxRZr95mm32At2h7EEbsHV+ID+2cwAUM27FlN1SMmVETLQRynhnBwBAO7fgM4T406YutYaaU/WL5ZbYRft91n9FPmNqPDvyX4KTuCA3euEdFUsAld+B8/87PhuIYgUIP9rCJ6/A8N7Qn+R/Er/7LfG85Ax5hp66pK7TSEjJP2BMNH5tXyDP0df8/+tGvRa1Eblv5mnA0UfPQWXkSLGEE7X5hoLbo6E0lM4/Mk3yj4KX+JvJL++8R1C15CT7UWXWm3EtP4fMk3Cn7K//cDr6D/PnEDD+P2/qnWoitRG6xpfJXkuaEMp4zMqz8/88Hyv8lrS9Y8/b6xX8BJHf7ONL5K8qEzvU9UXj1B84bF5itXN7xr7BdwUoe/NY1vLbl1/p/9ED3xnxws+7tH1aJN0/wEephSOvydaXyV5Ob0P/uh6x987nHydcMJ6BpZi7a6xwO5MiZSOvxni/Bj0kbBT9nqHp9AO0dKh39lGp+b3Jy4YAKFVkOs7vEpTHZI6PDnhK5gJ7RoOYXG2caYe/AUfs0pHf78D2mCN6JHWHePN23l0MP45IsuprgldfiXqYI3Y0RHW+gwA2oVuC7ifbURL3rDRnS0hQ4zIF90E+8LR3QMhQ4z4MQbGKdgJAude2YlRy249XhfTQWf07z+Vd92DkkgIriDeF/tCb5V/Dy/5ruHy7pBuFWe8498Fz37lN949ApOiveVZahh8q6zb/R8L7X7+ld9J/VLX9xKvvn0FFHBrVejUwTHFuXoPgfHzQ9/B7tob/3G72eS6Yubvu/UJHHBbbeOpQjuYFGOjUbnnis4NkWoPimCT1mUY1MReeNGd8hrqa1cwUt7yde2SBEcW5RjiFiV48DpPJSCM1t6qkV0OOhrfVIExxblGDqbh0N1/1vRHQryTaI1eUQjahMERxflGDqbh0NHedDRHQryY3bAtHHMS0t+TArMD95grGzgvUEr8nNOwLRxjKhNFhxelANhsPuwEwthJPPS0gXPFr7kQ0cpHJoX7/mGq1evvOTDhPl0qtQjGfqQIDgawmHoDB6cF+8h5CUfvkrMCgiiSj2W8VpJtejIohxD52/nfIbIUMVXuMgQIh+tKvVYhvMkFdGRRTl6y+iB+AyVeoUZvsJehA0TnVOySj2WEbXYH9wSJk94lXosJTQKDsLPT8dryFjEmj8mjWZELQoOIU5QxWtIWobeCpg2llswCg4iz1DGa0jTZgKmjaOVo0TBYWQgYTnKfWTXZToRwU49cPPmJnGZ+tabVESPkbBgJ2rDBoZw4PUrfeFmVLLGRVCwE7UBfAgHfUKmBZkL1q14oiPev67BqAkKdqI2hEM4fAIEJheWlRHKeqYZu5YneAsOCnaiNkRCOAytZo3H7mZX5Lfw14++4YG0RDoXdPuEHqFsZppNM6JwQLATtSEWwqE7UzV59EffrV4+dvfLHkhLZGZXGYetj1AehlCUHTtqQyyEQ0ea6nNBS71ASLZg+zSnWCCvE5gAPluYk92EEA7ydNxFOMbS2tgIv2AnasPpIRzGgTgie4Rg9mOrswzJBB96PTRt6Bg6fqRBnIkzQjBbkSqVOxmhPAzQBAsCa8ge7ekZOP5FkHRDRhcjlIfhFMGnhnAYWqvBGeXoXUO2oOcgx7Lq6AnggRMv2hE8W7D/uYJFmcsvUh09AT6AepP4ATn1I1ewGRfqBE0ADiDBEfixFttPz+tXsKdKU8FDx49c58+o0F8WL599+cf5/8VJrlixrCoVKDgxeQ/GHifk+geVva/9qxp7kIJF15+/gg2WkGCnaV2u5eZL3qZJP4/Ty/BZafhZ0kQwd+qvYMMl1BZtB12b/grg/FiFU28FGzChgOBW0DV3LbdK8u69mEMId0sncTwPVrABE7kHJwl+c4eYYxO3z3C3dBorqwESBVtB12JFdB+CZed7pFs6ETbxHh+TJHbQtSI4mMEW/MZXv64bwbLzPdItjQSJFtEyN2MLRBsdb3rNTZ0J5uMaZ4vxTOmaDtFFOdRU9fCI0Z4qWewYYt3SSJCERTlig/q1hs6ad93Od7yCc0lYsyE6w9+KzNdRvcXpfEfBuYTWbHByNXIP7l6w0/mOgnNJWrNBjw1eT95E8Mmh2m+4mo40pHk44dqCTw55xJLd6c4amAIt9Aer17mCde18svN+psBAHf5mD1OeuTcFmgq2gje+56XvzI3zWPIa3GTn3k6B4QSLgas8LutUZ89PgRYFZ0DUwNWCfOWi/CL5xRIFd0TSiI4yPC66rmAxcLUgP8hmWd/2yhKL6I5IGdFRth/CQbRsrsgv8Gn0t72ixEpWRySM6ChbDeGgkxbbf0kOeF/zl8hrS3xM6oiEER1lLIRDbuxHS/DWbXwNXnov+CNs6OiMlBEdsRAOmX7/jahyeHnzGXFJs+fgn8amyq5IGdERC+GQ5/fFe5Tggtxs1grC2293pIzoiIVwyPJ7hV6waklkIXiyAeQmQ8qIjtmixRAOQjC9qVtXMD4hdUfCiI4WQjjo7dUYAnpTv1ms9hXua0baIGFEB6fZFay3F7vkN/WbzWpf6Lc7UkZ0qD/4kicKVhETiq2fuBS9qSMtkzSio2wqWEdM+B/WQIkDYHukr/5gOSOIv8ABsD3SrWCxkR5SW5B3XKfj2OAV3AtNBadFCNT1tQIF9wwKBk5Xgi+491nfavVIHwTDCRPr8TQSwiF+BesVdFHwUPgFmyHLjPohHLRNFDwUsZYs2cmTG8LB2ouZYYyCByKhsyEqOBZS0FpBFwUPRUywEhQroiOC7ejaKHgoIoILXcuKhHAICS6wtWocxBbGUoVybPpo5Ape7nxhjgPphiYyZEcZzQ3hID+iJTQOxRme8MB3UwM+JYRDQPDR3vuxI394QgPfrZtnNIRDKDAk+0W8Dy/g4Qk9B9vXXuwe7BXM25lXN7wLL+DhiS6rs7U4NYSDT7Cc54JjJcdA+/GiiZrngv1FY6CDDn85z8VZRQwZihYFyz+peS4wVoabPE0Fr0WW1PNc8BY8CloWTGtnX/7bshaND0ljIKXD3+39d5O7glfbfz/7461mYbuRVkno8Hd7/yvJHcGsdRI7GcZFQod/alu0/BN9dMYreDwkdPh73pjka8M4WO8xCh4PKR3+629M8nMCE8+Q3a1R8HhI6vCvvrGSW4JlXUzPG0fGQEqHf/WNndwI1nUxfAAeEwkd/tU3TnJzD9Z1MWzCGhMJHf6VN25yp4ZF1dLLF8fVjYmEDn/3TSW5Ci0qWO78xfYzh9jJMCISOvxjITQqgssnsI1jZCR0+Os3vuSW4KO3XgrVxZDBaCOcsNjH8Xz7bzGcyuhopT+YvSoIOYN+x0dbi3LQB6nPkV9q4YCQdmkq2MSPPdq7ER+Pxkd7gmN1MWQw2hNc/td1v9v0aJDWCQtWwenYyz0Saos2go/nKHiEBAXr4HS0ArVzmb4NzvCXGxGCgkdISHBhAmyImJXhER1y+/0vouAREhBsr/csFiYLJtd7QMFjJNIfbKIuPD0PjqpEwSMnQfCKFdbWEiyV5J0vEI00IUWwmADuvwej4JGTIpi/8I/TsLv7UfAYSboHc8GzxSm7QsFjJEHw8TxtZRQUPEYSBPMlFk5OH4iDgsfIKYJF5bkITj5Dxk7DzgZk7KBg4PS16goSpx2bPkODJK+XDO6XdViQouAxfBkKBv5lKBj4l6Fg4F+GgoF/GQoG/mUoGPiXoWDgX4aCgX/ZeAUjYwcFAwcFAwcFAwcFAwcFAwcFAwcFAwcFAwcFAwcFAwcFAwcFA6eJ4CI7KpZZgSk3rVgGIi+VDg6UlYzF+zrITCUjEukUiUlFsvqZkkIDwSx0f174frMCU25asWJtXiodHCgrGZvuXjDDGalkRCKdIjGpSFY/U5KoL1jMN1zmxA/WUf9z04oVa/NS6eBAWcnkgsm7OV8mIxLpFIlJZbLamZJGfcGx9bKi0B9pblqxYm1eKj1jPSuZFpyeSkUkqixacVpSO5BRrUxJo4Hg2aKsNSl4SbMgL61csTYvlQ4OlJdMFdFZqYRglSI5qbVJfqYkUl+wuFvk3zPYCi55adWKtXmpdHCgzAOVNZ2sVNyKTpGc1MjMz5RUehdcqOpEhioqt4ZgFRwoLxlb4Y2tUtGr4BqZkkrfRbRYgSkrLd84v4jWwYHyvkzfSHNSNSyia2RKMj1XsuQKTFlp9Yq1ed+ogwNlJdOXUV6qGpUsfYi1MiWZXh+T9ApM+WmX2Y9JOjhQVjKRy7mpijqPSUpw/UxJodeGDrMCU3baZX5Dhw4OlJVM3YOzUhW1GjrUhV87U1Jo0lS5ym1Zs6L+56YVTZV5qXRwoKxkyxqpdFkrUyQm5ckaZEoK2NkAHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHBQMHIiCl2o64tAHMgZACubzmBAOCgYOaMHH936MBepY2fMFH5ot+Mxh/o/85Hj+gbko0dkfdsUc3VXLE3UHArbgOXvFgnXwSbhs6m9Btoxg9cnxnMUik/8dz3l4o5NDGLdw4IL35T88dIYIkWAE60/4C/qx+IOQr8NsTRyQglUlmpsUc+apPh20QwnWn6g/iJ9AyeMorIDcyEEKNlfwgZjnz32v1gSrT7Tg2UIkpL+F5X5g7xNjAwSrqAjygq1ewWo7+wo+vvdP7130esydAV+wiLaj3ol78L4pme3t1D2Y1rDeBqSE3gDBIuTdUtaRj/a2FieHO5dPDsmB/sSpVvNwpDJ0FQA2QDB/uBVxjuiL35ixJyFCPqCeg+kn7oMxe/6FUoeGKThKmrqjtwMpoVGwnxWUEhoFe7fZg1LF2kDBmwYKBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBg4KBs7/A3szrS6jHVO8AAAAAElFTkSuQmCC)

## values\_df$egoistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1.6 1 0.1 0.1 0.1 0.1  
## 1.8 1 0.1 0.2 0.1 0.2  
## 2 2 0.2 0.4 0.2 0.4  
## 2.2 3 0.3 0.6 0.3 0.6  
## 2.4 4 0.4 1.0 0.4 1.0  
## 2.6 7 0.6 1.6 0.6 1.6  
## 2.8 7 0.6 2.2 0.6 2.2  
## 3 11 1.0 3.2 1.0 3.2  
## 3.2 14 1.2 4.4 1.3 4.5  
## 3.4 18 1.6 6.0 1.6 6.1  
## 3.6 20 1.8 7.8 1.8 7.9  
## 3.75 1 0.1 7.9 0.1 8.0  
## 3.8 34 3.0 10.9 3.0 11.0  
## 4 61 5.4 16.2 5.5 16.4  
## 4.2 51 4.5 20.7 4.6 21.0  
## 4.4 73 6.4 27.2 6.5 27.5  
## 4.6 80 7.1 34.2 7.1 34.7  
## 4.8 97 8.6 42.8 8.7 43.3  
## 5 92 8.1 50.9 8.2 51.6  
## 5.2 113 10.0 60.9 10.1 61.7  
## 5.25 2 0.2 61.1 0.2 61.8  
## 5.4 87 7.7 68.8 7.8 69.6  
## 5.6 87 7.7 76.4 7.8 77.4  
## 5.75 2 0.2 76.6 0.2 77.6  
## 5.8 79 7.0 83.6 7.1 84.6  
## 6 61 5.4 89.0 5.5 90.1  
## 6.2 43 3.8 92.8 3.8 93.9  
## 6.25 1 0.1 92.9 0.1 94.0  
## 6.4 20 1.8 94.6 1.8 95.8  
## 6.6 18 1.6 96.2 1.6 97.4  
## 6.8 10 0.9 97.1 0.9 98.3  
## 7 19 1.7 98.8 1.7 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Hedonic values  
tab1(values\_df$hedonic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)

![](data:image/png;base64,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)

## values\_df$hedonic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.66666666666667 1 0.1 0.2 0.1 0.2  
## 2 1 0.1 0.3 0.1 0.3  
## 2.33333333333333 1 0.1 0.4 0.1 0.4  
## 3 3 0.3 0.6 0.3 0.6  
## 3.33333333333333 2 0.2 0.8 0.2 0.8  
## 3.5 1 0.1 0.9 0.1 0.9  
## 3.66666666666667 7 0.6 1.5 0.6 1.5  
## 4 20 1.8 3.3 1.8 3.3  
## 4.33333333333333 17 1.5 4.8 1.5 4.8  
## 4.66666666666667 23 2.0 6.8 2.1 6.9  
## 5 61 5.4 12.2 5.4 12.3  
## 5.33333333333333 83 7.3 19.5 7.4 19.7  
## 5.5 3 0.3 19.8 0.3 20.0  
## 5.66666666666667 107 9.4 29.2 9.6 29.6  
## 6 219 19.3 48.5 19.6 49.1  
## 6.33333333333333 210 18.5 67.1 18.8 67.9  
## 6.66666666666667 200 17.7 84.7 17.9 85.7  
## 7 160 14.1 98.9 14.3 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

## Socially Desirable Responding

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(socially\_desirable\_1,  
 socially\_desirable\_3,  
 socially\_desirable\_5,  
 socially\_desirable\_8,  
 socially\_desirable\_9,  
 socially\_desirable\_11,  
 socially\_desirable\_12,  
 socially\_desirable\_13), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$self\_deceptive\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_1:socially\_desirable\_8) %>%  
 rowMeans(na.rm = TRUE)  
   
data\_R$impress\_manag\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_9:socially\_desirable\_16) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(self\_deceptive\_sdr, impress\_manag\_sdr) %>%  
 hist()
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## Consumer Intentions

### Reverse-code

Higher scores mean better consumer intentions (intentions to *reduce* future consumption):

data\_R <- data\_R %>%  
 mutate(across(c(consumer\_intentions\_2,  
 consumer\_intentions\_4,  
 consumer\_intentions\_7,  
 consumer\_intentions\_9), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$consumer\_intentions <- data\_R %>%  
 dplyr::select(consumer\_intentions\_1:consumer\_intentions\_9) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(consumer\_intentions) %>%  
 hist()
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# Contrast Coding

Subset variables

Contrast Coding using ifelse() approach:

# Framing  
data\_R\_alt$FramingCode1 <- ifelse(data\_R\_alt$framing\_condition == "control\_framing", -1/2, ifelse(data\_R\_alt$framing\_condition == "self\_enh\_framing", 1/2, 0))  
  
data\_R\_alt$FramingCode2 <- ifelse(data\_R\_alt$framing\_condition == "pro\_env\_framing", 2/3, -1/3)  
  
  
# Norm  
data\_R\_alt$NormCode1 <- ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 4, -1)  
  
data\_R\_alt$NormCode2 <- ifelse(data\_R\_alt$norm\_condition == "social\_norm", 3, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, -1))  
  
data\_R\_alt$NormCode3 <- ifelse(data\_R\_alt$norm\_condition == "convention\_norm", 2, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, ifelse(data\_R\_alt$norm\_condition == "social\_norm", 0, -1)))  
data\_R\_alt$NormCode4 <- ifelse(data\_R\_alt$norm\_condition == "descriptive\_norm", 1, ifelse(data\_R\_alt$norm\_condition == "control\_norm", -1, 0))  
  
  
## Adding contrast codes to Framing & Norm Condition  
# Framing  
FrameCode1 <- c(-1/2, 0, 1/2) # control vs self-enhancing  
FrameCode2 <- c(-1/3, 2/3, -1/3) # arbitrary code  
  
contrasts(data\_R\_alt$framing\_condition) <- cbind(FrameCode1, FrameCode2)  
contrasts(data\_R\_alt$framing\_condition)

## FrameCode1 FrameCode2  
## control\_framing -0.5 -0.3333333  
## pro\_env\_framing 0.0 0.6666667  
## self\_enh\_framing 0.5 -0.3333333

# Norm  
contrasts(data\_R\_alt$norm\_condition) <- contr.helmert(5)  
contrasts(data\_R\_alt$norm\_condition) # control vs DN

## [,1] [,2] [,3] [,4]  
## control\_norm -1 -1 -1 -1  
## descriptive\_norm 1 -1 -1 -1  
## convention\_norm 0 2 -1 -1  
## social\_norm 0 0 3 -1  
## moral\_norm 0 0 0 4

# Gender  
levels(data\_R\_alt$Gender) <- c("Woman", "Man", "Non-binary", "I prefer not to identify", "Other")  
  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Non-binary"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "I prefer not to identify"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Other"] <- NA  
  
data\_R\_alt$Gender <- droplevels(data\_R\_alt$Gender)  
  
contrasts(data\_R\_alt$Gender) <- c(1, 0)  
levels(data\_R\_alt$Gender)

## [1] "Woman" "Man"

Coding consumer\_behaviors 0/1 and numeric because required by smcfcs imputation function:

data\_R\_alt$consumer\_behaviors <- as.numeric(data\_R\_alt$consumer\_behaviors)  
  
data\_R\_alt$consumer\_behaviors <- ifelse(data\_R\_alt$consumer\_behaviors == 1, 0, 1)

# Multiple Imputation

## Examine Missingness

Examine missingness:

data\_R\_alt %>%  
 vis\_miss()

![](data:image/png;base64,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)

Variables with NO missing data:

* ingroup\_identification
* clothing\_interest
* consumer\_intentions
* framing\_condition
* norm\_condition

## Adding interaction terms

## Imputation Model

set.seed(114950518)

## [1] "Outcome variable(s): consumer\_behaviors"  
## [1] "Passive variables: framing1Xbiospheric,framing2Xbiospheric,norm1Xbiospheric,norm2Xbiospheric,norm3Xbiospheric,norm4Xbiospheric,framing1Xnorm1Xbiospheric,framing1Xnorm2Xbiospheric,framing1Xnorm3Xbiospheric,framing1Xnorm4Xbiospheric,framing2Xnorm1Xbiospheric,framing2Xnorm2Xbiospheric,framing2Xnorm3Xbiospheric,framing2Xnorm4Xbiospheric,framing1Xaltruistic,framing2Xaltruistic,norm1Xaltruistic,norm2Xaltruistic,norm3Xaltruistic,norm4Xaltruistic,framing1Xnorm1Xaltruistic,framing1Xnorm2Xaltruistic,framing1Xnorm3Xaltruistic,framing1Xnorm4Xaltruistic,framing2Xnorm1Xaltruistic,framing2Xnorm2Xaltruistic,framing2Xnorm3Xaltruistic,framing2Xnorm4Xaltruistic,framing1Xegoistic,framing2Xegoistic,norm1Xegoistic,norm2Xegoistic,norm3Xegoistic,norm4Xegoistic,framing1Xnorm1Xegoistic,framing1Xnorm2Xegoistic,framing1Xnorm3Xegoistic,framing1Xnorm4Xegoistic,framing2Xnorm1Xegoistic,framing2Xnorm2Xegoistic,framing2Xnorm3Xegoistic,framing2Xnorm4Xegoistic,framing1Xhedonic,framing2Xhedonic,norm1Xhedonic,norm2Xhedonic,norm3Xhedonic,norm4Xhedonic,framing1Xnorm1Xhedonic,framing1Xnorm2Xhedonic,framing1Xnorm3Xhedonic,framing1Xnorm4Xhedonic,framing2Xnorm1Xhedonic,framing2Xnorm2Xhedonic,framing2Xnorm3Xhedonic,framing2Xnorm4Xhedonic"  
## [1] "Partially obs. variables: hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender"  
## [1] "Fully obs. substantive model variables: ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup"  
## [1] "Imputation 1"  
## [1] "Imputing missing outcomes using specified substantive model."  
## [1] "Imputing: hedonic using egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: egoistic using hedonic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: altruistic using hedonic,egoistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: biospheric using hedonic,egoistic,altruistic,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Age using hedonic,egoistic,altruistic,biospheric,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: self\_deceptive\_sdr using hedonic,egoistic,altruistic,biospheric,Age,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: impress\_manag\_sdr using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Gender using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputation 2"  
## [1] "Imputation 3"  
## [1] "Imputation 4"  
## [1] "Imputation 5"

Storing imputed data sets

impobject <- imputationList(imps$impDatasets)

Restrict range of values on imputed variables

# bio values  
impobject$imputations[[1]]$biospheric <- ifelse(impobject$imputations[[1]]$biospheric > 7, 7, impobject$imputations[[1]]$biospheric)  
  
impobject$imputations[[2]]$biospheric <- ifelse(impobject$imputations[[2]]$biospheric > 7, 7, impobject$imputations[[2]]$biospheric)  
  
impobject$imputations[[3]]$biospheric <- ifelse(impobject$imputations[[3]]$biospheric > 7, 7, impobject$imputations[[3]]$biospheric)  
  
impobject$imputations[[4]]$biospheric <- ifelse(impobject$imputations[[4]]$biospheric > 7, 7, impobject$imputations[[4]]$biospheric)  
  
impobject$imputations[[5]]$biospheric <- ifelse(impobject$imputations[[5]]$biospheric > 7, 7, impobject$imputations[[5]]$biospheric)  
  
  
# alt values  
impobject$imputations[[1]]$altruistic <- ifelse(impobject$imputations[[1]]$altruistic > 7, 7, impobject$imputations[[1]]$altruistic)  
  
impobject$imputations[[2]]$altruistic <- ifelse(impobject$imputations[[2]]$altruistic > 7, 7, impobject$imputations[[2]]$altruistic)  
  
impobject$imputations[[3]]$altruistic <- ifelse(impobject$imputations[[3]]$altruistic > 7, 7, impobject$imputations[[3]]$altruistic)  
  
impobject$imputations[[4]]$altruistic <- ifelse(impobject$imputations[[4]]$altruistic > 7, 7, impobject$imputations[[4]]$altruistic)  
  
impobject$imputations[[5]]$altruistic <- ifelse(impobject$imputations[[5]]$altruistic > 7, 7, impobject$imputations[[5]]$altruistic)  
  
  
# ego values  
impobject$imputations[[1]]$egoistic <- ifelse(impobject$imputations[[1]]$egoistic > 7, 7, impobject$imputations[[1]]$egoistic)  
  
impobject$imputations[[2]]$egoistic <- ifelse(impobject$imputations[[2]]$egoistic > 7, 7, impobject$imputations[[2]]$egoistic)  
  
impobject$imputations[[3]]$egoistic <- ifelse(impobject$imputations[[3]]$egoistic > 7, 7, impobject$imputations[[3]]$egoistic)  
  
impobject$imputations[[4]]$egoistic <- ifelse(impobject$imputations[[4]]$egoistic > 7, 7, impobject$imputations[[4]]$egoistic)  
  
impobject$imputations[[5]]$egoistic <- ifelse(impobject$imputations[[5]]$egoistic > 7, 7, impobject$imputations[[5]]$egoistic)  
  
  
# hed values  
impobject$imputations[[1]]$hedonic <- ifelse(impobject$imputations[[1]]$hedonic > 7, 7, impobject$imputations[[1]]$hedonic)  
  
impobject$imputations[[2]]$hedonic <- ifelse(impobject$imputations[[2]]$hedonic > 7, 7, impobject$imputations[[2]]$hedonic)  
  
impobject$imputations[[3]]$hedonic <- ifelse(impobject$imputations[[3]]$hedonic > 7, 7, impobject$imputations[[3]]$hedonic)  
  
impobject$imputations[[4]]$hedonic <- ifelse(impobject$imputations[[4]]$hedonic > 7, 7, impobject$imputations[[4]]$hedonic)  
  
impobject$imputations[[5]]$hedonic <- ifelse(impobject$imputations[[5]]$hedonic > 7, 7, impobject$imputations[[5]]$hedonic)  
  
  
# self-deceptive enhancement  
with(impobject, describe(self\_deceptive\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.13 0.14 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.71 0.86 3.75 3.7 0.74 1 6.62 5.62 0.15 0.14 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.75 5.75 0.15 0.23 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.62 5.62 0.14 0.13 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.14 0.14 0.03  
##   
## attr(,"call")  
## with(impobject, describe(self\_deceptive\_sdr))

impobject$imputations[[4]]$self\_deceptive\_sdr <- ifelse(impobject$imputations[[4]]$self\_deceptive\_sdr < 1, 1, impobject$imputations[[4]]$self\_deceptive\_sdr)  
  
  
# impr manag  
with(impobject, describe(impress\_manag\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.24 0.14 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.24 0.14 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.25 0.16 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4 0.85 4 3.99 0.74 1.5 7 5.5 0.25 0.17 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.27 0.19 0.03  
##   
## attr(,"call")  
## with(impobject, describe(impress\_manag\_sdr))

# Age  
describe(data\_R\_alt$Age)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1030 19.87 1.95 19 19.67 1.48 18 50 32 4.91 59.29 0.06

with(impobject, describe(Age))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.89 1.94 19.39 19.7 2.06 15.09 50 34.91 4.56 54.97 0.06  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.85 1.94 19 19.67 1.48 14.85 50 35.15 4.55 55.63 0.06  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.98 19.05 19.69 1.55 13.77 50 36.23 4.27 50.86 0.06  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.97 19.25 19.7 1.86 14.74 50 35.26 4.37 52.37 0.06  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.9 1.95 19.48 19.71 2.19 15.37 50 34.63 4.49 53.77 0.06  
##   
## attr(,"call")  
## with(impobject, describe(Age))

impobject$imputations[[1]]$Age <- ifelse(impobject$imputations[[1]]$Age < 18, 18, impobject$imputations[[1]]$Age)  
  
impobject$imputations[[2]]$Age <- ifelse(impobject$imputations[[2]]$Age < 18, 18, impobject$imputations[[2]]$Age)  
  
impobject$imputations[[3]]$Age <- ifelse(impobject$imputations[[3]]$Age < 18, 18, impobject$imputations[[3]]$Age)  
  
impobject$imputations[[4]]$Age <- ifelse(impobject$imputations[[4]]$Age < 18, 18, impobject$imputations[[4]]$Age)  
  
impobject$imputations[[5]]$Age <- ifelse(impobject$imputations[[5]]$Age < 18, 18, impobject$imputations[[5]]$Age)

### Centering continuous predictors

# Biospheric values  
impobject$imputations[[1]]$biospheric\_center <- impobject$imputations[[1]]$biospheric - mean(impobject$imputations[[1]]$biospheric)  
  
impobject$imputations[[2]]$biospheric\_center <- impobject$imputations[[2]]$biospheric - mean(impobject$imputations[[2]]$biospheric)  
  
impobject$imputations[[3]]$biospheric\_center <- impobject$imputations[[3]]$biospheric - mean(impobject$imputations[[3]]$biospheric)  
  
impobject$imputations[[4]]$biospheric\_center <- impobject$imputations[[4]]$biospheric - mean(impobject$imputations[[4]]$biospheric)  
  
impobject$imputations[[5]]$biospheric\_center <- impobject$imputations[[5]]$biospheric - mean(impobject$imputations[[5]]$biospheric)  
  
  
# Altruistic values  
impobject$imputations[[1]]$altruistic\_center <- impobject$imputations[[1]]$altruistic - mean(impobject$imputations[[1]]$altruistic)  
  
impobject$imputations[[2]]$altruistic\_center <- impobject$imputations[[2]]$altruistic - mean(impobject$imputations[[2]]$altruistic)  
  
impobject$imputations[[3]]$altruistic\_center <- impobject$imputations[[3]]$altruistic - mean(impobject$imputations[[3]]$altruistic)  
  
impobject$imputations[[4]]$altruistic\_center <- impobject$imputations[[4]]$altruistic - mean(impobject$imputations[[4]]$altruistic)  
  
impobject$imputations[[5]]$altruistic\_center <- impobject$imputations[[5]]$altruistic - mean(impobject$imputations[[5]]$altruistic)  
  
  
# Egoistic values  
impobject$imputations[[1]]$egoistic\_center <- impobject$imputations[[1]]$egoistic - mean(impobject$imputations[[1]]$egoistic)  
  
impobject$imputations[[2]]$egoistic\_center <- impobject$imputations[[2]]$egoistic - mean(impobject$imputations[[2]]$egoistic)  
  
impobject$imputations[[3]]$egoistic\_center <- impobject$imputations[[3]]$egoistic - mean(impobject$imputations[[3]]$egoistic)  
  
impobject$imputations[[4]]$egoistic\_center <- impobject$imputations[[4]]$egoistic - mean(impobject$imputations[[4]]$egoistic)  
  
impobject$imputations[[5]]$egoistic\_center <- impobject$imputations[[5]]$egoistic - mean(impobject$imputations[[5]]$egoistic)  
  
  
# Hedonic values  
impobject$imputations[[1]]$hedonic\_center <- impobject$imputations[[1]]$hedonic - mean(impobject$imputations[[1]]$hedonic)  
  
impobject$imputations[[2]]$hedonic\_center <- impobject$imputations[[2]]$hedonic - mean(impobject$imputations[[2]]$hedonic)  
  
impobject$imputations[[3]]$hedonic\_center <- impobject$imputations[[3]]$hedonic - mean(impobject$imputations[[3]]$hedonic)  
  
impobject$imputations[[4]]$hedonic\_center <- impobject$imputations[[4]]$hedonic - mean(impobject$imputations[[4]]$hedonic)  
  
impobject$imputations[[5]]$hedonic\_center <- impobject$imputations[[5]]$hedonic - mean(impobject$imputations[[5]]$hedonic)  
  
  
  
# Ingroup identification  
impobject$imputations[[1]]$ingroup\_center <- impobject$imputations[[1]]$ingroup\_identification - mean(impobject$imputations[[1]]$ingroup\_identification)  
  
impobject$imputations[[2]]$ingroup\_center <- impobject$imputations[[2]]$ingroup\_identification - mean(impobject$imputations[[2]]$ingroup\_identification)  
  
impobject$imputations[[3]]$ingroup\_center <- impobject$imputations[[3]]$ingroup\_identification - mean(impobject$imputations[[3]]$ingroup\_identification)  
  
impobject$imputations[[4]]$ingroup\_center <- impobject$imputations[[4]]$ingroup\_identification - mean(impobject$imputations[[4]]$ingroup\_identification)  
  
impobject$imputations[[5]]$ingroup\_center <- impobject$imputations[[5]]$ingroup\_identification - mean(impobject$imputations[[5]]$ingroup\_identification)  
  
  
# Age  
impobject$imputations[[1]]$Age\_center <- impobject$imputations[[1]]$Age - mean(impobject$imputations[[1]]$Age)  
  
impobject$imputations[[2]]$Age\_center <- impobject$imputations[[2]]$Age - mean(impobject$imputations[[2]]$Age)  
  
impobject$imputations[[3]]$Age\_center <- impobject$imputations[[3]]$Age - mean(impobject$imputations[[3]]$Age)  
  
impobject$imputations[[4]]$Age\_center <- impobject$imputations[[4]]$Age - mean(impobject$imputations[[4]]$Age)  
  
impobject$imputations[[5]]$Age\_center <- impobject$imputations[[5]]$Age - mean(impobject$imputations[[5]]$Age)  
  
  
  
# Clothing interest  
impobject$imputations[[1]]$clothing\_center <- impobject$imputations[[1]]$clothing\_interest - mean(impobject$imputations[[1]]$clothing\_interest)  
  
impobject$imputations[[2]]$clothing\_center <- impobject$imputations[[2]]$clothing\_interest - mean(impobject$imputations[[2]]$clothing\_interest)  
  
impobject$imputations[[3]]$clothing\_center <- impobject$imputations[[3]]$clothing\_interest - mean(impobject$imputations[[3]]$clothing\_interest)  
  
impobject$imputations[[4]]$clothing\_center <- impobject$imputations[[4]]$clothing\_interest - mean(impobject$imputations[[4]]$clothing\_interest)  
  
impobject$imputations[[5]]$clothing\_center <- impobject$imputations[[5]]$clothing\_interest - mean(impobject$imputations[[5]]$clothing\_interest)  
  
  
  
# Self deceptive SDR  
impobject$imputations[[1]]$self\_dec\_center <- impobject$imputations[[1]]$self\_deceptive\_sdr - mean(impobject$imputations[[1]]$self\_deceptive\_sdr)  
  
impobject$imputations[[2]]$self\_dec\_center <- impobject$imputations[[2]]$self\_deceptive\_sdr - mean(impobject$imputations[[2]]$self\_deceptive\_sdr)  
  
impobject$imputations[[3]]$self\_dec\_center <- impobject$imputations[[3]]$self\_deceptive\_sdr - mean(impobject$imputations[[3]]$self\_deceptive\_sdr)  
  
impobject$imputations[[4]]$self\_dec\_center <- impobject$imputations[[4]]$self\_deceptive\_sdr - mean(impobject$imputations[[4]]$self\_deceptive\_sdr)  
  
impobject$imputations[[5]]$self\_dec\_center <- impobject$imputations[[5]]$self\_deceptive\_sdr - mean(impobject$imputations[[5]]$self\_deceptive\_sdr)  
  
  
# Impression management SDR  
impobject$imputations[[1]]$impress\_manag\_center <- impobject$imputations[[1]]$impress\_manag\_sdr - mean(impobject$imputations[[1]]$impress\_manag\_sdr)  
  
impobject$imputations[[2]]$impress\_manag\_center <- impobject$imputations[[2]]$impress\_manag\_sdr - mean(impobject$imputations[[2]]$impress\_manag\_sdr)  
  
impobject$imputations[[3]]$impress\_manag\_center <- impobject$imputations[[3]]$impress\_manag\_sdr - mean(impobject$imputations[[3]]$impress\_manag\_sdr)  
  
impobject$imputations[[4]]$impress\_manag\_center <- impobject$imputations[[4]]$impress\_manag\_sdr - mean(impobject$imputations[[4]]$impress\_manag\_sdr)  
  
impobject$imputations[[5]]$impress\_manag\_center <- impobject$imputations[[5]]$impress\_manag\_sdr - mean(impobject$imputations[[5]]$impress\_manag\_sdr)  
  
# Coding Gender  
contrasts(impobject$imputations[[1]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[2]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[3]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[4]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[5]]$Gender) <- c(1/2, -1/2)

Convert scmfcs object to a mids object (to make the object compatible with mice, and thus, emmeans):

mids\_obj <- datlist2mids(impobject)

Complete data set:

# Descriptive Statistics

freqs <- with(mids\_obj, table(consumer\_behaviors))  
freqs$analyses

## [[1]]  
## consumer\_behaviors  
## 0 1   
## 608 525   
##   
## [[2]]  
## consumer\_behaviors  
## 0 1   
## 605 528   
##   
## [[3]]  
## consumer\_behaviors  
## 0 1   
## 606 527   
##   
## [[4]]  
## consumer\_behaviors  
## 0 1   
## 606 527   
##   
## [[5]]  
## consumer\_behaviors  
## 0 1   
## 603 530

props1 <- with(mids\_obj, prop.table(table(consumer\_behaviors)))  
props1$analyses

## [[1]]  
## consumer\_behaviors  
## 0 1   
## 0.5366284 0.4633716   
##   
## [[2]]  
## consumer\_behaviors  
## 0 1   
## 0.5339806 0.4660194   
##   
## [[3]]  
## consumer\_behaviors  
## 0 1   
## 0.5348632 0.4651368   
##   
## [[4]]  
## consumer\_behaviors  
## 0 1   
## 0.5348632 0.4651368   
##   
## [[5]]  
## consumer\_behaviors  
## 0 1   
## 0.5322154 0.4677846

# Logistic Analysis (DV = Consumer Behaviors)

Consumer Behaviors

* 0 = New Clothing
* 1 = Secondhand Clothing

## Running Model

log\_pool\_obj <- pool(log\_mice)

* df\_residual = 1038
* residual deviance: 1329

## Model Summary

Full summary

## Pooled Regression Results

summary(pool(log\_mice)) %>%  
 knitr::kable(digits = 3)

| term | estimate | std.error | statistic | df | p.value |
| --- | --- | --- | --- | --- | --- |
| (Intercept) | -0.154 | 0.074 | -2.092 | 811.847 | 0.037 |
| framing\_conditionFrameCode1 | 0.123 | 0.174 | 0.708 | 882.439 | 0.479 |
| framing\_conditionFrameCode2 | 0.504 | 0.152 | 3.324 | 937.441 | 0.001 |
| norm\_condition1 | 0.137 | 0.113 | 1.216 | 894.465 | 0.224 |
| norm\_condition2 | 0.002 | 0.065 | 0.032 | 984.072 | 0.974 |
| norm\_condition3 | 0.013 | 0.045 | 0.291 | 1025.111 | 0.771 |
| norm\_condition4 | 0.017 | 0.036 | 0.484 | 955.659 | 0.628 |
| biospheric\_center | 0.508 | 0.106 | 4.801 | 1004.891 | 0.000 |
| altruistic\_center | 0.226 | 0.148 | 1.526 | 946.390 | 0.127 |
| egoistic\_center | -0.729 | 0.100 | -7.294 | 751.725 | 0.000 |
| hedonic\_center | 0.008 | 0.121 | 0.066 | 847.891 | 0.948 |
| ingroup\_center | 0.010 | 0.073 | 0.140 | 856.019 | 0.888 |
| self\_dec\_center | -0.236 | 0.090 | -2.621 | 1033.255 | 0.009 |
| impress\_manag\_center | -0.226 | 0.088 | -2.556 | 984.405 | 0.011 |
| clothing\_center | 0.051 | 0.095 | 0.539 | 1002.212 | 0.590 |
| Gender1 | -0.014 | 0.170 | -0.080 | 219.027 | 0.936 |
| Age\_center | -0.087 | 0.050 | -1.733 | 57.425 | 0.088 |
| framing\_conditionFrameCode1:norm\_condition1 | 0.463 | 0.268 | 1.732 | 1018.113 | 0.084 |
| framing\_conditionFrameCode2:norm\_condition1 | 0.348 | 0.244 | 1.427 | 1000.360 | 0.154 |
| framing\_conditionFrameCode1:norm\_condition2 | -0.058 | 0.163 | -0.355 | 829.435 | 0.723 |
| framing\_conditionFrameCode2:norm\_condition2 | -0.010 | 0.134 | -0.072 | 1020.077 | 0.943 |
| framing\_conditionFrameCode1:norm\_condition3 | 0.063 | 0.108 | 0.584 | 936.829 | 0.559 |
| framing\_conditionFrameCode2:norm\_condition3 | 0.086 | 0.099 | 0.869 | 1027.197 | 0.385 |
| framing\_conditionFrameCode1:norm\_condition4 | 0.027 | 0.091 | 0.299 | 532.635 | 0.765 |
| framing\_conditionFrameCode2:norm\_condition4 | -0.041 | 0.075 | -0.554 | 838.856 | 0.580 |
| framing\_conditionFrameCode1:biospheric\_center | -0.187 | 0.269 | -0.693 | 1010.638 | 0.488 |
| framing\_conditionFrameCode2:biospheric\_center | 0.390 | 0.214 | 1.828 | 966.989 | 0.068 |
| norm\_condition1:biospheric\_center | 0.274 | 0.163 | 1.683 | 953.880 | 0.093 |
| norm\_condition2:biospheric\_center | 0.062 | 0.094 | 0.661 | 941.570 | 0.509 |
| norm\_condition3:biospheric\_center | 0.008 | 0.066 | 0.124 | 929.196 | 0.901 |
| norm\_condition4:biospheric\_center | 0.012 | 0.059 | 0.206 | 718.240 | 0.837 |
| framing\_conditionFrameCode1:altruistic\_center | 0.702 | 0.354 | 1.985 | 1018.329 | 0.047 |
| framing\_conditionFrameCode2:altruistic\_center | -0.768 | 0.304 | -2.529 | 962.726 | 0.012 |
| norm\_condition1:altruistic\_center | -0.545 | 0.243 | -2.245 | 985.715 | 0.025 |
| norm\_condition2:altruistic\_center | 0.203 | 0.129 | 1.577 | 1034.112 | 0.115 |
| norm\_condition3:altruistic\_center | 0.079 | 0.095 | 0.829 | 1003.032 | 0.407 |
| norm\_condition4:altruistic\_center | 0.065 | 0.069 | 0.950 | 491.638 | 0.343 |
| framing\_conditionFrameCode1:egoistic\_center | -0.495 | 0.237 | -2.087 | 892.821 | 0.037 |
| framing\_conditionFrameCode2:egoistic\_center | -0.105 | 0.202 | -0.517 | 1034.637 | 0.605 |
| norm\_condition1:egoistic\_center | 0.022 | 0.158 | 0.137 | 955.965 | 0.891 |
| norm\_condition2:egoistic\_center | -0.049 | 0.086 | -0.573 | 1022.179 | 0.567 |
| norm\_condition3:egoistic\_center | 0.057 | 0.058 | 0.972 | 910.694 | 0.332 |
| norm\_condition4:egoistic\_center | -0.039 | 0.051 | -0.768 | 779.884 | 0.443 |
| framing\_conditionFrameCode1:hedonic\_center | -0.236 | 0.293 | -0.807 | 939.087 | 0.420 |
| framing\_conditionFrameCode2:hedonic\_center | 0.007 | 0.252 | 0.027 | 913.626 | 0.979 |
| norm\_condition1:hedonic\_center | -0.028 | 0.195 | -0.142 | 937.344 | 0.887 |
| norm\_condition2:hedonic\_center | -0.062 | 0.108 | -0.579 | 1033.422 | 0.563 |
| norm\_condition3:hedonic\_center | -0.090 | 0.077 | -1.159 | 906.439 | 0.247 |
| norm\_condition4:hedonic\_center | -0.029 | 0.057 | -0.505 | 960.152 | 0.614 |
| framing\_conditionFrameCode1:ingroup\_center | 0.023 | 0.175 | 0.130 | 999.829 | 0.896 |
| framing\_conditionFrameCode2:ingroup\_center | 0.070 | 0.152 | 0.459 | 1015.900 | 0.647 |
| norm\_condition1:ingroup\_center | -0.042 | 0.109 | -0.387 | 1013.442 | 0.699 |
| norm\_condition2:ingroup\_center | -0.027 | 0.068 | -0.402 | 1000.683 | 0.688 |
| norm\_condition3:ingroup\_center | 0.012 | 0.046 | 0.265 | 965.347 | 0.791 |
| norm\_condition4:ingroup\_center | -0.027 | 0.037 | -0.737 | 532.824 | 0.461 |
| framing\_conditionFrameCode1:norm\_condition1:biospheric\_center | -0.328 | 0.397 | -0.827 | 937.252 | 0.409 |
| framing\_conditionFrameCode2:norm\_condition1:biospheric\_center | -0.096 | 0.345 | -0.277 | 982.189 | 0.782 |
| framing\_conditionFrameCode1:norm\_condition2:biospheric\_center | 0.150 | 0.236 | 0.634 | 952.575 | 0.526 |
| framing\_conditionFrameCode2:norm\_condition2:biospheric\_center | -0.053 | 0.193 | -0.277 | 968.583 | 0.782 |
| framing\_conditionFrameCode1:norm\_condition3:biospheric\_center | 0.111 | 0.167 | 0.663 | 922.000 | 0.508 |
| framing\_conditionFrameCode2:norm\_condition3:biospheric\_center | -0.022 | 0.131 | -0.168 | 1022.771 | 0.867 |
| framing\_conditionFrameCode1:norm\_condition4:biospheric\_center | 0.333 | 0.157 | 2.115 | 721.925 | 0.035 |
| framing\_conditionFrameCode2:norm\_condition4:biospheric\_center | -0.050 | 0.112 | -0.449 | 674.058 | 0.654 |
| framing\_conditionFrameCode1:norm\_condition1:altruistic\_center | 0.082 | 0.567 | 0.145 | 987.332 | 0.885 |
| framing\_conditionFrameCode2:norm\_condition1:altruistic\_center | 0.360 | 0.535 | 0.672 | 987.424 | 0.502 |
| framing\_conditionFrameCode1:norm\_condition2:altruistic\_center | -0.101 | 0.315 | -0.320 | 1024.699 | 0.749 |
| framing\_conditionFrameCode2:norm\_condition2:altruistic\_center | 0.466 | 0.275 | 1.697 | 1028.550 | 0.090 |
| framing\_conditionFrameCode1:norm\_condition3:altruistic\_center | -0.107 | 0.241 | -0.445 | 974.544 | 0.657 |
| framing\_conditionFrameCode2:norm\_condition3:altruistic\_center | 0.277 | 0.193 | 1.439 | 1024.859 | 0.150 |
| framing\_conditionFrameCode1:norm\_condition4:altruistic\_center | -0.350 | 0.173 | -2.025 | 909.383 | 0.043 |
| framing\_conditionFrameCode2:norm\_condition4:altruistic\_center | 0.083 | 0.136 | 0.613 | 682.509 | 0.540 |
| framing\_conditionFrameCode1:norm\_condition1:egoistic\_center | -0.002 | 0.399 | -0.005 | 957.783 | 0.996 |
| framing\_conditionFrameCode2:norm\_condition1:egoistic\_center | -0.151 | 0.327 | -0.463 | 832.980 | 0.644 |
| framing\_conditionFrameCode1:norm\_condition2:egoistic\_center | 0.397 | 0.207 | 1.921 | 1018.344 | 0.055 |
| framing\_conditionFrameCode2:norm\_condition2:egoistic\_center | 0.040 | 0.184 | 0.215 | 1029.607 | 0.830 |
| framing\_conditionFrameCode1:norm\_condition3:egoistic\_center | 0.104 | 0.136 | 0.762 | 838.865 | 0.446 |
| framing\_conditionFrameCode2:norm\_condition3:egoistic\_center | -0.065 | 0.129 | -0.501 | 969.872 | 0.617 |
| framing\_conditionFrameCode1:norm\_condition4:egoistic\_center | 0.134 | 0.135 | 0.991 | 167.624 | 0.323 |
| framing\_conditionFrameCode2:norm\_condition4:egoistic\_center | 0.037 | 0.106 | 0.346 | 542.595 | 0.730 |
| framing\_conditionFrameCode1:norm\_condition1:hedonic\_center | 0.311 | 0.477 | 0.653 | 990.283 | 0.514 |
| framing\_conditionFrameCode2:norm\_condition1:hedonic\_center | -0.172 | 0.421 | -0.409 | 622.658 | 0.683 |
| framing\_conditionFrameCode1:norm\_condition2:hedonic\_center | -0.392 | 0.263 | -1.490 | 984.202 | 0.137 |
| framing\_conditionFrameCode2:norm\_condition2:hedonic\_center | 0.142 | 0.231 | 0.613 | 991.022 | 0.540 |
| framing\_conditionFrameCode1:norm\_condition3:hedonic\_center | -0.020 | 0.194 | -0.105 | 766.414 | 0.917 |
| framing\_conditionFrameCode2:norm\_condition3:hedonic\_center | 0.225 | 0.161 | 1.392 | 935.238 | 0.164 |
| framing\_conditionFrameCode1:norm\_condition4:hedonic\_center | -0.043 | 0.141 | -0.305 | 958.514 | 0.760 |
| framing\_conditionFrameCode2:norm\_condition4:hedonic\_center | 0.109 | 0.122 | 0.888 | 525.511 | 0.375 |
| framing\_conditionFrameCode1:norm\_condition1:ingroup\_center | -0.045 | 0.264 | -0.171 | 1009.362 | 0.864 |
| framing\_conditionFrameCode2:norm\_condition1:ingroup\_center | 0.122 | 0.235 | 0.520 | 964.407 | 0.603 |
| framing\_conditionFrameCode1:norm\_condition2:ingroup\_center | 0.249 | 0.174 | 1.429 | 776.747 | 0.153 |
| framing\_conditionFrameCode2:norm\_condition2:ingroup\_center | 0.114 | 0.140 | 0.816 | 985.047 | 0.415 |
| framing\_conditionFrameCode1:norm\_condition3:ingroup\_center | 0.014 | 0.113 | 0.126 | 899.917 | 0.900 |
| framing\_conditionFrameCode2:norm\_condition3:ingroup\_center | 0.043 | 0.098 | 0.442 | 1022.062 | 0.658 |
| framing\_conditionFrameCode1:norm\_condition4:ingroup\_center | -0.030 | 0.086 | -0.346 | 920.724 | 0.729 |
| framing\_conditionFrameCode2:norm\_condition4:ingroup\_center | 0.038 | 0.079 | 0.479 | 715.938 | 0.632 |

APA-style table

pool\_summ <- summary(pool(log\_mice))  
  
apa\_table(pool\_summ,  
 caption = "Pooled Logistic Regression Results",  
 note = "DV = Consumer Behaviors")

(#tab:unnamed-chunk-29)

*Pooled Logistic Regression Results*

| term | estimate | std.error | statistic | df | p.value |
| --- | --- | --- | --- | --- | --- |
| (Intercept) | -0.15 | 0.07 | -2.09 | 811.85 | 0.04 |
| framing\_conditionFrameCode1 | 0.12 | 0.17 | 0.71 | 882.44 | 0.48 |
| framing\_conditionFrameCode2 | 0.50 | 0.15 | 3.32 | 937.44 | 0.00 |
| norm\_condition1 | 0.14 | 0.11 | 1.22 | 894.46 | 0.22 |
| norm\_condition2 | 0.00 | 0.06 | 0.03 | 984.07 | 0.97 |
| norm\_condition3 | 0.01 | 0.05 | 0.29 | 1,025.11 | 0.77 |
| norm\_condition4 | 0.02 | 0.04 | 0.48 | 955.66 | 0.63 |
| biospheric\_center | 0.51 | 0.11 | 4.80 | 1,004.89 | 0.00 |
| altruistic\_center | 0.23 | 0.15 | 1.53 | 946.39 | 0.13 |
| egoistic\_center | -0.73 | 0.10 | -7.29 | 751.72 | 0.00 |
| hedonic\_center | 0.01 | 0.12 | 0.07 | 847.89 | 0.95 |
| ingroup\_center | 0.01 | 0.07 | 0.14 | 856.02 | 0.89 |
| self\_dec\_center | -0.24 | 0.09 | -2.62 | 1,033.26 | 0.01 |
| impress\_manag\_center | -0.23 | 0.09 | -2.56 | 984.40 | 0.01 |
| clothing\_center | 0.05 | 0.10 | 0.54 | 1,002.21 | 0.59 |
| Gender1 | -0.01 | 0.17 | -0.08 | 219.03 | 0.94 |
| Age\_center | -0.09 | 0.05 | -1.73 | 57.42 | 0.09 |
| framing\_conditionFrameCode1:norm\_condition1 | 0.46 | 0.27 | 1.73 | 1,018.11 | 0.08 |
| framing\_conditionFrameCode2:norm\_condition1 | 0.35 | 0.24 | 1.43 | 1,000.36 | 0.15 |
| framing\_conditionFrameCode1:norm\_condition2 | -0.06 | 0.16 | -0.36 | 829.44 | 0.72 |
| framing\_conditionFrameCode2:norm\_condition2 | -0.01 | 0.13 | -0.07 | 1,020.08 | 0.94 |
| framing\_conditionFrameCode1:norm\_condition3 | 0.06 | 0.11 | 0.58 | 936.83 | 0.56 |
| framing\_conditionFrameCode2:norm\_condition3 | 0.09 | 0.10 | 0.87 | 1,027.20 | 0.39 |
| framing\_conditionFrameCode1:norm\_condition4 | 0.03 | 0.09 | 0.30 | 532.64 | 0.76 |
| framing\_conditionFrameCode2:norm\_condition4 | -0.04 | 0.07 | -0.55 | 838.86 | 0.58 |
| framing\_conditionFrameCode1:biospheric\_center | -0.19 | 0.27 | -0.69 | 1,010.64 | 0.49 |
| framing\_conditionFrameCode2:biospheric\_center | 0.39 | 0.21 | 1.83 | 966.99 | 0.07 |
| norm\_condition1:biospheric\_center | 0.27 | 0.16 | 1.68 | 953.88 | 0.09 |
| norm\_condition2:biospheric\_center | 0.06 | 0.09 | 0.66 | 941.57 | 0.51 |
| norm\_condition3:biospheric\_center | 0.01 | 0.07 | 0.12 | 929.20 | 0.90 |
| norm\_condition4:biospheric\_center | 0.01 | 0.06 | 0.21 | 718.24 | 0.84 |
| framing\_conditionFrameCode1:altruistic\_center | 0.70 | 0.35 | 1.98 | 1,018.33 | 0.05 |
| framing\_conditionFrameCode2:altruistic\_center | -0.77 | 0.30 | -2.53 | 962.73 | 0.01 |
| norm\_condition1:altruistic\_center | -0.54 | 0.24 | -2.24 | 985.71 | 0.03 |
| norm\_condition2:altruistic\_center | 0.20 | 0.13 | 1.58 | 1,034.11 | 0.12 |
| norm\_condition3:altruistic\_center | 0.08 | 0.09 | 0.83 | 1,003.03 | 0.41 |
| norm\_condition4:altruistic\_center | 0.07 | 0.07 | 0.95 | 491.64 | 0.34 |
| framing\_conditionFrameCode1:egoistic\_center | -0.49 | 0.24 | -2.09 | 892.82 | 0.04 |
| framing\_conditionFrameCode2:egoistic\_center | -0.10 | 0.20 | -0.52 | 1,034.64 | 0.61 |
| norm\_condition1:egoistic\_center | 0.02 | 0.16 | 0.14 | 955.96 | 0.89 |
| norm\_condition2:egoistic\_center | -0.05 | 0.09 | -0.57 | 1,022.18 | 0.57 |
| norm\_condition3:egoistic\_center | 0.06 | 0.06 | 0.97 | 910.69 | 0.33 |
| norm\_condition4:egoistic\_center | -0.04 | 0.05 | -0.77 | 779.88 | 0.44 |
| framing\_conditionFrameCode1:hedonic\_center | -0.24 | 0.29 | -0.81 | 939.09 | 0.42 |
| framing\_conditionFrameCode2:hedonic\_center | 0.01 | 0.25 | 0.03 | 913.63 | 0.98 |
| norm\_condition1:hedonic\_center | -0.03 | 0.20 | -0.14 | 937.34 | 0.89 |
| norm\_condition2:hedonic\_center | -0.06 | 0.11 | -0.58 | 1,033.42 | 0.56 |
| norm\_condition3:hedonic\_center | -0.09 | 0.08 | -1.16 | 906.44 | 0.25 |
| norm\_condition4:hedonic\_center | -0.03 | 0.06 | -0.50 | 960.15 | 0.61 |
| framing\_conditionFrameCode1:ingroup\_center | 0.02 | 0.17 | 0.13 | 999.83 | 0.90 |
| framing\_conditionFrameCode2:ingroup\_center | 0.07 | 0.15 | 0.46 | 1,015.90 | 0.65 |
| norm\_condition1:ingroup\_center | -0.04 | 0.11 | -0.39 | 1,013.44 | 0.70 |
| norm\_condition2:ingroup\_center | -0.03 | 0.07 | -0.40 | 1,000.68 | 0.69 |
| norm\_condition3:ingroup\_center | 0.01 | 0.05 | 0.27 | 965.35 | 0.79 |
| norm\_condition4:ingroup\_center | -0.03 | 0.04 | -0.74 | 532.82 | 0.46 |
| framing\_conditionFrameCode1:norm\_condition1:biospheric\_center | -0.33 | 0.40 | -0.83 | 937.25 | 0.41 |
| framing\_conditionFrameCode2:norm\_condition1:biospheric\_center | -0.10 | 0.35 | -0.28 | 982.19 | 0.78 |
| framing\_conditionFrameCode1:norm\_condition2:biospheric\_center | 0.15 | 0.24 | 0.63 | 952.58 | 0.53 |
| framing\_conditionFrameCode2:norm\_condition2:biospheric\_center | -0.05 | 0.19 | -0.28 | 968.58 | 0.78 |
| framing\_conditionFrameCode1:norm\_condition3:biospheric\_center | 0.11 | 0.17 | 0.66 | 922.00 | 0.51 |
| framing\_conditionFrameCode2:norm\_condition3:biospheric\_center | -0.02 | 0.13 | -0.17 | 1,022.77 | 0.87 |
| framing\_conditionFrameCode1:norm\_condition4:biospheric\_center | 0.33 | 0.16 | 2.12 | 721.93 | 0.03 |
| framing\_conditionFrameCode2:norm\_condition4:biospheric\_center | -0.05 | 0.11 | -0.45 | 674.06 | 0.65 |
| framing\_conditionFrameCode1:norm\_condition1:altruistic\_center | 0.08 | 0.57 | 0.15 | 987.33 | 0.88 |
| framing\_conditionFrameCode2:norm\_condition1:altruistic\_center | 0.36 | 0.54 | 0.67 | 987.42 | 0.50 |
| framing\_conditionFrameCode1:norm\_condition2:altruistic\_center | -0.10 | 0.31 | -0.32 | 1,024.70 | 0.75 |
| framing\_conditionFrameCode2:norm\_condition2:altruistic\_center | 0.47 | 0.27 | 1.70 | 1,028.55 | 0.09 |
| framing\_conditionFrameCode1:norm\_condition3:altruistic\_center | -0.11 | 0.24 | -0.44 | 974.54 | 0.66 |
| framing\_conditionFrameCode2:norm\_condition3:altruistic\_center | 0.28 | 0.19 | 1.44 | 1,024.86 | 0.15 |
| framing\_conditionFrameCode1:norm\_condition4:altruistic\_center | -0.35 | 0.17 | -2.02 | 909.38 | 0.04 |
| framing\_conditionFrameCode2:norm\_condition4:altruistic\_center | 0.08 | 0.14 | 0.61 | 682.51 | 0.54 |
| framing\_conditionFrameCode1:norm\_condition1:egoistic\_center | 0.00 | 0.40 | 0.00 | 957.78 | 1.00 |
| framing\_conditionFrameCode2:norm\_condition1:egoistic\_center | -0.15 | 0.33 | -0.46 | 832.98 | 0.64 |
| framing\_conditionFrameCode1:norm\_condition2:egoistic\_center | 0.40 | 0.21 | 1.92 | 1,018.34 | 0.06 |
| framing\_conditionFrameCode2:norm\_condition2:egoistic\_center | 0.04 | 0.18 | 0.22 | 1,029.61 | 0.83 |
| framing\_conditionFrameCode1:norm\_condition3:egoistic\_center | 0.10 | 0.14 | 0.76 | 838.87 | 0.45 |
| framing\_conditionFrameCode2:norm\_condition3:egoistic\_center | -0.06 | 0.13 | -0.50 | 969.87 | 0.62 |
| framing\_conditionFrameCode1:norm\_condition4:egoistic\_center | 0.13 | 0.14 | 0.99 | 167.62 | 0.32 |
| framing\_conditionFrameCode2:norm\_condition4:egoistic\_center | 0.04 | 0.11 | 0.35 | 542.60 | 0.73 |
| framing\_conditionFrameCode1:norm\_condition1:hedonic\_center | 0.31 | 0.48 | 0.65 | 990.28 | 0.51 |
| framing\_conditionFrameCode2:norm\_condition1:hedonic\_center | -0.17 | 0.42 | -0.41 | 622.66 | 0.68 |
| framing\_conditionFrameCode1:norm\_condition2:hedonic\_center | -0.39 | 0.26 | -1.49 | 984.20 | 0.14 |
| framing\_conditionFrameCode2:norm\_condition2:hedonic\_center | 0.14 | 0.23 | 0.61 | 991.02 | 0.54 |
| framing\_conditionFrameCode1:norm\_condition3:hedonic\_center | -0.02 | 0.19 | -0.10 | 766.41 | 0.92 |
| framing\_conditionFrameCode2:norm\_condition3:hedonic\_center | 0.22 | 0.16 | 1.39 | 935.24 | 0.16 |
| framing\_conditionFrameCode1:norm\_condition4:hedonic\_center | -0.04 | 0.14 | -0.30 | 958.51 | 0.76 |
| framing\_conditionFrameCode2:norm\_condition4:hedonic\_center | 0.11 | 0.12 | 0.89 | 525.51 | 0.37 |
| framing\_conditionFrameCode1:norm\_condition1:ingroup\_center | -0.05 | 0.26 | -0.17 | 1,009.36 | 0.86 |
| framing\_conditionFrameCode2:norm\_condition1:ingroup\_center | 0.12 | 0.23 | 0.52 | 964.41 | 0.60 |
| framing\_conditionFrameCode1:norm\_condition2:ingroup\_center | 0.25 | 0.17 | 1.43 | 776.75 | 0.15 |
| framing\_conditionFrameCode2:norm\_condition2:ingroup\_center | 0.11 | 0.14 | 0.82 | 985.05 | 0.41 |
| framing\_conditionFrameCode1:norm\_condition3:ingroup\_center | 0.01 | 0.11 | 0.13 | 899.92 | 0.90 |
| framing\_conditionFrameCode2:norm\_condition3:ingroup\_center | 0.04 | 0.10 | 0.44 | 1,022.06 | 0.66 |
| framing\_conditionFrameCode1:norm\_condition4:ingroup\_center | -0.03 | 0.09 | -0.35 | 920.72 | 0.73 |
| framing\_conditionFrameCode2:norm\_condition4:ingroup\_center | 0.04 | 0.08 | 0.48 | 715.94 | 0.63 |

*Note.* DV = Consumer Behaviors

### Odds Ratios

Converting log odds estimates to odds ratios:

ORs\_pool <- cbind(log\_summ\_pool$term, exp(log\_summ\_pool$estimate))  
  
ORs\_pool %>%  
 knitr::kable(digits = 2)

|  |  |
| --- | --- |
| 1 | 0.86 |
| 2 | 1.13 |
| 3 | 1.66 |
| 4 | 1.15 |
| 5 | 1.00 |
| 6 | 1.01 |
| 7 | 1.02 |
| 8 | 1.66 |
| 9 | 1.25 |
| 10 | 0.48 |
| 11 | 1.01 |
| 12 | 1.01 |
| 13 | 0.79 |
| 14 | 0.80 |
| 15 | 1.05 |
| 16 | 0.99 |
| 17 | 0.92 |
| 18 | 1.59 |
| 19 | 1.42 |
| 20 | 0.94 |
| 21 | 0.99 |
| 22 | 1.07 |
| 23 | 1.09 |
| 24 | 1.03 |
| 25 | 0.96 |
| 26 | 0.83 |
| 27 | 1.48 |
| 28 | 1.31 |
| 29 | 1.06 |
| 30 | 1.01 |
| 31 | 1.01 |
| 32 | 2.02 |
| 33 | 0.46 |
| 34 | 0.58 |
| 35 | 1.23 |
| 36 | 1.08 |
| 37 | 1.07 |
| 38 | 0.61 |
| 39 | 0.90 |
| 40 | 1.02 |
| 41 | 0.95 |
| 42 | 1.06 |
| 43 | 0.96 |
| 44 | 0.79 |
| 45 | 1.01 |
| 46 | 0.97 |
| 47 | 0.94 |
| 48 | 0.91 |
| 49 | 0.97 |
| 50 | 1.02 |
| 51 | 1.07 |
| 52 | 0.96 |
| 53 | 0.97 |
| 54 | 1.01 |
| 55 | 0.97 |
| 56 | 0.72 |
| 57 | 0.91 |
| 58 | 1.16 |
| 59 | 0.95 |
| 60 | 1.12 |
| 61 | 0.98 |
| 62 | 1.39 |
| 63 | 0.95 |
| 64 | 1.09 |
| 65 | 1.43 |
| 66 | 0.90 |
| 67 | 1.59 |
| 68 | 0.90 |
| 69 | 1.32 |
| 70 | 0.70 |
| 71 | 1.09 |
| 72 | 1.00 |
| 73 | 0.86 |
| 74 | 1.49 |
| 75 | 1.04 |
| 76 | 1.11 |
| 77 | 0.94 |
| 78 | 1.14 |
| 79 | 1.04 |
| 80 | 1.37 |
| 81 | 0.84 |
| 82 | 0.68 |
| 83 | 1.15 |
| 84 | 0.98 |
| 85 | 1.25 |
| 86 | 0.96 |
| 87 | 1.11 |
| 88 | 0.96 |
| 89 | 1.13 |
| 90 | 1.28 |
| 91 | 1.12 |
| 92 | 1.01 |
| 93 | 1.04 |
| 94 | 0.97 |
| 95 | 1.04 |

## Pooled Anova Results

Using Anova()

doesn’t have a pooling option

# anova\_mod2

### Imputed data 1

imp1\_log <- anova\_mod2$analyses[[1]]  
  
imp1\_log %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 12.72 | 2 | 0.002 |
| norm\_condition | 2.08 | 4 | 0.721 |
| biospheric\_center | 25.09 | 1 | 0.000 |
| altruistic\_center | 1.87 | 1 | 0.172 |
| egoistic\_center | 61.43 | 1 | 0.000 |
| hedonic\_center | 0.03 | 1 | 0.859 |
| ingroup\_center | 0.10 | 1 | 0.753 |
| self\_dec\_center | 7.28 | 1 | 0.007 |
| impress\_manag\_center | 7.05 | 1 | 0.008 |
| clothing\_center | 0.23 | 1 | 0.630 |
| Gender | 0.13 | 1 | 0.723 |
| Age\_center | 2.49 | 1 | 0.114 |
| framing\_condition:norm\_condition | 7.06 | 8 | 0.531 |
| framing\_condition:biospheric\_center | 3.93 | 2 | 0.140 |
| norm\_condition:biospheric\_center | 3.84 | 4 | 0.428 |
| framing\_condition:altruistic\_center | 10.03 | 2 | 0.007 |
| norm\_condition:altruistic\_center | 8.68 | 4 | 0.070 |
| framing\_condition:egoistic\_center | 4.29 | 2 | 0.117 |
| norm\_condition:egoistic\_center | 1.92 | 4 | 0.751 |
| framing\_condition:hedonic\_center | 0.72 | 2 | 0.699 |
| norm\_condition:hedonic\_center | 1.97 | 4 | 0.741 |
| framing\_condition:ingroup\_center | 0.20 | 2 | 0.907 |
| norm\_condition:ingroup\_center | 0.72 | 4 | 0.949 |
| framing\_condition:norm\_condition:biospheric\_center | 6.19 | 8 | 0.626 |
| framing\_condition:norm\_condition:altruistic\_center | 10.94 | 8 | 0.205 |
| framing\_condition:norm\_condition:egoistic\_center | 5.81 | 8 | 0.669 |
| framing\_condition:norm\_condition:hedonic\_center | 5.72 | 8 | 0.679 |
| framing\_condition:norm\_condition:ingroup\_center | 3.19 | 8 | 0.922 |

imp1\_log

## Analysis of Deviance Table (Type III tests)  
##   
## Response: consumer\_behaviors  
## LR Chisq Df  
## framing\_condition 12.716 2  
## norm\_condition 2.083 4  
## biospheric\_center 25.092 1  
## altruistic\_center 1.867 1  
## egoistic\_center 61.432 1  
## hedonic\_center 0.031 1  
## ingroup\_center 0.099 1  
## self\_dec\_center 7.285 1  
## impress\_manag\_center 7.052 1  
## clothing\_center 0.232 1  
## Gender 0.126 1  
## Age\_center 2.493 1  
## framing\_condition:norm\_condition 7.056 8  
## framing\_condition:biospheric\_center 3.932 2  
## norm\_condition:biospheric\_center 3.844 4  
## framing\_condition:altruistic\_center 10.031 2  
## norm\_condition:altruistic\_center 8.677 4  
## framing\_condition:egoistic\_center 4.287 2  
## norm\_condition:egoistic\_center 1.918 4  
## framing\_condition:hedonic\_center 0.716 2  
## norm\_condition:hedonic\_center 1.973 4  
## framing\_condition:ingroup\_center 0.196 2  
## norm\_condition:ingroup\_center 0.722 4  
## framing\_condition:norm\_condition:biospheric\_center 6.191 8  
## framing\_condition:norm\_condition:altruistic\_center 10.938 8  
## framing\_condition:norm\_condition:egoistic\_center 5.809 8  
## framing\_condition:norm\_condition:hedonic\_center 5.718 8  
## framing\_condition:norm\_condition:ingroup\_center 3.192 8  
## Pr(>Chisq)   
## framing\_condition 0.001733 \*\*   
## norm\_condition 0.720511   
## biospheric\_center 0.000000546482605334 \*\*\*  
## altruistic\_center 0.171765   
## egoistic\_center 0.000000000000004582 \*\*\*  
## hedonic\_center 0.859490   
## ingroup\_center 0.753338   
## self\_dec\_center 0.006954 \*\*   
## impress\_manag\_center 0.007916 \*\*   
## clothing\_center 0.630104   
## Gender 0.723136   
## Age\_center 0.114339   
## framing\_condition:norm\_condition 0.530625   
## framing\_condition:biospheric\_center 0.140008   
## norm\_condition:biospheric\_center 0.427503   
## framing\_condition:altruistic\_center 0.006636 \*\*   
## norm\_condition:altruistic\_center 0.069713 .   
## framing\_condition:egoistic\_center 0.117265   
## norm\_condition:egoistic\_center 0.750816   
## framing\_condition:hedonic\_center 0.698924   
## norm\_condition:hedonic\_center 0.740680   
## framing\_condition:ingroup\_center 0.906610   
## norm\_condition:ingroup\_center 0.948556   
## framing\_condition:norm\_condition:biospheric\_center 0.625894   
## framing\_condition:norm\_condition:altruistic\_center 0.205250   
## framing\_condition:norm\_condition:egoistic\_center 0.668628   
## framing\_condition:norm\_condition:hedonic\_center 0.678789   
## framing\_condition:norm\_condition:ingroup\_center 0.921717   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

### Imputed data 2

anova\_mod2$analyses[[2]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 12.13 | 2 | 0.002 |
| norm\_condition | 2.35 | 4 | 0.671 |
| biospheric\_center | 23.89 | 1 | 0.000 |
| altruistic\_center | 2.74 | 1 | 0.098 |
| egoistic\_center | 62.37 | 1 | 0.000 |
| hedonic\_center | 0.01 | 1 | 0.931 |
| ingroup\_center | 0.00 | 1 | 0.988 |
| self\_dec\_center | 6.99 | 1 | 0.008 |
| impress\_manag\_center | 7.39 | 1 | 0.007 |
| clothing\_center | 0.43 | 1 | 0.511 |
| Gender | 0.34 | 1 | 0.559 |
| Age\_center | 5.47 | 1 | 0.019 |
| framing\_condition:norm\_condition | 6.63 | 8 | 0.577 |
| framing\_condition:biospheric\_center | 3.90 | 2 | 0.142 |
| norm\_condition:biospheric\_center | 3.88 | 4 | 0.423 |
| framing\_condition:altruistic\_center | 10.47 | 2 | 0.005 |
| norm\_condition:altruistic\_center | 9.24 | 4 | 0.055 |
| framing\_condition:egoistic\_center | 4.61 | 2 | 0.100 |
| norm\_condition:egoistic\_center | 1.63 | 4 | 0.803 |
| framing\_condition:hedonic\_center | 1.03 | 2 | 0.598 |
| norm\_condition:hedonic\_center | 1.81 | 4 | 0.770 |
| framing\_condition:ingroup\_center | 0.34 | 2 | 0.845 |
| norm\_condition:ingroup\_center | 1.29 | 4 | 0.864 |
| framing\_condition:norm\_condition:biospheric\_center | 6.92 | 8 | 0.545 |
| framing\_condition:norm\_condition:altruistic\_center | 11.18 | 8 | 0.192 |
| framing\_condition:norm\_condition:egoistic\_center | 5.05 | 8 | 0.752 |
| framing\_condition:norm\_condition:hedonic\_center | 6.10 | 8 | 0.637 |
| framing\_condition:norm\_condition:ingroup\_center | 4.39 | 8 | 0.821 |

### Imputed data 3

anova\_mod2$analyses[[3]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 12.87 | 2 | 0.002 |
| norm\_condition | 2.25 | 4 | 0.690 |
| biospheric\_center | 23.48 | 1 | 0.000 |
| altruistic\_center | 2.26 | 1 | 0.133 |
| egoistic\_center | 61.07 | 1 | 0.000 |
| hedonic\_center | 0.01 | 1 | 0.931 |
| ingroup\_center | 0.00 | 1 | 0.986 |
| self\_dec\_center | 6.88 | 1 | 0.009 |
| impress\_manag\_center | 6.62 | 1 | 0.010 |
| clothing\_center | 0.18 | 1 | 0.669 |
| Gender | 0.00 | 1 | 0.945 |
| Age\_center | 6.85 | 1 | 0.009 |
| framing\_condition:norm\_condition | 7.57 | 8 | 0.476 |
| framing\_condition:biospheric\_center | 3.84 | 2 | 0.147 |
| norm\_condition:biospheric\_center | 2.84 | 4 | 0.585 |
| framing\_condition:altruistic\_center | 10.10 | 2 | 0.006 |
| norm\_condition:altruistic\_center | 9.66 | 4 | 0.047 |
| framing\_condition:egoistic\_center | 5.40 | 2 | 0.067 |
| norm\_condition:egoistic\_center | 2.88 | 4 | 0.578 |
| framing\_condition:hedonic\_center | 0.51 | 2 | 0.776 |
| norm\_condition:hedonic\_center | 2.30 | 4 | 0.681 |
| framing\_condition:ingroup\_center | 0.18 | 2 | 0.913 |
| norm\_condition:ingroup\_center | 1.17 | 4 | 0.883 |
| framing\_condition:norm\_condition:biospheric\_center | 8.11 | 8 | 0.422 |
| framing\_condition:norm\_condition:altruistic\_center | 10.96 | 8 | 0.204 |
| framing\_condition:norm\_condition:egoistic\_center | 6.37 | 8 | 0.605 |
| framing\_condition:norm\_condition:hedonic\_center | 6.76 | 8 | 0.563 |
| framing\_condition:norm\_condition:ingroup\_center | 3.57 | 8 | 0.893 |

### Imputed data 4

anova\_mod2$analyses[[4]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 11.21 | 2 | 0.004 |
| norm\_condition | 1.49 | 4 | 0.829 |
| biospheric\_center | 25.40 | 1 | 0.000 |
| altruistic\_center | 2.42 | 1 | 0.120 |
| egoistic\_center | 57.67 | 1 | 0.000 |
| hedonic\_center | 0.04 | 1 | 0.844 |
| ingroup\_center | 0.06 | 1 | 0.813 |
| self\_dec\_center | 6.82 | 1 | 0.009 |
| impress\_manag\_center | 6.36 | 1 | 0.012 |
| clothing\_center | 0.32 | 1 | 0.570 |
| Gender | 0.01 | 1 | 0.904 |
| Age\_center | 2.17 | 1 | 0.141 |
| framing\_condition:norm\_condition | 6.45 | 8 | 0.597 |
| framing\_condition:biospheric\_center | 3.61 | 2 | 0.165 |
| norm\_condition:biospheric\_center | 3.83 | 4 | 0.430 |
| framing\_condition:altruistic\_center | 9.96 | 2 | 0.007 |
| norm\_condition:altruistic\_center | 10.23 | 4 | 0.037 |
| framing\_condition:egoistic\_center | 5.63 | 2 | 0.060 |
| norm\_condition:egoistic\_center | 1.74 | 4 | 0.783 |
| framing\_condition:hedonic\_center | 0.57 | 2 | 0.751 |
| norm\_condition:hedonic\_center | 2.02 | 4 | 0.732 |
| framing\_condition:ingroup\_center | 0.38 | 2 | 0.829 |
| norm\_condition:ingroup\_center | 1.06 | 4 | 0.900 |
| framing\_condition:norm\_condition:biospheric\_center | 6.67 | 8 | 0.573 |
| framing\_condition:norm\_condition:altruistic\_center | 10.10 | 8 | 0.258 |
| framing\_condition:norm\_condition:egoistic\_center | 5.22 | 8 | 0.733 |
| framing\_condition:norm\_condition:hedonic\_center | 6.27 | 8 | 0.617 |
| framing\_condition:norm\_condition:ingroup\_center | 3.65 | 8 | 0.887 |

### Imputed data 5

anova\_mod2$analyses[[5]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 11.26 | 2 | 0.004 |
| norm\_condition | 1.40 | 4 | 0.845 |
| biospheric\_center | 22.81 | 1 | 0.000 |
| altruistic\_center | 2.69 | 1 | 0.101 |
| egoistic\_center | 65.27 | 1 | 0.000 |
| hedonic\_center | 0.03 | 1 | 0.860 |
| ingroup\_center | 0.04 | 1 | 0.846 |
| self\_dec\_center | 6.75 | 1 | 0.009 |
| impress\_manag\_center | 6.06 | 1 | 0.014 |
| clothing\_center | 0.33 | 1 | 0.566 |
| Gender | 0.00 | 1 | 0.993 |
| Age\_center | 4.82 | 1 | 0.028 |
| framing\_condition:norm\_condition | 7.41 | 8 | 0.494 |
| framing\_condition:biospheric\_center | 4.56 | 2 | 0.102 |
| norm\_condition:biospheric\_center | 4.48 | 4 | 0.345 |
| framing\_condition:altruistic\_center | 10.71 | 2 | 0.005 |
| norm\_condition:altruistic\_center | 10.15 | 4 | 0.038 |
| framing\_condition:egoistic\_center | 4.43 | 2 | 0.109 |
| norm\_condition:egoistic\_center | 2.05 | 4 | 0.727 |
| framing\_condition:hedonic\_center | 0.63 | 2 | 0.730 |
| norm\_condition:hedonic\_center | 1.91 | 4 | 0.752 |
| framing\_condition:ingroup\_center | 0.15 | 2 | 0.928 |
| norm\_condition:ingroup\_center | 1.02 | 4 | 0.907 |
| framing\_condition:norm\_condition:biospheric\_center | 6.32 | 8 | 0.612 |
| framing\_condition:norm\_condition:altruistic\_center | 10.75 | 8 | 0.217 |
| framing\_condition:norm\_condition:egoistic\_center | 6.89 | 8 | 0.548 |
| framing\_condition:norm\_condition:hedonic\_center | 6.32 | 8 | 0.612 |
| framing\_condition:norm\_condition:ingroup\_center | 5.00 | 8 | 0.758 |

### Main Effects

Framing

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[1]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[1]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[1]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[1]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[1]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[1]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[1]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[1]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[1]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[1]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273

Norm

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[2]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[2]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[2]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[2]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[2]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[2]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[2]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[2]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[2]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[2]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664

Biospheric

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[3]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[3]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[3]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[3]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[3]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[3]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[3]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[3]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[3]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[3]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0

Altruistic

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[4]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[4]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[4]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[4]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[4]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[4]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[4]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[4]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[4]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[4]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676

Egoistic

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[5]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[5]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[5]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[5]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[5]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[5]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[5]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[5]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[5]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[5]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0

Hedonic

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[6]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[6]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[6]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[6]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[6]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[6]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[6]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[6]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[6]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[6]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931

Ingroup

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[7]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[7]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[7]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[7]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[7]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[7]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[7]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[7]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[7]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[7]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816

Self-deceptive enhancement

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[8]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[8]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[8]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[8]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[8]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[8]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[8]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[8]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[8]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[8]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848

Impression management

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[9]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[9]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[9]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[9]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[9]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[9]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[9]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[9]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[9]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[9]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024

Clothing interest

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[10]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[10]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[10]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[10]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[10]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[10]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[10]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[10]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[10]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[10]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493

Gender

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[11]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[11]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[11]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[11]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[11]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[11]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[11]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[11]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[11]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[11]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1

Age

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[12]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[12]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[12]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[12]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[12]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[12]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[12]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[12]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[12]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[12]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584

### Interaction effects

FramingXNorm Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449

FramingXBio Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211

NormXBio Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844

FrameXAlt Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606

NormXAlt Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222

FrameXEgo Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538

NormxEgo Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425

FrameXHed Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942

NormXHed Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237

FrameXIngroup Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056

NormXIngroup Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638

frameXnormXbio Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394

frameXnormXalt Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208

frameXnormXego Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028

frameXnormXhed Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352

frameXnormXingroup Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885

# Simple Effects

## Framing Condition

H1: Consumer intentions/behaviors will be lower in the self-enhancing framing than in the pro-environmental or control framing conditions.

EM Means

# logit scale  
frame\_emmeans\_logit <- emmeans(log\_mice, ~ framing\_condition)  
frame\_emmeans\_logit %>%  
 knitr::kable(digits = 2)

| framing\_condition | emmean | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | -0.38 | 0.13 | Inf | -0.63 | -0.14 |
| pro\_env\_framing | 0.18 | 0.13 | Inf | -0.06 | 0.43 |
| self\_enh\_framing | -0.26 | 0.12 | Inf | -0.50 | -0.02 |

# probability scale  
frame\_emmeans\_prob <- emmeans(log\_mice, ~ framing\_condition, type = "response")  
frame\_emmeans\_prob %>%  
 knitr::kable(digits = 2)

| framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | 0.41 | 0.03 | Inf | 0.35 | 0.47 |
| pro\_env\_framing | 0.55 | 0.03 | Inf | 0.48 | 0.61 |
| self\_enh\_framing | 0.44 | 0.03 | Inf | 0.38 | 0.50 |

Text Settings

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 20)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

Visualization

# logit scale  
plot(frame\_emmeans\_logit)

![](data:image/png;base64,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)

# probability scale  
plot(frame\_emmeans\_prob)
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emmip(log\_mice, ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 2, alpha = 0.5), xlab = "Framing Condition", ylab = "Consumer Behaviors") + scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"),  
 labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + theme\_apa() + text\_settings
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Planned comparisons

# custom contrasts  
SE\_F\_EMM <- c(0,0,1)  
C\_F\_EMM <- c(1,0,0)  
PE\_F\_EMM <- c(0,1,0)  
  
# logit scale  
framing\_comparisons <- contrast(frame\_emmeans\_logit,   
 method = list("SE Frame - Control Frame" = SE\_F\_EMM - C\_F\_EMM,  
 "PE Frame - SE Frame" = PE\_F\_EMM - SE\_F\_EMM,  
 "PE Frame - Control" = PE\_F\_EMM - C\_F\_EMM), adjust = "none")  
   
framing\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| SE Frame - Control Frame | 0.12 | 0.17 | Inf | 0.71 | 0.48 |
| PE Frame - SE Frame | 0.44 | 0.18 | Inf | 2.52 | 0.01 |
| PE Frame - Control | 0.57 | 0.17 | Inf | 3.25 | 0.00 |

# confidence intervals  
framing\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SE Frame - Control Frame | 0.12 | 0.17 | Inf | -0.22 | 0.46 |
| PE Frame - SE Frame | 0.44 | 0.18 | Inf | 0.10 | 0.79 |
| PE Frame - Control | 0.57 | 0.17 | Inf | 0.23 | 0.91 |

# probability scale  
framing\_comparisons <- contrast(frame\_emmeans\_prob,   
 method = list("SE Frame - Control Frame" = SE\_F\_EMM - C\_F\_EMM,  
 "PE Frame - SE Frame" = PE\_F\_EMM - SE\_F\_EMM,  
 "PE Frame - Control" = PE\_F\_EMM - C\_F\_EMM), adjust = "none")  
   
framing\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SE Frame / Control Frame | 1.13 | 0.20 | Inf | 1 | 0.71 | 0.479 |
| PE Frame / SE Frame | 1.56 | 0.27 | Inf | 1 | 2.52 | 0.012 |
| PE Frame / Control | 1.76 | 0.31 | Inf | 1 | 3.25 | 0.001 |

# confidence intervals  
framing\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SE Frame / Control Frame | 1.13 | 0.20 | Inf | 0.80 | 1.59 |
| PE Frame / SE Frame | 1.56 | 0.27 | Inf | 1.10 | 2.20 |
| PE Frame / Control | 1.76 | 0.31 | Inf | 1.25 | 2.48 |

## Norm Condition

EM Means

norm\_emmeans\_logit <- emmeans(log\_mice, ~ norm\_condition)  
norm\_emmeans\_logit %>%  
 knitr::kable(digits = 2)

| norm\_condition | emmean | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | -0.32 | 0.16 | Inf | -0.63 | -0.01 |
| descriptive\_norm | -0.05 | 0.16 | Inf | -0.37 | 0.27 |
| convention\_norm | -0.18 | 0.16 | Inf | -0.49 | 0.13 |
| social\_norm | -0.13 | 0.16 | Inf | -0.44 | 0.18 |
| moral\_norm | -0.09 | 0.16 | Inf | -0.40 | 0.23 |

norm\_emmeans\_prob <- emmeans(log\_mice, ~ norm\_condition, type = "response")  
norm\_emmeans\_prob %>%  
 knitr::kable(digits = 2)

| norm\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | 0.42 | 0.04 | Inf | 0.35 | 0.50 |
| descriptive\_norm | 0.49 | 0.04 | Inf | 0.41 | 0.57 |
| convention\_norm | 0.46 | 0.04 | Inf | 0.38 | 0.53 |
| social\_norm | 0.47 | 0.04 | Inf | 0.39 | 0.54 |
| moral\_norm | 0.48 | 0.04 | Inf | 0.40 | 0.56 |

Visualization

# logit scale  
plot(norm\_emmeans\_logit)
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# probability scale  
plot(norm\_emmeans\_prob)
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emmip(log\_mice, ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 2, alpha = 0.5), xlab = "Norm Condition", ylab = "Consumer Behaviors") + scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"),  
 labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + theme\_apa() + text\_settings
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Planned comparisons

# custom contrasts  
Control\_N\_EMM <- c(1,0,0,0,0)  
DN\_EMM <- c(0,1,0,0,0)  
Conv\_EMM <- c(0,0,1,0,0)  
SN\_EMM <- c(0,0,0,1,0)  
MN\_EMM <- c(0,0,0,0,1)  
  
# logit scale  
norm\_comparisons <- contrast(norm\_emmeans\_logit,   
 method = list("Descriptive Norm - Control" = DN\_EMM - Control\_N\_EMM,  
 "Convention - Control" = Conv\_EMM - Control\_N\_EMM,  
 "Social Norm - Control" = SN\_EMM - Control\_N\_EMM,  
 "Moral Norm - Control" = MN\_EMM - Control\_N\_EMM), adjust = "none")  
  
   
norm\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Descriptive Norm - Control | 0.27 | 0.23 | Inf | 1.22 | 0.22 |
| Convention - Control | 0.14 | 0.22 | Inf | 0.65 | 0.52 |
| Social Norm - Control | 0.19 | 0.22 | Inf | 0.87 | 0.39 |
| Moral Norm - Control | 0.24 | 0.22 | Inf | 1.06 | 0.29 |

# confidence intervals  
norm\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Descriptive Norm - Control | 0.27 | 0.23 | Inf | -0.17 | 0.71 |
| Convention - Control | 0.14 | 0.22 | Inf | -0.29 | 0.58 |
| Social Norm - Control | 0.19 | 0.22 | Inf | -0.24 | 0.62 |
| Moral Norm - Control | 0.24 | 0.22 | Inf | -0.20 | 0.68 |

# probability scale  
norm\_comparisons <- contrast(norm\_emmeans\_prob,   
 method = list("Descriptive Norm - Control" = DN\_EMM - Control\_N\_EMM,  
 "Convention - Control" = Conv\_EMM - Control\_N\_EMM,  
 "Social Norm - Control" = SN\_EMM - Control\_N\_EMM,  
 "Moral Norm - Control" = MN\_EMM - Control\_N\_EMM), adjust = "none")  
  
   
norm\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Descriptive Norm / Control | 1.31 | 0.30 | Inf | 1 | 1.22 | 0.224 |
| Convention / Control | 1.15 | 0.26 | Inf | 1 | 0.65 | 0.518 |
| Social Norm / Control | 1.21 | 0.27 | Inf | 1 | 0.87 | 0.386 |
| Moral Norm / Control | 1.27 | 0.28 | Inf | 1 | 1.06 | 0.288 |

# confidence intervals  
norm\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Descriptive Norm / Control | 1.31 | 0.30 | Inf | 0.85 | 2.04 |
| Convention / Control | 1.15 | 0.26 | Inf | 0.75 | 1.78 |
| Social Norm / Control | 1.21 | 0.27 | Inf | 0.79 | 1.87 |
| Moral Norm / Control | 1.27 | 0.28 | Inf | 0.82 | 1.97 |

## Framing x Norm

EM Means

cell\_emmeans\_logit <- emmeans(log\_mice, ~ norm\_condition\*framing\_condition)  
cell\_emmeans\_logit %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| norm\_condition | framing\_condition | emmean | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | -0.18 | 0.26 | Inf | -0.69 | 0.336 |
| descriptive\_norm | control\_framing | -0.60 | 0.28 | Inf | -1.14 | -0.057 |
| convention\_norm | control\_framing | -0.29 | 0.29 | Inf | -0.85 | 0.281 |
| social\_norm | control\_framing | -0.54 | 0.24 | Inf | -1.01 | -0.077 |
| moral\_norm | control\_framing | -0.31 | 0.31 | Inf | -0.92 | 0.289 |
| control\_norm | pro\_env\_framing | -0.24 | 0.27 | Inf | -0.76 | 0.279 |
| descriptive\_norm | pro\_env\_framing | 0.50 | 0.31 | Inf | -0.12 | 1.110 |
| convention\_norm | pro\_env\_framing | 0.11 | 0.25 | Inf | -0.37 | 0.598 |
| social\_norm | pro\_env\_framing | 0.40 | 0.29 | Inf | -0.17 | 0.971 |
| moral\_norm | pro\_env\_framing | 0.14 | 0.26 | Inf | -0.37 | 0.655 |
| control\_norm | self\_enh\_framing | -0.55 | 0.29 | Inf | -1.11 | 0.009 |
| descriptive\_norm | self\_enh\_framing | -0.05 | 0.25 | Inf | -0.53 | 0.440 |
| convention\_norm | self\_enh\_framing | -0.37 | 0.29 | Inf | -0.94 | 0.198 |
| social\_norm | self\_enh\_framing | -0.26 | 0.28 | Inf | -0.81 | 0.296 |
| moral\_norm | self\_enh\_framing | -0.08 | 0.27 | Inf | -0.61 | 0.447 |

cell\_emmeans\_prob <- emmeans(log\_mice, ~ norm\_condition\*framing\_condition, type = "response")  
cell\_emmeans\_prob %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| norm\_condition | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.46 | 0.07 | Inf | 0.33 | 0.583 |
| descriptive\_norm | control\_framing | 0.35 | 0.06 | Inf | 0.24 | 0.486 |
| convention\_norm | control\_framing | 0.43 | 0.07 | Inf | 0.30 | 0.570 |
| social\_norm | control\_framing | 0.37 | 0.06 | Inf | 0.27 | 0.481 |
| moral\_norm | control\_framing | 0.42 | 0.08 | Inf | 0.29 | 0.572 |
| control\_norm | pro\_env\_framing | 0.44 | 0.07 | Inf | 0.32 | 0.569 |
| descriptive\_norm | pro\_env\_framing | 0.62 | 0.07 | Inf | 0.47 | 0.752 |
| convention\_norm | pro\_env\_framing | 0.53 | 0.06 | Inf | 0.41 | 0.645 |
| social\_norm | pro\_env\_framing | 0.60 | 0.07 | Inf | 0.46 | 0.725 |
| moral\_norm | pro\_env\_framing | 0.54 | 0.07 | Inf | 0.41 | 0.658 |
| control\_norm | self\_enh\_framing | 0.37 | 0.07 | Inf | 0.25 | 0.502 |
| descriptive\_norm | self\_enh\_framing | 0.49 | 0.06 | Inf | 0.37 | 0.608 |
| convention\_norm | self\_enh\_framing | 0.41 | 0.07 | Inf | 0.28 | 0.549 |
| social\_norm | self\_enh\_framing | 0.44 | 0.07 | Inf | 0.31 | 0.573 |
| moral\_norm | self\_enh\_framing | 0.48 | 0.07 | Inf | 0.35 | 0.610 |

Visualization

plot(cell\_emmeans\_logit)

![](data:image/png;base64,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)

plot(cell\_emmeans\_prob)
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emmip(log\_mice, framing\_condition ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 2, alpha = 0.5), xlab = "Norm Condition", ylab = "Consumer Behaviors") + scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"),  
 labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + theme\_apa() + text\_settings
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Planned comparisons

# custom contrasts  
cf\_cn\_emm <- c(1,rep(0,14)) ## control framings  
cf\_dn\_emm <- c(0,1,rep(0,13))  
cf\_conv\_emm <- c(0,0,1,rep(0,12))  
cf\_sn\_emm <- c(0,0,0,1,rep(0,11))  
cf\_mn\_emm <- c(0,0,0,0,1,rep(0,10))  
  
pf\_cn\_emm <- c(0,0,0,0,0,1,rep(0,9)) ## pro-environmental framings  
pf\_dn\_emm <- c(0,0,0,0,0,0,1,rep(0,8))  
pf\_conv\_emm <- c(rep(0,7),1,(rep(0,7)))  
pf\_sn\_emm <- c(rep(0,8),1,(rep(0,6)))  
pf\_mn\_emm <- c(rep(0,9),1,(rep(0,5)))  
  
sf\_cn\_emm <- c(rep(0,10),1,(rep(0,4))) ## self-enhancing framings  
sf\_dn\_emm <- c(rep(0,11),1,(rep(0,3)))  
sf\_conv\_emm <- c(rep(0,12),1,(rep(0,2)))  
sf\_sn\_emm <- c(rep(0,13),1,0)  
sf\_mn\_emm <- c(rep(0,14),1)  
  
  
# logit scale  
FxN\_comparisons\_logit <- contrast(cell\_emmeans\_logit,   
 method = list("Control Frame + DN - Control Frame + Ctrl" = cf\_dn\_emm - cf\_cn\_emm,  
 "Control Frame + Conv - Control Frame + Ctrl" = cf\_conv\_emm - cf\_cn\_emm,  
 "Control Frame + SN - Control Frame + Ctrl" = cf\_sn\_emm - cf\_cn\_emm,  
 "Control Frame + MN - Control Frame + Ctrl" = cf\_mn\_emm - cf\_cn\_emm,  
 "PE Frame + DN - PE Frame + Ctrl" = pf\_dn\_emm - pf\_cn\_emm,  
 "PE Frame + Conv - PE Frame + Ctrl" = pf\_conv\_emm - pf\_cn\_emm,  
 "PE Frame + SN - PE Frame + Ctrl" = pf\_sn\_emm - pf\_cn\_emm,  
 "PE Frame + MN - PE Frame + Ctrl" = pf\_mn\_emm - pf\_cn\_emm,  
 "SE Frame + DN - SE Frame + Ctrl" = sf\_dn\_emm - sf\_cn\_emm,  
 "SE Frame + Conv - SE Frame + Ctrl" = sf\_conv\_emm - sf\_cn\_emm,  
 "SE Frame + SN - SE Frame + Ctrl" = sf\_sn\_emm - sf\_cn\_emm,  
 "SE Frame + MN - SE Frame + Ctrl" = sf\_mn\_emm - sf\_cn\_emm), adjust = "none")  
  
FxN\_comparisons\_logit %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control Frame + DN - Control Frame + Ctrl | -0.42 | 0.38 | Inf | -1.11 | 0.27 |
| Control Frame + Conv - Control Frame + Ctrl | -0.11 | 0.39 | Inf | -0.28 | 0.78 |
| Control Frame + SN - Control Frame + Ctrl | -0.36 | 0.35 | Inf | -1.03 | 0.30 |
| Control Frame + MN - Control Frame + Ctrl | -0.14 | 0.40 | Inf | -0.34 | 0.74 |
| PE Frame + DN - PE Frame + Ctrl | 0.74 | 0.41 | Inf | 1.80 | 0.07 |
| PE Frame + Conv - PE Frame + Ctrl | 0.36 | 0.36 | Inf | 0.98 | 0.33 |
| PE Frame + SN - PE Frame + Ctrl | 0.64 | 0.39 | Inf | 1.64 | 0.10 |
| PE Frame + MN - PE Frame + Ctrl | 0.38 | 0.37 | Inf | 1.03 | 0.31 |
| SE Frame + DN - SE Frame + Ctrl | 0.51 | 0.38 | Inf | 1.34 | 0.18 |
| SE Frame + Conv - SE Frame + Ctrl | 0.18 | 0.40 | Inf | 0.45 | 0.65 |
| SE Frame + SN - SE Frame + Ctrl | 0.29 | 0.40 | Inf | 0.73 | 0.46 |
| SE Frame + MN - SE Frame + Ctrl | 0.47 | 0.39 | Inf | 1.19 | 0.23 |

# confidence intervals  
FxN\_comparisons\_logit %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control Frame + DN - Control Frame + Ctrl | -0.42 | 0.38 | Inf | -1.16 | 0.32 |
| Control Frame + Conv - Control Frame + Ctrl | -0.11 | 0.39 | Inf | -0.87 | 0.66 |
| Control Frame + SN - Control Frame + Ctrl | -0.36 | 0.35 | Inf | -1.06 | 0.33 |
| Control Frame + MN - Control Frame + Ctrl | -0.14 | 0.40 | Inf | -0.93 | 0.65 |
| PE Frame + DN - PE Frame + Ctrl | 0.74 | 0.41 | Inf | -0.07 | 1.54 |
| PE Frame + Conv - PE Frame + Ctrl | 0.36 | 0.36 | Inf | -0.35 | 1.07 |
| PE Frame + SN - PE Frame + Ctrl | 0.64 | 0.39 | Inf | -0.12 | 1.41 |
| PE Frame + MN - PE Frame + Ctrl | 0.38 | 0.37 | Inf | -0.35 | 1.11 |
| SE Frame + DN - SE Frame + Ctrl | 0.51 | 0.38 | Inf | -0.23 | 1.24 |
| SE Frame + Conv - SE Frame + Ctrl | 0.18 | 0.40 | Inf | -0.61 | 0.97 |
| SE Frame + SN - SE Frame + Ctrl | 0.29 | 0.40 | Inf | -0.49 | 1.08 |
| SE Frame + MN - SE Frame + Ctrl | 0.47 | 0.39 | Inf | -0.30 | 1.24 |

# probability scale  
FxN\_comparisons\_prob <- contrast(cell\_emmeans\_prob,   
 method = list("Control Frame + DN - Control Frame + Ctrl" = cf\_dn\_emm - cf\_cn\_emm,  
 "Control Frame + Conv - Control Frame + Ctrl" = cf\_conv\_emm - cf\_cn\_emm,  
 "Control Frame + SN - Control Frame + Ctrl" = cf\_sn\_emm - cf\_cn\_emm,  
 "Control Frame + MN - Control Frame + Ctrl" = cf\_mn\_emm - cf\_cn\_emm,  
 "PE Frame + DN - PE Frame + Ctrl" = pf\_dn\_emm - pf\_cn\_emm,  
 "PE Frame + Conv - PE Frame + Ctrl" = pf\_conv\_emm - pf\_cn\_emm,  
 "PE Frame + SN - PE Frame + Ctrl" = pf\_sn\_emm - pf\_cn\_emm,  
 "PE Frame + MN - PE Frame + Ctrl" = pf\_mn\_emm - pf\_cn\_emm,  
 "SE Frame + DN - SE Frame + Ctrl" = sf\_dn\_emm - sf\_cn\_emm,  
 "SE Frame + Conv - SE Frame + Ctrl" = sf\_conv\_emm - sf\_cn\_emm,  
 "SE Frame + SN - SE Frame + Ctrl" = sf\_sn\_emm - sf\_cn\_emm,  
 "SE Frame + MN - SE Frame + Ctrl" = sf\_mn\_emm - sf\_cn\_emm), adjust = "none")  
  
FxN\_comparisons\_prob %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control Frame + DN / Control Frame + Ctrl | 0.66 | 0.25 | Inf | 1 | -1.11 | 0.266 |
| Control Frame + Conv / Control Frame + Ctrl | 0.90 | 0.35 | Inf | 1 | -0.28 | 0.782 |
| Control Frame + SN / Control Frame + Ctrl | 0.69 | 0.24 | Inf | 1 | -1.03 | 0.301 |
| Control Frame + MN / Control Frame + Ctrl | 0.87 | 0.35 | Inf | 1 | -0.34 | 0.735 |
| PE Frame + DN / PE Frame + Ctrl | 2.09 | 0.86 | Inf | 1 | 1.80 | 0.072 |
| PE Frame + Conv / PE Frame + Ctrl | 1.43 | 0.52 | Inf | 1 | 0.98 | 0.326 |
| PE Frame + SN / PE Frame + Ctrl | 1.91 | 0.75 | Inf | 1 | 1.64 | 0.100 |
| PE Frame + MN / PE Frame + Ctrl | 1.47 | 0.55 | Inf | 1 | 1.03 | 0.305 |
| SE Frame + DN / SE Frame + Ctrl | 1.66 | 0.62 | Inf | 1 | 1.34 | 0.180 |
| SE Frame + Conv / SE Frame + Ctrl | 1.20 | 0.48 | Inf | 1 | 0.45 | 0.653 |
| SE Frame + SN / SE Frame + Ctrl | 1.34 | 0.54 | Inf | 1 | 0.73 | 0.464 |
| SE Frame + MN / SE Frame + Ctrl | 1.60 | 0.63 | Inf | 1 | 1.19 | 0.232 |

# confidence intervals  
FxN\_comparisons\_prob %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control Frame + DN / Control Frame + Ctrl | 0.66 | 0.25 | Inf | 0.31 | 1.38 |
| Control Frame + Conv / Control Frame + Ctrl | 0.90 | 0.35 | Inf | 0.42 | 1.93 |
| Control Frame + SN / Control Frame + Ctrl | 0.69 | 0.24 | Inf | 0.35 | 1.39 |
| Control Frame + MN / Control Frame + Ctrl | 0.87 | 0.35 | Inf | 0.40 | 1.92 |
| PE Frame + DN / PE Frame + Ctrl | 2.09 | 0.86 | Inf | 0.94 | 4.67 |
| PE Frame + Conv / PE Frame + Ctrl | 1.43 | 0.52 | Inf | 0.70 | 2.90 |
| PE Frame + SN / PE Frame + Ctrl | 1.91 | 0.75 | Inf | 0.88 | 4.11 |
| PE Frame + MN / PE Frame + Ctrl | 1.47 | 0.55 | Inf | 0.71 | 3.05 |
| SE Frame + DN / SE Frame + Ctrl | 1.66 | 0.62 | Inf | 0.79 | 3.47 |
| SE Frame + Conv / SE Frame + Ctrl | 1.20 | 0.48 | Inf | 0.54 | 2.64 |
| SE Frame + SN / SE Frame + Ctrl | 1.34 | 0.54 | Inf | 0.61 | 2.94 |
| SE Frame + MN / SE Frame + Ctrl | 1.60 | 0.63 | Inf | 0.74 | 3.45 |

Planned comparisons of comparisons

# convert odds ratios to log OR  
FxN\_comparisons\_prob %>%  
 knitr::kable(digits = 8)

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control Frame + DN / Control Frame + Ctrl | 0.6561187 | 0.2484442 | Inf | 1 | -1.1129152 | 0.26574483 |
| Control Frame + Conv / Control Frame + Ctrl | 0.8977581 | 0.3500453 | Inf | 1 | -0.2766139 | 0.78207659 |
| Control Frame + SN / Control Frame + Ctrl | 0.6945434 | 0.2446919 | Inf | 1 | -1.0346131 | 0.30084961 |
| Control Frame + MN / Control Frame + Ctrl | 0.8725906 | 0.3517633 | Inf | 1 | -0.3380805 | 0.73530256 |
| PE Frame + DN / PE Frame + Ctrl | 2.0902685 | 0.8578687 | Inf | 1 | 1.7964745 | 0.07241908 |
| PE Frame + Conv / PE Frame + Ctrl | 1.4270474 | 0.5170541 | Inf | 1 | 0.9814618 | 0.32636504 |
| PE Frame + SN / PE Frame + Ctrl | 1.9059225 | 0.7480687 | Inf | 1 | 1.6432387 | 0.10033355 |
| PE Frame + MN / PE Frame + Ctrl | 1.4663723 | 0.5472816 | Inf | 1 | 1.0256419 | 0.30506041 |
| SE Frame + DN / SE Frame + Ctrl | 1.6572961 | 0.6238446 | Inf | 1 | 1.3420734 | 0.17957221 |
| SE Frame + Conv / SE Frame + Ctrl | 1.1991170 | 0.4836775 | Inf | 1 | 0.4501804 | 0.65258036 |
| SE Frame + SN / SE Frame + Ctrl | 1.3415565 | 0.5379552 | Inf | 1 | 0.7327566 | 0.46370689 |
| SE Frame + MN / SE Frame + Ctrl | 1.5980479 | 0.6271797 | Inf | 1 | 1.1944542 | 0.23230034 |

ORs <- c(0.6561187, 0.8977581, 0.6945434, 0.8725906, 2.0902685, 1.4270474, 1.9059225, 1.4663723, 1.6572961, 1.1991170, 1.3415565, 1.5980479)  
ORs

## [1] 0.6561187 0.8977581 0.6945434 0.8725906 2.0902685 1.4270474 1.9059225  
## [8] 1.4663723 1.6572961 1.1991170 1.3415565 1.5980479

log\_ORs <- log(ORs)  
log\_ORs

## [1] -0.4214136 -0.1078546 -0.3645006 -0.1362888 0.7372925 0.3556076  
## [7] 0.6449661 0.3827915 0.5051874 0.1815855 0.2938305 0.4687828

log\_ORs %>% knitr::kable(digits = 2)

| x |
| --- |
| -0.42 |
| -0.11 |
| -0.36 |
| -0.14 |
| 0.74 |
| 0.36 |
| 0.64 |
| 0.38 |
| 0.51 |
| 0.18 |
| 0.29 |
| 0.47 |

SEs <- c(0.2484442, 0.3500453, 0.2446919, 0.3517633, 0.8578687, 0.5170541, 0.7480687, 0.5472816, 0.6238446, 0.4836775, 0.5379552, 0.6271797)  
  
# effect of descriptive norm   
## PE vs control  
diff <- log\_ORs[5] - log\_ORs[1]  
diff

## [1] 1.158706

SE\_combine <- sqrt(SEs[5]^2 + SEs[1]^2)  
SE\_combine

## [1] 0.8931199

z <- diff/SE\_combine  
z

## [1] 1.297369

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.1945043

## SE vs control  
diff <- log\_ORs[9] - log\_ORs[1]  
diff

## [1] 0.926601

SE\_combine <- sqrt(SEs[9]^2 + SEs[1]^2)  
SE\_combine

## [1] 0.6714958

z <- diff/SE\_combine  
z

## [1] 1.379906

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.1676156

## SE vs PE  
diff <- log\_ORs[9] - log\_ORs[5]  
diff

## [1] -0.2321051

SE\_combine <- sqrt(SEs[9]^2 + SEs[5]^2)  
SE\_combine

## [1] 1.060717

z <- diff/SE\_combine  
z

## [1] -0.218819

p <- 2\*pnorm(q=z, lower.tail=TRUE)  
p

## [1] 0.826791

# effect of convention  
## PE vs control  
diff <- log\_ORs[6] - log\_ORs[2]  
diff

## [1] 0.4634622

SE\_combine <- sqrt(SEs[6]^2 + SEs[2]^2)  
SE\_combine

## [1] 0.624401

z <- diff/SE\_combine  
z

## [1] 0.7422508

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.4579354

## SE vs control  
diff <- log\_ORs[10] - log\_ORs[2]  
diff

## [1] 0.2894401

SE\_combine <- sqrt(SEs[10]^2 + SEs[2]^2)  
SE\_combine

## [1] 0.5970558

z <- diff/SE\_combine  
z

## [1] 0.4847789

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.6278332

## SE vs PE  
diff <- log\_ORs[10] - log\_ORs[6]  
diff

## [1] -0.1740221

SE\_combine <- sqrt(SEs[10]^2 + SEs[6]^2)  
SE\_combine

## [1] 0.7080176

z <- diff/SE\_combine  
z

## [1] -0.2457878

p <- 2\*pnorm(q=z, lower.tail=TRUE)  
p

## [1] 0.8058465

# effect of social norm  
## PE vs control  
diff <- log\_ORs[7] - log\_ORs[3]  
diff

## [1] 1.009467

SE\_combine <- sqrt(SEs[7]^2 + SEs[3]^2)  
SE\_combine

## [1] 0.7870711

z <- diff/SE\_combine  
z

## [1] 1.282561

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.1996459

## SE vs control  
diff <- log\_ORs[11] - log\_ORs[3]  
diff

## [1] 0.6583311

SE\_combine <- sqrt(SEs[11]^2 + SEs[3]^2)  
SE\_combine

## [1] 0.5909906

z <- diff/SE\_combine  
z

## [1] 1.113945

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.2653027

## SE vs PE  
diff <- log\_ORs[11] - log\_ORs[7]  
diff

## [1] -0.3511356

SE\_combine <- sqrt(SEs[11]^2 + SEs[7]^2)  
SE\_combine

## [1] 0.9214134

z <- diff/SE\_combine  
z

## [1] -0.3810837

p <- 2\*pnorm(q=z, lower.tail=TRUE)  
p

## [1] 0.7031411

# effect of moral norm  
## PE vs control  
diff <- log\_ORs[8] - log\_ORs[4]  
diff

## [1] 0.5190803

SE\_combine <- sqrt(SEs[8]^2 + SEs[4]^2)  
SE\_combine

## [1] 0.6505802

z <- diff/SE\_combine  
z

## [1] 0.7978729

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.4249442

## SE vs control  
diff <- log\_ORs[12] - log\_ORs[4]  
diff

## [1] 0.6050716

SE\_combine <- sqrt(SEs[12]^2 + SEs[4]^2)  
SE\_combine

## [1] 0.719091

z <- diff/SE\_combine  
z

## [1] 0.8414396

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.4001017

## SE vs PE  
diff <- log\_ORs[12] - log\_ORs[8]  
diff

## [1] 0.08599129

SE\_combine <- sqrt(SEs[12]^2 + SEs[8]^2)  
SE\_combine

## [1] 0.832389

z <- diff/SE\_combine  
z

## [1] 0.1033066

p <- 2\*pnorm(q=z, lower.tail=FALSE)  
p

## [1] 0.9177196

## Exploratory RQ2: Cell differences from control

Exploratory RQ2: Which combination of framing and norm condition produced the strongest reductions in consumer intentions compared to the control condition?

# custom contrasts  
cf\_cn\_emm <- c(1,rep(0,14)) ## control framings  
cf\_dn\_emm <- c(0,1,rep(0,13))  
cf\_conv\_emm <- c(0,0,1,rep(0,12))  
cf\_sn\_emm <- c(0,0,0,1,rep(0,11))  
cf\_mn\_emm <- c(0,0,0,0,1,rep(0,10))  
  
pf\_cn\_emm <- c(0,0,0,0,0,1,rep(0,9)) ## pro-environmental framings  
pf\_dn\_emm <- c(0,0,0,0,0,0,1,rep(0,8))  
pf\_conv\_emm <- c(rep(0,7),1,(rep(0,7)))  
pf\_sn\_emm <- c(rep(0,8),1,(rep(0,6)))  
pf\_mn\_emm <- c(rep(0,9),1,(rep(0,5)))  
  
sf\_cn\_emm <- c(rep(0,10),1,(rep(0,4))) ## self-enhancing framings  
sf\_dn\_emm <- c(rep(0,11),1,(rep(0,3)))  
sf\_conv\_emm <- c(rep(0,12),1,(rep(0,2)))  
sf\_sn\_emm <- c(rep(0,13),1,0)  
sf\_mn\_emm <- c(rep(0,14),1)  
  
  
  
# logit scale  
RQ2 <- contrast(cell\_emmeans\_logit,   
 method = list("Pro-env Frame + Control vs Control" = pf\_cn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + DN vs Control" = pf\_dn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + Conv vs Control" = pf\_conv\_emm - cf\_cn\_emm,  
 "Pro-env Frame + SN vs Control" = pf\_sn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + MN vs Control" = pf\_mn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Control vs Control" = sf\_cn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + DN vs Control" = sf\_dn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Conv vs Control" = sf\_conv\_emm - cf\_cn\_emm,  
 "Self-enh Frame + SN vs Control" = sf\_sn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + MN vs Control" = sf\_mn\_emm - cf\_cn\_emm), adjust = "sidak")  
  
RQ2 %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | -0.06 | 0.37 | Inf | -0.17 | 1.00 |
| Pro-env Frame + DN vs Control | 0.67 | 0.41 | Inf | 1.64 | 0.66 |
| Pro-env Frame + Conv vs Control | 0.29 | 0.36 | Inf | 0.81 | 1.00 |
| Pro-env Frame + SN vs Control | 0.58 | 0.39 | Inf | 1.49 | 0.77 |
| Pro-env Frame + MN vs Control | 0.32 | 0.37 | Inf | 0.86 | 0.99 |
| Self-enh Frame + Control vs Control | -0.37 | 0.39 | Inf | -0.96 | 0.98 |
| Self-enh Frame + DN vs Control | 0.13 | 0.36 | Inf | 0.37 | 1.00 |
| Self-enh Frame + Conv vs Control | -0.19 | 0.38 | Inf | -0.50 | 1.00 |
| Self-enh Frame + SN vs Control | -0.08 | 0.38 | Inf | -0.21 | 1.00 |
| Self-enh Frame + MN vs Control | 0.10 | 0.38 | Inf | 0.25 | 1.00 |

# confidence intervals  
RQ2 %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | -0.06 | 0.37 | Inf | -1.10 | 0.97 |
| Pro-env Frame + DN vs Control | 0.67 | 0.41 | Inf | -0.48 | 1.83 |
| Pro-env Frame + Conv vs Control | 0.29 | 0.36 | Inf | -0.72 | 1.30 |
| Pro-env Frame + SN vs Control | 0.58 | 0.39 | Inf | -0.51 | 1.67 |
| Pro-env Frame + MN vs Control | 0.32 | 0.37 | Inf | -0.71 | 1.35 |
| Self-enh Frame + Control vs Control | -0.37 | 0.39 | Inf | -1.45 | 0.71 |
| Self-enh Frame + DN vs Control | 0.13 | 0.36 | Inf | -0.88 | 1.14 |
| Self-enh Frame + Conv vs Control | -0.19 | 0.38 | Inf | -1.26 | 0.88 |
| Self-enh Frame + SN vs Control | -0.08 | 0.38 | Inf | -1.15 | 1.00 |
| Self-enh Frame + MN vs Control | 0.10 | 0.38 | Inf | -0.96 | 1.15 |

# probability scale  
RQ2 <- contrast(cell\_emmeans\_prob,   
 method = list("Pro-env Frame + Control vs Control" = pf\_cn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + DN vs Control" = pf\_dn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + Conv vs Control" = pf\_conv\_emm - cf\_cn\_emm,  
 "Pro-env Frame + SN vs Control" = pf\_sn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + MN vs Control" = pf\_mn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Control vs Control" = sf\_cn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + DN vs Control" = sf\_dn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Conv vs Control" = sf\_conv\_emm - cf\_cn\_emm,  
 "Self-enh Frame + SN vs Control" = sf\_sn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + MN vs Control" = sf\_mn\_emm - cf\_cn\_emm), adjust = "sidak")  
  
RQ2 %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | 0.94 | 0.35 | Inf | 1 | -0.17 | 1.000 |
| Pro-env Frame + DN vs Control | 1.96 | 0.81 | Inf | 1 | 1.64 | 0.659 |
| Pro-env Frame + Conv vs Control | 1.34 | 0.48 | Inf | 1 | 0.81 | 0.996 |
| Pro-env Frame + SN vs Control | 1.79 | 0.70 | Inf | 1 | 1.49 | 0.771 |
| Pro-env Frame + MN vs Control | 1.38 | 0.51 | Inf | 1 | 0.86 | 0.993 |
| Self-enh Frame + Control vs Control | 0.69 | 0.27 | Inf | 1 | -0.96 | 0.983 |
| Self-enh Frame + DN vs Control | 1.14 | 0.41 | Inf | 1 | 0.37 | 1.000 |
| Self-enh Frame + Conv vs Control | 0.83 | 0.32 | Inf | 1 | -0.50 | 1.000 |
| Self-enh Frame + SN vs Control | 0.92 | 0.35 | Inf | 1 | -0.21 | 1.000 |
| Self-enh Frame + MN vs Control | 1.10 | 0.42 | Inf | 1 | 0.25 | 1.000 |

# confidence intervals  
RQ2 %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | 0.94 | 0.35 | Inf | 0.33 | 2.65 |
| Pro-env Frame + DN vs Control | 1.96 | 0.81 | Inf | 0.62 | 6.20 |
| Pro-env Frame + Conv vs Control | 1.34 | 0.48 | Inf | 0.49 | 3.66 |
| Pro-env Frame + SN vs Control | 1.79 | 0.70 | Inf | 0.60 | 5.33 |
| Pro-env Frame + MN vs Control | 1.38 | 0.51 | Inf | 0.49 | 3.86 |
| Self-enh Frame + Control vs Control | 0.69 | 0.27 | Inf | 0.23 | 2.03 |
| Self-enh Frame + DN vs Control | 1.14 | 0.41 | Inf | 0.42 | 3.13 |
| Self-enh Frame + Conv vs Control | 0.83 | 0.32 | Inf | 0.28 | 2.42 |
| Self-enh Frame + SN vs Control | 0.92 | 0.35 | Inf | 0.32 | 2.71 |
| Self-enh Frame + MN vs Control | 1.10 | 0.42 | Inf | 0.38 | 3.17 |

# Values and Ingroup Interactions

H4: There will be a three-way interaction between values (biospheric, egoistic, altruistic, hedonic), framing condition, & norm condition such that when a pro-environmental or control framing is used, values will moderate the effect of each norm condition, but not when a self-enhancing framing is used.

Labels to use with facet\_wrap

norm\_labs <- c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")  
names(norm\_labs) <- c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm")  
  
frame\_labs <- c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")  
names(frame\_labs) <- c("control\_framing","pro\_env\_framing","self\_enh\_framing")

Averaging scores across imputations

complete\_data\_subset <- complete\_data %>%  
 dplyr::select(.imp, .id, consumer\_intentions, consumer\_behaviors, Gender, framing\_condition, norm\_condition, biospheric\_center, altruistic\_center, egoistic\_center, hedonic\_center, ingroup\_center, Age\_center, clothing\_center, self\_dec\_center, impress\_manag\_center)  
  
average\_df <- complete\_data\_subset %>%   
 group\_by(.id) %>%  
 transmute(.imp = .imp,   
 consumer\_behaviors = consumer\_behaviors,   
 Gender = Gender,  
 framing\_condition = framing\_condition,  
 norm\_condition = norm\_condition,  
 biospheric\_center = mean(biospheric\_center),  
 altruistic\_center = mean(altruistic\_center),  
 egoistic\_center = mean(egoistic\_center),  
 hedonic\_center = mean(hedonic\_center),  
 ingroup\_center = mean(ingroup\_center),  
 Age\_center = mean(Age\_center),  
 clothing\_center = mean(clothing\_center),  
 self\_dec\_center = mean(self\_dec\_center),  
 impress\_manag\_center = mean(impress\_manag\_center),  
 consumer\_intentions = mean(consumer\_intentions))  
  
  
average\_df <- average\_df %>%  
 filter(.imp == 1)

## Biospheric values

### Overall effect

Storing low (-1SD) and high (+1SD) biospheric values

sd\_below <- mean(average\_df$biospheric\_center) - sd(average\_df$biospheric\_center)  
  
sd\_above <- mean(average\_df$biospheric\_center) + sd(average\_df$biospheric\_center)

EMM for low and high bio

# emmeans  
atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ biospheric\_center, at = atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| biospheric\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| -0.99 | 0.34 | 0.03 | Inf | 0.29 | 0.40 |
| 0.99 | 0.59 | 0.03 | Inf | 0.53 | 0.65 |

Compare EMM for low and high bio

# custom contrast  
low\_bio <- c(1,0)  
hi\_bio <- c(0,1)  
  
# compare  
effect\_bio <- contrast(emms, method = list("High Bio - Low Bio" = hi\_bio - low\_bio), adjust = "none")  
effect\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| High Bio / Low Bio | 2.74 | 0.58 | Inf | 1 | 4.8 | 0 |

# confidence intervals  
effect\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| High Bio / Low Bio | 2.74 | 0.58 | Inf | 1.82 | 4.14 |

### Framing Condition

EMM for low vs high bio in each framing

atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ biospheric\_center\*framing\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| biospheric\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.99 | control\_framing | 0.30 | 0.05 | Inf | 0.21 | 0.41 |
| 0.99 | control\_framing | 0.52 | 0.05 | Inf | 0.42 | 0.62 |
| -0.99 | pro\_env\_framing | 0.36 | 0.04 | Inf | 0.28 | 0.45 |
| 0.99 | pro\_env\_framing | 0.72 | 0.04 | Inf | 0.63 | 0.80 |
| -0.99 | self\_enh\_framing | 0.37 | 0.05 | Inf | 0.27 | 0.48 |
| 0.99 | self\_enh\_framing | 0.51 | 0.06 | Inf | 0.40 | 0.61 |

Compare EMMs for low vs high bio in each framing

# custom contrasts  
control\_low\_bio <- c(1,0,0,0,0,0)  
control\_hi\_bio <- c(0,1,0,0,0,0)  
proenv\_low\_bio <- c(0,0,1,0,0,0)  
proenv\_hi\_bio <- c(0,0,0,1,0,0)  
selfenh\_low\_bio <- c(0,0,0,0,1,0)  
self\_enh\_hi\_bio <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_bio <- contrast(emms, method = list("Control: High Bio - Low Bio" = control\_hi\_bio - control\_low\_bio,  
 "Pro-env: High Bio - Low Bio" = proenv\_hi\_bio - proenv\_low\_bio,  
 "Self-enh: High Bio - Low Bio" = self\_enh\_hi\_bio - selfenh\_low\_bio), adjust = "none")  
effect\_frame\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High Bio / Low Bio | 2.55 | 0.98 | Inf | 1 | 2.44 | 0.015 |
| Pro-env: High Bio / Low Bio | 4.60 | 1.50 | Inf | 1 | 4.67 | 0.000 |
| Self-enh: High Bio / Low Bio | 1.76 | 0.66 | Inf | 1 | 1.50 | 0.133 |

# confidence intervals  
effect\_frame\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio / Low Bio | 2.55 | 0.98 | Inf | 1.20 | 5.40 |
| Pro-env: High Bio / Low Bio | 4.60 | 1.50 | Inf | 2.42 | 8.72 |
| Self-enh: High Bio / Low Bio | 1.76 | 0.66 | Inf | 0.84 | 3.68 |

### Norm Condition

EMM for low vs high bio in each norm

atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ biospheric\_center\*norm\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| biospheric\_center | norm\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.99 | control\_norm | 0.38 | 0.06 | Inf | 0.27 | 0.51 |
| 0.99 | control\_norm | 0.46 | 0.07 | Inf | 0.33 | 0.59 |
| -0.99 | descriptive\_norm | 0.32 | 0.06 | Inf | 0.21 | 0.46 |
| 0.99 | descriptive\_norm | 0.66 | 0.07 | Inf | 0.52 | 0.77 |
| -0.99 | convention\_norm | 0.31 | 0.06 | Inf | 0.21 | 0.44 |
| 0.99 | convention\_norm | 0.61 | 0.07 | Inf | 0.47 | 0.73 |
| -0.99 | social\_norm | 0.34 | 0.06 | Inf | 0.24 | 0.47 |
| 0.99 | social\_norm | 0.59 | 0.07 | Inf | 0.46 | 0.72 |
| -0.99 | moral\_norm | 0.35 | 0.08 | Inf | 0.21 | 0.51 |
| 0.99 | moral\_norm | 0.61 | 0.07 | Inf | 0.48 | 0.73 |

Compare EMMs for low vs high bio in each framing

# custom contrasts  
control\_low\_bio <- c(1,rep(0,9))  
control\_hi\_bio <- c(0,1,rep(0,8))  
dn\_low\_bio <- c(0,0,1,rep(0,7))  
dn\_hi\_bio <- c(0,0,0,1,rep(0,6))  
conv\_low\_bio <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_bio <- c(rep(0,5),1,rep(0,4))  
sn\_low\_bio <- c(rep(0,6),1,0,0,0)  
sn\_hi\_bio <- c(rep(0,7),1,0,0)  
mn\_low\_bio <- c(rep(0,8),1,0)  
mn\_hi\_bio <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_bio <- contrast(emms, method = list("Control: High Bio - Low Bio" = control\_hi\_bio - control\_low\_bio,  
 "DN: High Bio - Low Bio" = dn\_hi\_bio - dn\_low\_bio,  
 "Conv: High Bio - Low Bio" = conv\_hi\_bio - conv\_low\_bio,  
 "SN: High Bio - Low Bio" = sn\_hi\_bio - sn\_low\_bio,  
 "MN: High Bio - Low Bio" = mn\_hi\_bio - mn\_low\_bio), adjust = "none")  
effect\_norm\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High Bio / Low Bio | 1.35 | 0.56 | Inf | 1 | 0.73 | 0.467 |
| DN: High Bio / Low Bio | 4.01 | 1.98 | Inf | 1 | 2.82 | 0.005 |
| Conv: High Bio / Low Bio | 3.37 | 1.53 | Inf | 1 | 2.67 | 0.008 |
| SN: High Bio / Low Bio | 2.81 | 1.26 | Inf | 1 | 2.31 | 0.021 |
| MN: High Bio / Low Bio | 3.02 | 1.62 | Inf | 1 | 2.06 | 0.040 |

# confidence intervals  
effect\_norm\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio / Low Bio | 1.35 | 0.56 | Inf | 0.60 | 3.05 |
| DN: High Bio / Low Bio | 4.01 | 1.98 | Inf | 1.53 | 10.53 |
| Conv: High Bio / Low Bio | 3.37 | 1.53 | Inf | 1.38 | 8.23 |
| SN: High Bio / Low Bio | 2.81 | 1.26 | Inf | 1.17 | 6.77 |
| MN: High Bio / Low Bio | 3.02 | 1.62 | Inf | 1.05 | 8.64 |

Is the difference between Control Norm and Other Norm different for people low vs high on biospheric values? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Bio x Framing

sd\_below <- mean(average\_df$biospheric\_center) - sd(average\_df$biospheric\_center)  
sd\_above <- mean(average\_df$biospheric\_center) + sd(average\_df$biospheric\_center)  
  
at\_list <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, biospheric\_center ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Biospheric Values", breaks = c(-0.992493391146803, 0.992493391146803), labels = c("-1SD Biospheric", "+1SD Biospheric"), values = c("#00BFC4","#C77CFF"))
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#### Bio x Norm

emmip(log\_mice, biospheric\_center ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Biospheric Values", breaks = c(-0.992493391146803, 0.992493391146803), labels = c("-1SD Biospheric", "+1SD Biospheric"), values = c("#00BFC4","#C77CFF"))
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#### Bio, Framing, & Norm

emmip(log\_mice, biospheric\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Biospheric Values", breaks = c(-0.992493391146803, 0.992493391146803), labels = c("-1SD Biospheric", "+1SD Biospheric"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) biospheric values

sd\_below <- mean(average\_df$biospheric\_center) - sd(average\_df$biospheric\_center)  
sd\_above <- mean(average\_df$biospheric\_center) + sd(average\_df$biospheric\_center)

#### Calculate EM Means at low and high bio

atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*biospheric\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | biospheric\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.99 | control\_framing | 0.41 | 0.10 | Inf | 0.24 | 0.62 |
| descriptive\_norm | -0.99 | control\_framing | 0.15 | 0.08 | Inf | 0.05 | 0.37 |
| convention\_norm | -0.99 | control\_framing | 0.28 | 0.10 | Inf | 0.13 | 0.51 |
| social\_norm | -0.99 | control\_framing | 0.26 | 0.09 | Inf | 0.13 | 0.46 |
| moral\_norm | -0.99 | control\_framing | 0.44 | 0.18 | Inf | 0.16 | 0.76 |
| control\_norm | 0.99 | control\_framing | 0.50 | 0.10 | Inf | 0.31 | 0.69 |
| descriptive\_norm | 0.99 | control\_framing | 0.62 | 0.12 | Inf | 0.38 | 0.82 |
| convention\_norm | 0.99 | control\_framing | 0.59 | 0.13 | Inf | 0.34 | 0.80 |
| social\_norm | 0.99 | control\_framing | 0.49 | 0.10 | Inf | 0.29 | 0.68 |
| moral\_norm | 0.99 | control\_framing | 0.40 | 0.12 | Inf | 0.20 | 0.64 |
| control\_norm | -0.99 | pro\_env\_framing | 0.31 | 0.09 | Inf | 0.16 | 0.52 |
| descriptive\_norm | -0.99 | pro\_env\_framing | 0.38 | 0.11 | Inf | 0.20 | 0.60 |
| convention\_norm | -0.99 | pro\_env\_framing | 0.33 | 0.10 | Inf | 0.17 | 0.53 |
| social\_norm | -0.99 | pro\_env\_framing | 0.41 | 0.09 | Inf | 0.24 | 0.60 |
| moral\_norm | -0.99 | pro\_env\_framing | 0.37 | 0.10 | Inf | 0.20 | 0.58 |
| control\_norm | 0.99 | pro\_env\_framing | 0.58 | 0.11 | Inf | 0.36 | 0.77 |
| descriptive\_norm | 0.99 | pro\_env\_framing | 0.81 | 0.09 | Inf | 0.57 | 0.93 |
| convention\_norm | 0.99 | pro\_env\_framing | 0.72 | 0.08 | Inf | 0.53 | 0.86 |
| social\_norm | 0.99 | pro\_env\_framing | 0.76 | 0.09 | Inf | 0.55 | 0.89 |
| moral\_norm | 0.99 | pro\_env\_framing | 0.69 | 0.09 | Inf | 0.50 | 0.84 |
| control\_norm | -0.99 | self\_enh\_framing | 0.43 | 0.12 | Inf | 0.23 | 0.66 |
| descriptive\_norm | -0.99 | self\_enh\_framing | 0.49 | 0.11 | Inf | 0.28 | 0.70 |
| convention\_norm | -0.99 | self\_enh\_framing | 0.33 | 0.11 | Inf | 0.16 | 0.56 |
| social\_norm | -0.99 | self\_enh\_framing | 0.36 | 0.12 | Inf | 0.17 | 0.61 |
| moral\_norm | -0.99 | self\_enh\_framing | 0.24 | 0.11 | Inf | 0.09 | 0.51 |
| control\_norm | 0.99 | self\_enh\_framing | 0.30 | 0.11 | Inf | 0.14 | 0.54 |
| descriptive\_norm | 0.99 | self\_enh\_framing | 0.49 | 0.11 | Inf | 0.30 | 0.69 |
| convention\_norm | 0.99 | self\_enh\_framing | 0.49 | 0.13 | Inf | 0.26 | 0.72 |
| social\_norm | 0.99 | self\_enh\_framing | 0.51 | 0.14 | Inf | 0.27 | 0.75 |
| moral\_norm | 0.99 | self\_enh\_framing | 0.73 | 0.11 | Inf | 0.48 | 0.88 |

#### Custom contrasts

cf\_cn\_low\_bio <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_bio <- c(0,1,rep(0,28))  
cf\_conv\_low\_bio <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_bio <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_bio <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_bio <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_bio <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_bio <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_bio <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_bio <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_bio <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_bio <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_bio <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_bio <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_bio <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_bio <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_bio <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_bio <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_bio <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_bio <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_bio <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_bio <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_bio <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_bio <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_bio <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_bio <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_bio <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_bio <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_bio <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_bio <- c(rep(0,29),1)

Effect of norm for people low vs high on biospheric values across framing conditions

#### Control framing

controlframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("CF/DN/LowBio - CF/CN/LowBio" = cf\_dn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/Conv/LowBio - CF/CN/LowBio" = cf\_conv\_low\_bio - cf\_cn\_low\_bio,  
 "CF/SN/LowBio - CF/CN/LowBio" = cf\_sn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/MN/LowBio - CF/CN/LowBio" = cf\_mn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/DN/HiBio - CF/CN/HiBio" = cf\_dn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/Conv/HiBio - CF/CN/HiBio" = cf\_conv\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/SN/HiBio - CF/CN/HiBio" = cf\_sn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/MN/HiBio - CF/CN/HiBio" = cf\_mn\_hi\_bio - cf\_cn\_hi\_bio),   
 adjust = "none")  
  
controlframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowBio / CF/CN/LowBio | 0.26 | 0.19 | Inf | 1 | -1.86 | 0.063 |
| CF/Conv/LowBio / CF/CN/LowBio | 0.55 | 0.36 | Inf | 1 | -0.90 | 0.367 |
| CF/SN/LowBio / CF/CN/LowBio | 0.51 | 0.31 | Inf | 1 | -1.09 | 0.274 |
| CF/MN/LowBio / CF/CN/LowBio | 1.12 | 0.91 | Inf | 1 | 0.14 | 0.888 |
| CF/DN/HiBio / CF/CN/HiBio | 1.67 | 1.08 | Inf | 1 | 0.79 | 0.431 |
| CF/Conv/HiBio / CF/CN/HiBio | 1.45 | 0.97 | Inf | 1 | 0.56 | 0.575 |
| CF/SN/HiBio / CF/CN/HiBio | 0.95 | 0.56 | Inf | 1 | -0.09 | 0.930 |
| CF/MN/HiBio / CF/CN/HiBio | 0.68 | 0.44 | Inf | 1 | -0.60 | 0.547 |

# confidence intervals  
controlframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowBio / CF/CN/LowBio | 0.26 | 0.19 | Inf | 0.06 | 1.07 |
| CF/Conv/LowBio / CF/CN/LowBio | 0.55 | 0.36 | Inf | 0.15 | 2.00 |
| CF/SN/LowBio / CF/CN/LowBio | 0.51 | 0.31 | Inf | 0.15 | 1.71 |
| CF/MN/LowBio / CF/CN/LowBio | 1.12 | 0.91 | Inf | 0.23 | 5.52 |
| CF/DN/HiBio / CF/CN/HiBio | 1.67 | 1.08 | Inf | 0.47 | 5.94 |
| CF/Conv/HiBio / CF/CN/HiBio | 1.45 | 0.97 | Inf | 0.39 | 5.36 |
| CF/SN/HiBio / CF/CN/HiBio | 0.95 | 0.56 | Inf | 0.30 | 3.05 |
| CF/MN/HiBio / CF/CN/HiBio | 0.68 | 0.44 | Inf | 0.19 | 2.40 |

Planned comparisons

Custom contrasts

controlframe\_lowvshi\_bio

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowBio / CF/CN/LowBio 0.258 0.188 Inf 1 -1.861 0.0628  
## CF/Conv/LowBio / CF/CN/LowBio 0.555 0.362 Inf 1 -0.902 0.3672  
## CF/SN/LowBio / CF/CN/LowBio 0.508 0.315 Inf 1 -1.093 0.2744  
## CF/MN/LowBio / CF/CN/LowBio 1.122 0.912 Inf 1 0.141 0.8875  
## CF/DN/HiBio / CF/CN/HiBio 1.667 1.081 Inf 1 0.788 0.4308  
## CF/Conv/HiBio / CF/CN/HiBio 1.452 0.967 Inf 1 0.560 0.5752  
## CF/SN/HiBio / CF/CN/HiBio 0.949 0.565 Inf 1 -0.088 0.9301  
## CF/MN/HiBio / CF/CN/HiBio 0.679 0.437 Inf 1 -0.602 0.5474  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(controlframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.15 | 0.18 | Inf | 1 | -1.62 | 0.105 |
| Effect of Conv (Low / High Bio) | 0.38 | 0.41 | Inf | 1 | -0.90 | 0.366 |
| Effect of SN (Low / High Bio) | 0.54 | 0.53 | Inf | 1 | -0.63 | 0.528 |
| Effect of MN (Low / High Bio) | 1.65 | 2.03 | Inf | 1 | 0.41 | 0.682 |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.15 | 0.18 | Inf | 0.02 | 1.48 |
| Effect of Conv (Low / High Bio) | 0.38 | 0.41 | Inf | 0.05 | 3.07 |
| Effect of SN (Low / High Bio) | 0.54 | 0.53 | Inf | 0.08 | 3.72 |
| Effect of MN (Low / High Bio) | 1.65 | 2.03 | Inf | 0.15 | 18.25 |

#### Pro-environmental framing

proenvframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("PF/DN/LowBio - PF/CN/LowBio" = pf\_dn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/Conv/LowBio - PF/CN/LowBio" = pf\_conv\_low\_bio - pf\_cn\_low\_bio,  
 "PF/SN/LowBio - PF/CN/LowBio" = pf\_sn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/MN/LowBio - PF/CN/LowBio" = pf\_mn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/DN/HiBio - PF/CN/HiBio" = pf\_dn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/Conv/HiBio - PF/CN/HiBio" = pf\_conv\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/SN/HiBio - PF/CN/HiBio" = pf\_sn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/MN/HiBio - PF/CN/HiBio" = pf\_mn\_hi\_bio - pf\_cn\_hi\_bio),   
 adjust = "none")  
  
proenvframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowBio / PF/CN/LowBio | 1.38 | 0.87 | Inf | 1 | 0.50 | 0.614 |
| PF/Conv/LowBio / PF/CN/LowBio | 1.07 | 0.67 | Inf | 1 | 0.11 | 0.913 |
| PF/SN/LowBio / PF/CN/LowBio | 1.55 | 0.91 | Inf | 1 | 0.74 | 0.460 |
| PF/MN/LowBio / PF/CN/LowBio | 1.30 | 0.81 | Inf | 1 | 0.42 | 0.677 |
| PF/DN/HiBio / PF/CN/HiBio | 3.17 | 2.37 | Inf | 1 | 1.55 | 0.122 |
| PF/Conv/HiBio / PF/CN/HiBio | 1.90 | 1.17 | Inf | 1 | 1.05 | 0.295 |
| PF/SN/HiBio / PF/CN/HiBio | 2.35 | 1.55 | Inf | 1 | 1.29 | 0.196 |
| PF/MN/HiBio / PF/CN/HiBio | 1.66 | 1.01 | Inf | 1 | 0.83 | 0.406 |

# confidence intervals  
proenvframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowBio / PF/CN/LowBio | 1.38 | 0.87 | Inf | 0.40 | 4.78 |
| PF/Conv/LowBio / PF/CN/LowBio | 1.07 | 0.67 | Inf | 0.31 | 3.65 |
| PF/SN/LowBio / PF/CN/LowBio | 1.55 | 0.91 | Inf | 0.49 | 4.91 |
| PF/MN/LowBio / PF/CN/LowBio | 1.30 | 0.81 | Inf | 0.38 | 4.42 |
| PF/DN/HiBio / PF/CN/HiBio | 3.17 | 2.37 | Inf | 0.73 | 13.71 |
| PF/Conv/HiBio / PF/CN/HiBio | 1.90 | 1.17 | Inf | 0.57 | 6.34 |
| PF/SN/HiBio / PF/CN/HiBio | 2.35 | 1.55 | Inf | 0.64 | 8.57 |
| PF/MN/HiBio / PF/CN/HiBio | 1.66 | 1.01 | Inf | 0.50 | 5.45 |

Planned comparisons

Custom contrasts

proenvframe\_lowvshi\_bio

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowBio / PF/CN/LowBio 1.38 0.875 Inf 1 0.504 0.6142  
## PF/Conv/LowBio / PF/CN/LowBio 1.07 0.669 Inf 1 0.110 0.9126  
## PF/SN/LowBio / PF/CN/LowBio 1.55 0.912 Inf 1 0.740 0.4595  
## PF/MN/LowBio / PF/CN/LowBio 1.30 0.811 Inf 1 0.417 0.6766  
## PF/DN/HiBio / PF/CN/HiBio 3.17 2.369 Inf 1 1.546 0.1221  
## PF/Conv/HiBio / PF/CN/HiBio 1.90 1.168 Inf 1 1.046 0.2954  
## PF/SN/HiBio / PF/CN/HiBio 2.35 1.551 Inf 1 1.293 0.1961  
## PF/MN/HiBio / PF/CN/HiBio 1.66 1.007 Inf 1 0.831 0.4062  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(proenvframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.43 | 0.49 | Inf | 1 | -0.75 | 0.455 |
| Effect of Conv (Low / High Bio) | 0.56 | 0.57 | Inf | 1 | -0.57 | 0.568 |
| Effect of SN (Low / High Bio) | 0.66 | 0.64 | Inf | 1 | -0.43 | 0.669 |
| Effect of MN (Low / High Bio) | 0.78 | 0.77 | Inf | 1 | -0.25 | 0.804 |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.43 | 0.49 | Inf | 0.05 | 3.88 |
| Effect of Conv (Low / High Bio) | 0.56 | 0.57 | Inf | 0.08 | 4.04 |
| Effect of SN (Low / High Bio) | 0.66 | 0.64 | Inf | 0.10 | 4.46 |
| Effect of MN (Low / High Bio) | 0.78 | 0.77 | Inf | 0.11 | 5.36 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("SF/DN/LowBio - SF/CN/LowBio" = sf\_dn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/Conv/LowBio - SF/CN/LowBio" = sf\_conv\_low\_bio - sf\_cn\_low\_bio,  
 "SF/SN/LowBio - SF/CN/LowBio" = sf\_sn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/MN/LowBio - SF/CN/LowBio" = sf\_mn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/DN/HiBio - SF/CN/HiBio" = sf\_dn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/Conv/HiBio - SF/CN/HiBio" = sf\_conv\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/SN/HiBio - SF/CN/HiBio" = sf\_sn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/MN/HiBio - SF/CN/HiBio" = sf\_mn\_hi\_bio - sf\_cn\_hi\_bio),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowBio / SF/CN/LowBio | 1.25 | 0.83 | Inf | 1 | 0.34 | 0.735 |
| SF/Conv/LowBio / SF/CN/LowBio | 0.66 | 0.44 | Inf | 1 | -0.62 | 0.534 |
| SF/SN/LowBio / SF/CN/LowBio | 0.75 | 0.53 | Inf | 1 | -0.40 | 0.689 |
| SF/MN/LowBio / SF/CN/LowBio | 0.42 | 0.32 | Inf | 1 | -1.13 | 0.259 |
| SF/DN/HiBio / SF/CN/HiBio | 2.19 | 1.44 | Inf | 1 | 1.20 | 0.232 |
| SF/Conv/HiBio / SF/CN/HiBio | 2.19 | 1.58 | Inf | 1 | 1.09 | 0.277 |
| SF/SN/HiBio / SF/CN/HiBio | 2.39 | 1.76 | Inf | 1 | 1.18 | 0.239 |
| SF/MN/HiBio / SF/CN/HiBio | 6.06 | 4.44 | Inf | 1 | 2.46 | 0.014 |

# confidence intervals  
selfenhframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowBio / SF/CN/LowBio | 1.25 | 0.83 | Inf | 0.34 | 4.57 |
| SF/Conv/LowBio / SF/CN/LowBio | 0.66 | 0.44 | Inf | 0.18 | 2.47 |
| SF/SN/LowBio / SF/CN/LowBio | 0.75 | 0.53 | Inf | 0.19 | 3.00 |
| SF/MN/LowBio / SF/CN/LowBio | 0.42 | 0.32 | Inf | 0.09 | 1.89 |
| SF/DN/HiBio / SF/CN/HiBio | 2.19 | 1.44 | Inf | 0.61 | 7.96 |
| SF/Conv/HiBio / SF/CN/HiBio | 2.19 | 1.58 | Inf | 0.53 | 8.97 |
| SF/SN/HiBio / SF/CN/HiBio | 2.39 | 1.76 | Inf | 0.56 | 10.14 |
| SF/MN/HiBio / SF/CN/HiBio | 6.06 | 4.44 | Inf | 1.44 | 25.46 |

Planned comparisons

Custom contrasts

selfenhframe\_lowvshi\_bio

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowBio / SF/CN/LowBio 1.251 0.827 Inf 1 0.339 0.7345  
## SF/Conv/LowBio / SF/CN/LowBio 0.657 0.443 Inf 1 -0.622 0.5340  
## SF/SN/LowBio / SF/CN/LowBio 0.754 0.531 Inf 1 -0.400 0.6892  
## SF/MN/LowBio / SF/CN/LowBio 0.421 0.323 Inf 1 -1.128 0.2594  
## SF/DN/HiBio / SF/CN/HiBio 2.195 1.442 Inf 1 1.196 0.2315  
## SF/Conv/HiBio / SF/CN/HiBio 2.187 1.575 Inf 1 1.087 0.2773  
## SF/SN/HiBio / SF/CN/HiBio 2.385 1.761 Inf 1 1.177 0.2391  
## SF/MN/HiBio / SF/CN/HiBio 6.061 4.439 Inf 1 2.460 0.0139  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(selfenhframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.57 | 0.62 | Inf | 1 | -0.52 | 0.604 |
| Effect of Conv (Low / High Bio) | 0.30 | 0.34 | Inf | 1 | -1.06 | 0.291 |
| Effect of SN (Low / High Bio) | 0.32 | 0.38 | Inf | 1 | -0.96 | 0.337 |
| Effect of MN (Low / High Bio) | 0.07 | 0.09 | Inf | 1 | -2.09 | 0.037 |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.57 | 0.62 | Inf | 0.07 | 4.75 |
| Effect of Conv (Low / High Bio) | 0.30 | 0.34 | Inf | 0.03 | 2.80 |
| Effect of SN (Low / High Bio) | 0.32 | 0.38 | Inf | 0.03 | 3.32 |
| Effect of MN (Low / High Bio) | 0.07 | 0.09 | Inf | 0.01 | 0.85 |

## Altruistic values

### Overall effect

Storing low (-1SD) and high (+1SD) altruistic values

sd\_below <- mean(average\_df$altruistic\_center) - sd(average\_df$altruistic\_center)  
  
sd\_above <- mean(average\_df$altruistic\_center) + sd(average\_df$altruistic\_center)

EMM for low and high alt

# emmeans  
atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ altruistic\_center, at = atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| altruistic\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| -0.8 | 0.42 | 0.03 | Inf | 0.35 | 0.48 |
| 0.8 | 0.51 | 0.03 | Inf | 0.44 | 0.57 |

Compare EMM for low and high alt

# custom contrast  
low\_alt <- c(1,0)  
hi\_alt <- c(0,1)  
  
# compare  
effect\_alt <- contrast(emms, method = list("High alt - Low alt" = hi\_alt - low\_alt), adjust = "none")  
effect\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| High alt / Low alt | 1.44 | 0.34 | Inf | 1 | 1.53 | 0.127 |

# confidence intervals  
effect\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| High alt / Low alt | 1.44 | 0.34 | Inf | 0.9 | 2.29 |

### Framing Condition

EMM for low vs high alt in each framing

atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ altruistic\_center\*framing\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| altruistic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.8 | control\_framing | 0.38 | 0.05 | Inf | 0.29 | 0.48 |
| 0.8 | control\_framing | 0.43 | 0.06 | Inf | 0.32 | 0.55 |
| -0.8 | pro\_env\_framing | 0.60 | 0.06 | Inf | 0.48 | 0.71 |
| 0.8 | pro\_env\_framing | 0.49 | 0.06 | Inf | 0.38 | 0.60 |
| -0.8 | self\_enh\_framing | 0.28 | 0.05 | Inf | 0.19 | 0.40 |
| 0.8 | self\_enh\_framing | 0.60 | 0.06 | Inf | 0.48 | 0.71 |

Compare EMMs for low vs high alt in each framing

# custom contrasts  
control\_low\_alt <- c(1,0,0,0,0,0)  
control\_hi\_alt <- c(0,1,0,0,0,0)  
proenv\_low\_alt <- c(0,0,1,0,0,0)  
proenv\_hi\_alt <- c(0,0,0,1,0,0)  
selfenh\_low\_alt <- c(0,0,0,0,1,0)  
self\_enh\_hi\_alt <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_alt <- contrast(emms, method = list("Control: High alt - Low alt" = control\_hi\_alt - control\_low\_alt,  
 "Pro-env: High alt - Low alt" = proenv\_hi\_alt - proenv\_low\_alt,  
 "Self-enh: High alt - Low alt" = self\_enh\_hi\_alt - selfenh\_low\_alt), adjust = "none")  
effect\_frame\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High alt / Low alt | 1.23 | 0.47 | Inf | 1 | 0.55 | 0.580 |
| Pro-env: High alt / Low alt | 0.63 | 0.25 | Inf | 1 | -1.16 | 0.248 |
| Self-enh: High alt / Low alt | 3.81 | 1.65 | Inf | 1 | 3.08 | 0.002 |

# confidence intervals  
effect\_frame\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High alt / Low alt | 1.23 | 0.47 | Inf | 0.59 | 2.59 |
| Pro-env: High alt / Low alt | 0.63 | 0.25 | Inf | 0.29 | 1.38 |
| Self-enh: High alt / Low alt | 3.81 | 1.65 | Inf | 1.63 | 8.92 |

### Norm Condition

EMM for low vs high alt in each norm

atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ altruistic\_center\*norm\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| altruistic\_center | norm\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.8 | control\_norm | 0.34 | 0.07 | Inf | 0.21 | 0.49 |
| 0.8 | control\_norm | 0.50 | 0.08 | Inf | 0.36 | 0.65 |
| -0.8 | descriptive\_norm | 0.62 | 0.08 | Inf | 0.46 | 0.76 |
| 0.8 | descriptive\_norm | 0.36 | 0.07 | Inf | 0.24 | 0.50 |
| -0.8 | convention\_norm | 0.36 | 0.07 | Inf | 0.24 | 0.51 |
| 0.8 | convention\_norm | 0.55 | 0.07 | Inf | 0.42 | 0.68 |
| -0.8 | social\_norm | 0.39 | 0.08 | Inf | 0.25 | 0.54 |
| 0.8 | social\_norm | 0.55 | 0.07 | Inf | 0.40 | 0.68 |
| -0.8 | moral\_norm | 0.38 | 0.06 | Inf | 0.27 | 0.51 |
| 0.8 | moral\_norm | 0.58 | 0.08 | Inf | 0.42 | 0.72 |

Compare EMMs for low vs high alt in each framing

# custom contrasts  
control\_low\_alt <- c(1,rep(0,9))  
control\_hi\_alt <- c(0,1,rep(0,8))  
dn\_low\_alt <- c(0,0,1,rep(0,7))  
dn\_hi\_alt <- c(0,0,0,1,rep(0,6))  
conv\_low\_alt <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_alt <- c(rep(0,5),1,rep(0,4))  
sn\_low\_alt <- c(rep(0,6),1,0,0,0)  
sn\_hi\_alt <- c(rep(0,7),1,0,0)  
mn\_low\_alt <- c(rep(0,8),1,0)  
mn\_hi\_alt <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_alt <- contrast(emms, method = list("Control: High alt - Low alt" = control\_hi\_alt - control\_low\_alt,  
 "DN: High alt - Low alt" = dn\_hi\_alt - dn\_low\_alt,  
 "Conv: High alt - Low alt" = conv\_hi\_alt - conv\_low\_alt,  
 "SN: High alt - Low alt" = sn\_hi\_alt - sn\_low\_alt,  
 "MN: High alt - Low alt" = mn\_hi\_alt - mn\_low\_alt), adjust = "none")  
effect\_norm\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High alt / Low alt | 1.97 | 1.09 | Inf | 1 | 1.23 | 0.218 |
| DN: High alt / Low alt | 0.34 | 0.19 | Inf | 1 | -1.93 | 0.053 |
| Conv: High alt / Low alt | 2.19 | 1.07 | Inf | 1 | 1.61 | 0.107 |
| SN: High alt / Low alt | 1.89 | 1.00 | Inf | 1 | 1.21 | 0.228 |
| MN: High alt / Low alt | 2.18 | 1.06 | Inf | 1 | 1.61 | 0.108 |

# confidence intervals  
effect\_norm\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High alt / Low alt | 1.97 | 1.09 | Inf | 0.67 | 5.84 |
| DN: High alt / Low alt | 0.34 | 0.19 | Inf | 0.12 | 1.01 |
| Conv: High alt / Low alt | 2.19 | 1.07 | Inf | 0.84 | 5.69 |
| SN: High alt / Low alt | 1.89 | 1.00 | Inf | 0.67 | 5.32 |
| MN: High alt / Low alt | 2.18 | 1.06 | Inf | 0.84 | 5.66 |

Is the difference between Control Norm and Other Norm different for people low vs high on altruistic values? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Alt x Framing

sd\_below <- mean(average\_df$altruistic\_center) - sd(average\_df$altruistic\_center)  
sd\_above <- mean(average\_df$altruistic\_center) + sd(average\_df$altruistic\_center)  
  
at\_list <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, altruistic\_center ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Altruistic Values", breaks = c(-0.802959343713252, 0.802959343713252), labels = c("-1SD Altruistic", "+1SD Altruistic"), values = c("#00BFC4","#C77CFF"))
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#### Alt x Norm

emmip(log\_mice, altruistic\_center ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Altruistic Values", breaks = c(-0.802959343713252, 0.802959343713252), labels = c("-1SD Altruistic", "+1SD Altruistic"), values = c("#00BFC4","#C77CFF"))
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#### Alt, Framing, Norm

emmip(log\_mice, altruistic\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Altruistic Values", breaks = c(-0.802959343713252, 0.802959343713252), labels = c("-1SD Altruistic", "+1SD Altruistic"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) altspheric values

sd\_below <- mean(average\_df$altruistic\_center) - sd(average\_df$altruistic\_center)  
sd\_above <- mean(average\_df$altruistic\_center) + sd(average\_df$altruistic\_center)

#### Calculate EM Means at low and high alt

atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*altruistic\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | altruistic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.8 | control\_framing | 0.36 | 0.11 | Inf | 0.18 | 0.59 |
| descriptive\_norm | -0.8 | control\_framing | 0.54 | 0.12 | Inf | 0.31 | 0.74 |
| convention\_norm | -0.8 | control\_framing | 0.41 | 0.12 | Inf | 0.21 | 0.65 |
| social\_norm | -0.8 | control\_framing | 0.36 | 0.11 | Inf | 0.18 | 0.60 |
| moral\_norm | -0.8 | control\_framing | 0.25 | 0.09 | Inf | 0.11 | 0.47 |
| control\_norm | 0.8 | control\_framing | 0.55 | 0.10 | Inf | 0.35 | 0.74 |
| descriptive\_norm | 0.8 | control\_framing | 0.21 | 0.10 | Inf | 0.08 | 0.45 |
| convention\_norm | 0.8 | control\_framing | 0.44 | 0.12 | Inf | 0.24 | 0.67 |
| social\_norm | 0.8 | control\_framing | 0.37 | 0.10 | Inf | 0.20 | 0.59 |
| moral\_norm | 0.8 | control\_framing | 0.62 | 0.15 | Inf | 0.31 | 0.85 |
| control\_norm | -0.8 | pro\_env\_framing | 0.61 | 0.12 | Inf | 0.38 | 0.81 |
| descriptive\_norm | -0.8 | pro\_env\_framing | 0.84 | 0.10 | Inf | 0.54 | 0.96 |
| convention\_norm | -0.8 | pro\_env\_framing | 0.46 | 0.12 | Inf | 0.24 | 0.69 |
| social\_norm | -0.8 | pro\_env\_framing | 0.52 | 0.13 | Inf | 0.29 | 0.75 |
| moral\_norm | -0.8 | pro\_env\_framing | 0.50 | 0.10 | Inf | 0.31 | 0.69 |
| control\_norm | 0.8 | pro\_env\_framing | 0.28 | 0.11 | Inf | 0.12 | 0.52 |
| descriptive\_norm | 0.8 | pro\_env\_framing | 0.33 | 0.11 | Inf | 0.15 | 0.58 |
| convention\_norm | 0.8 | pro\_env\_framing | 0.60 | 0.11 | Inf | 0.38 | 0.79 |
| social\_norm | 0.8 | pro\_env\_framing | 0.67 | 0.11 | Inf | 0.44 | 0.84 |
| moral\_norm | 0.8 | pro\_env\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.76 |
| control\_norm | -0.8 | self\_enh\_framing | 0.13 | 0.08 | Inf | 0.04 | 0.38 |
| descriptive\_norm | -0.8 | self\_enh\_framing | 0.41 | 0.10 | Inf | 0.23 | 0.61 |
| convention\_norm | -0.8 | self\_enh\_framing | 0.23 | 0.10 | Inf | 0.09 | 0.49 |
| social\_norm | -0.8 | self\_enh\_framing | 0.29 | 0.14 | Inf | 0.10 | 0.60 |
| moral\_norm | -0.8 | self\_enh\_framing | 0.42 | 0.11 | Inf | 0.23 | 0.64 |
| control\_norm | 0.8 | self\_enh\_framing | 0.69 | 0.13 | Inf | 0.40 | 0.88 |
| descriptive\_norm | 0.8 | self\_enh\_framing | 0.57 | 0.11 | Inf | 0.35 | 0.77 |
| convention\_norm | 0.8 | self\_enh\_framing | 0.61 | 0.12 | Inf | 0.37 | 0.81 |
| social\_norm | 0.8 | self\_enh\_framing | 0.59 | 0.14 | Inf | 0.31 | 0.82 |
| moral\_norm | 0.8 | self\_enh\_framing | 0.54 | 0.12 | Inf | 0.31 | 0.75 |

### Custom contrasts

cf\_cn\_low\_alt <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_alt <- c(0,1,rep(0,28))  
cf\_conv\_low\_alt <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_alt <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_alt <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_alt <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_alt <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_alt <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_alt <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_alt <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_alt <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_alt <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_alt <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_alt <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_alt <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_alt <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_alt <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_alt <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_alt <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_alt <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_alt <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_alt <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_alt <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_alt <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_alt <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_alt <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_alt <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_alt <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_alt <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_alt <- c(rep(0,29),1)

Effect of norm for people low vs high on altruistic values across framing conditions

#### Control framing

controlframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("CF/DN/LowAlt - CF/CN/LowAlt" = cf\_dn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/Conv/LowAlt - CF/CN/LowAlt" = cf\_conv\_low\_alt - cf\_cn\_low\_alt,  
 "CF/SN/LowAlt - CF/CN/LowAlt" = cf\_sn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/MN/LowAlt - CF/CN/LowAlt" = cf\_mn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/DN/HiAlt - CF/CN/HiAlt" = cf\_dn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/Conv/HiAlt - CF/CN/HiAlt" = cf\_conv\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/SN/HiAlt - CF/CN/HiAlt" = cf\_sn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/MN/HiAlt - CF/CN/HiAlt" = cf\_mn\_hi\_alt - cf\_cn\_hi\_alt),   
 adjust = "none")  
  
controlframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowAlt / CF/CN/LowAlt | 2.04 | 1.36 | Inf | 1 | 1.06 | 0.287 |
| CF/Conv/LowAlt / CF/CN/LowAlt | 1.25 | 0.85 | Inf | 1 | 0.33 | 0.744 |
| CF/SN/LowAlt / CF/CN/LowAlt | 1.00 | 0.68 | Inf | 1 | -0.01 | 0.995 |
| CF/MN/LowAlt / CF/CN/LowAlt | 0.59 | 0.40 | Inf | 1 | -0.77 | 0.439 |
| CF/DN/HiAlt / CF/CN/HiAlt | 0.21 | 0.15 | Inf | 1 | -2.17 | 0.030 |
| CF/Conv/HiAlt / CF/CN/HiAlt | 0.64 | 0.41 | Inf | 1 | -0.68 | 0.495 |
| CF/SN/HiAlt / CF/CN/HiAlt | 0.48 | 0.30 | Inf | 1 | -1.18 | 0.238 |
| CF/MN/HiAlt / CF/CN/HiAlt | 1.30 | 0.99 | Inf | 1 | 0.34 | 0.734 |

# confidence intervals  
controlframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowAlt / CF/CN/LowAlt | 2.04 | 1.36 | Inf | 0.55 | 7.56 |
| CF/Conv/LowAlt / CF/CN/LowAlt | 1.25 | 0.85 | Inf | 0.33 | 4.75 |
| CF/SN/LowAlt / CF/CN/LowAlt | 1.00 | 0.68 | Inf | 0.26 | 3.81 |
| CF/MN/LowAlt / CF/CN/LowAlt | 0.59 | 0.40 | Inf | 0.15 | 2.26 |
| CF/DN/HiAlt / CF/CN/HiAlt | 0.21 | 0.15 | Inf | 0.05 | 0.86 |
| CF/Conv/HiAlt / CF/CN/HiAlt | 0.64 | 0.41 | Inf | 0.18 | 2.27 |
| CF/SN/HiAlt / CF/CN/HiAlt | 0.48 | 0.30 | Inf | 0.15 | 1.61 |
| CF/MN/HiAlt / CF/CN/HiAlt | 1.30 | 0.99 | Inf | 0.29 | 5.82 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_alt

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowAlt / CF/CN/LowAlt 2.037 1.362 Inf 1 1.064 0.2873  
## CF/Conv/LowAlt / CF/CN/LowAlt 1.250 0.851 Inf 1 0.327 0.7436  
## CF/SN/LowAlt / CF/CN/LowAlt 0.996 0.682 Inf 1 -0.006 0.9952  
## CF/MN/LowAlt / CF/CN/LowAlt 0.587 0.404 Inf 1 -0.774 0.4392  
## CF/DN/HiAlt / CF/CN/HiAlt 0.211 0.152 Inf 1 -2.167 0.0302  
## CF/Conv/HiAlt / CF/CN/HiAlt 0.645 0.414 Inf 1 -0.683 0.4946  
## CF/SN/HiAlt / CF/CN/HiAlt 0.484 0.298 Inf 1 -1.180 0.2381  
## CF/MN/HiAlt / CF/CN/HiAlt 1.297 0.994 Inf 1 0.339 0.7343  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(controlframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 9.64 | 11.20 | Inf | 1 | 1.95 | 0.051 |
| Effect of Conv (Low / High alt) | 1.94 | 2.07 | Inf | 1 | 0.62 | 0.536 |
| Effect of SN (Low / High alt) | 2.06 | 2.25 | Inf | 1 | 0.66 | 0.510 |
| Effect of MN (Low / High alt) | 0.45 | 0.55 | Inf | 1 | -0.65 | 0.514 |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 9.64 | 11.20 | Inf | 0.99 | 94.00 |
| Effect of Conv (Low / High alt) | 1.94 | 2.07 | Inf | 0.24 | 15.78 |
| Effect of SN (Low / High alt) | 2.06 | 2.25 | Inf | 0.24 | 17.55 |
| Effect of MN (Low / High alt) | 0.45 | 0.55 | Inf | 0.04 | 4.88 |

#### Pro-environmental framing

proenvframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("PF/DN/LowAlt - PF/CN/LowAlt" = pf\_dn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/Conv/LowAlt - PF/CN/LowAlt" = pf\_conv\_low\_alt - pf\_cn\_low\_alt,  
 "PF/SN/LowAlt - PF/CN/LowAlt" = pf\_sn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/MN/LowAlt - PF/CN/LowAlt" = pf\_mn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/DN/HiAlt - PF/CN/HiAlt" = pf\_dn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/Conv/HiAlt - PF/CN/HiAlt" = pf\_conv\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/SN/HiAlt - PF/CN/HiAlt" = pf\_sn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/MN/HiAlt - PF/CN/HiAlt" = pf\_mn\_hi\_alt - pf\_cn\_hi\_alt),   
 adjust = "none")  
  
proenvframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowAlt / PF/CN/LowAlt | 3.41 | 3.14 | Inf | 1 | 1.33 | 0.183 |
| PF/Conv/LowAlt / PF/CN/LowAlt | 0.53 | 0.36 | Inf | 1 | -0.93 | 0.355 |
| PF/SN/LowAlt / PF/CN/LowAlt | 0.69 | 0.49 | Inf | 1 | -0.52 | 0.600 |
| PF/MN/LowAlt / PF/CN/LowAlt | 0.62 | 0.39 | Inf | 1 | -0.76 | 0.449 |
| PF/DN/HiAlt / PF/CN/HiAlt | 1.28 | 0.94 | Inf | 1 | 0.34 | 0.736 |
| PF/Conv/HiAlt / PF/CN/HiAlt | 3.85 | 2.67 | Inf | 1 | 1.95 | 0.051 |
| PF/SN/HiAlt / PF/CN/HiAlt | 5.25 | 3.69 | Inf | 1 | 2.36 | 0.018 |
| PF/MN/HiAlt / PF/CN/HiAlt | 3.48 | 2.38 | Inf | 1 | 1.82 | 0.069 |

# confidence intervals  
proenvframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowAlt / PF/CN/LowAlt | 3.41 | 3.14 | Inf | 0.56 | 20.78 |
| PF/Conv/LowAlt / PF/CN/LowAlt | 0.53 | 0.36 | Inf | 0.14 | 2.04 |
| PF/SN/LowAlt / PF/CN/LowAlt | 0.69 | 0.49 | Inf | 0.17 | 2.74 |
| PF/MN/LowAlt / PF/CN/LowAlt | 0.62 | 0.39 | Inf | 0.18 | 2.15 |
| PF/DN/HiAlt / PF/CN/HiAlt | 1.28 | 0.94 | Inf | 0.30 | 5.41 |
| PF/Conv/HiAlt / PF/CN/HiAlt | 3.85 | 2.67 | Inf | 0.99 | 14.96 |
| PF/SN/HiAlt / PF/CN/HiAlt | 5.25 | 3.69 | Inf | 1.32 | 20.84 |
| PF/MN/HiAlt / PF/CN/HiAlt | 3.48 | 2.38 | Inf | 0.91 | 13.32 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_alt

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowAlt / PF/CN/LowAlt 3.410 3.144 Inf 1 1.330 0.1834  
## PF/Conv/LowAlt / PF/CN/LowAlt 0.529 0.364 Inf 1 -0.926 0.3546  
## PF/SN/LowAlt / PF/CN/LowAlt 0.692 0.486 Inf 1 -0.525 0.5999  
## PF/MN/LowAlt / PF/CN/LowAlt 0.618 0.393 Inf 1 -0.756 0.4494  
## PF/DN/HiAlt / PF/CN/HiAlt 1.281 0.942 Inf 1 0.337 0.7359  
## PF/Conv/HiAlt / PF/CN/HiAlt 3.853 2.666 Inf 1 1.949 0.0513  
## PF/SN/HiAlt / PF/CN/HiAlt 5.253 3.693 Inf 1 2.359 0.0183  
## PF/MN/HiAlt / PF/CN/HiAlt 3.478 2.383 Inf 1 1.819 0.0689  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(proenvframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 2.66 | 3.86 | Inf | 1 | 0.67 | 0.500 |
| Effect of Conv (Low / High alt) | 0.14 | 0.16 | Inf | 1 | -1.69 | 0.091 |
| Effect of SN (Low / High alt) | 0.13 | 0.15 | Inf | 1 | -1.74 | 0.082 |
| Effect of MN (Low / High alt) | 0.18 | 0.19 | Inf | 1 | -1.58 | 0.113 |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 2.66 | 3.86 | Inf | 0.15 | 45.76 |
| Effect of Conv (Low / High alt) | 0.14 | 0.16 | Inf | 0.01 | 1.37 |
| Effect of SN (Low / High alt) | 0.13 | 0.15 | Inf | 0.01 | 1.30 |
| Effect of MN (Low / High alt) | 0.18 | 0.19 | Inf | 0.02 | 1.51 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("SF/DN/LowAlt - SF/CN/LowAlt" = sf\_dn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/Conv/LowAlt - SF/CN/LowAlt" = sf\_conv\_low\_alt - sf\_cn\_low\_alt,  
 "SF/SN/LowAlt - SF/CN/LowAlt" = sf\_sn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/MN/LowAlt - SF/CN/LowAlt" = sf\_mn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/DN/HiAlt - SF/CN/HiAlt" = sf\_dn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/Conv/HiAlt - SF/CN/HiAlt" = sf\_conv\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/SN/HiAlt - SF/CN/HiAlt" = sf\_sn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/MN/HiAlt - SF/CN/HiAlt" = sf\_mn\_hi\_alt - sf\_cn\_hi\_alt),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowAlt / SF/CN/LowAlt | 4.51 | 3.76 | Inf | 1 | 1.81 | 0.071 |
| SF/Conv/LowAlt / SF/CN/LowAlt | 1.99 | 1.84 | Inf | 1 | 0.75 | 0.455 |
| SF/SN/LowAlt / SF/CN/LowAlt | 2.75 | 2.65 | Inf | 1 | 1.05 | 0.293 |
| SF/MN/LowAlt / SF/CN/LowAlt | 4.84 | 4.10 | Inf | 1 | 1.86 | 0.062 |
| SF/DN/HiAlt / SF/CN/HiAlt | 0.61 | 0.47 | Inf | 1 | -0.65 | 0.518 |
| SF/Conv/HiAlt / SF/CN/HiAlt | 0.72 | 0.57 | Inf | 1 | -0.42 | 0.678 |
| SF/SN/HiAlt / SF/CN/HiAlt | 0.65 | 0.55 | Inf | 1 | -0.50 | 0.614 |
| SF/MN/HiAlt / SF/CN/HiAlt | 0.53 | 0.41 | Inf | 1 | -0.82 | 0.412 |

# confidence intervals  
selfenhframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowAlt / SF/CN/LowAlt | 4.51 | 3.76 | Inf | 0.88 | 23.07 |
| SF/Conv/LowAlt / SF/CN/LowAlt | 1.99 | 1.84 | Inf | 0.33 | 12.13 |
| SF/SN/LowAlt / SF/CN/LowAlt | 2.75 | 2.65 | Inf | 0.42 | 18.20 |
| SF/MN/LowAlt / SF/CN/LowAlt | 4.84 | 4.10 | Inf | 0.92 | 25.47 |
| SF/DN/HiAlt / SF/CN/HiAlt | 0.61 | 0.47 | Inf | 0.14 | 2.74 |
| SF/Conv/HiAlt / SF/CN/HiAlt | 0.72 | 0.57 | Inf | 0.16 | 3.35 |
| SF/SN/HiAlt / SF/CN/HiAlt | 0.65 | 0.55 | Inf | 0.13 | 3.41 |
| SF/MN/HiAlt / SF/CN/HiAlt | 0.53 | 0.41 | Inf | 0.11 | 2.43 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_alt

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowAlt / SF/CN/LowAlt 4.509 3.756 Inf 1 1.808 0.0706  
## SF/Conv/LowAlt / SF/CN/LowAlt 1.991 1.836 Inf 1 0.747 0.4552  
## SF/SN/LowAlt / SF/CN/LowAlt 2.754 2.653 Inf 1 1.052 0.2930  
## SF/MN/LowAlt / SF/CN/LowAlt 4.844 4.102 Inf 1 1.863 0.0624  
## SF/DN/HiAlt / SF/CN/HiAlt 0.609 0.467 Inf 1 -0.647 0.5177  
## SF/Conv/HiAlt / SF/CN/HiAlt 0.722 0.566 Inf 1 -0.415 0.6779  
## SF/SN/HiAlt / SF/CN/HiAlt 0.654 0.551 Inf 1 -0.504 0.6140  
## SF/MN/HiAlt / SF/CN/HiAlt 0.527 0.411 Inf 1 -0.821 0.4115  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(selfenhframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 7.40 | 10.46 | Inf | 1 | 1.42 | 0.156 |
| Effect of Conv (Low / High alt) | 2.76 | 4.16 | Inf | 1 | 0.67 | 0.502 |
| Effect of SN (Low / High alt) | 4.21 | 6.84 | Inf | 1 | 0.89 | 0.376 |
| Effect of MN (Low / High alt) | 9.19 | 13.10 | Inf | 1 | 1.56 | 0.120 |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 7.40 | 10.46 | Inf | 0.46 | 117.97 |
| Effect of Conv (Low / High alt) | 2.76 | 4.16 | Inf | 0.14 | 53.07 |
| Effect of SN (Low / High alt) | 4.21 | 6.84 | Inf | 0.17 | 101.51 |
| Effect of MN (Low / High alt) | 9.19 | 13.10 | Inf | 0.56 | 150.36 |

## Egoistic values

### Overall effect

Storing low (-1SD) and high (+1SD) egoistic values

sd\_below <- mean(average\_df$egoistic\_center) - sd(average\_df$egoistic\_center)  
  
sd\_above <- mean(average\_df$egoistic\_center) + sd(average\_df$egoistic\_center)

EMM for low and high ego

# emmeans  
atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ egoistic\_center, at = atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| egoistic\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| -0.92 | 0.63 | 0.03 | Inf | 0.57 | 0.68 |
| 0.92 | 0.31 | 0.02 | Inf | 0.26 | 0.35 |

Compare EMM for low and high ego

# custom contrast  
low\_ego <- c(1,0)  
hi\_ego <- c(0,1)  
  
# compare  
effect\_ego <- contrast(emms, method = list("High ego - Low ego" = hi\_ego - low\_ego), adjust = "none")  
effect\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| High ego / Low ego | 0.26 | 0.05 | Inf | 1 | -7.29 | 0 |

# confidence intervals  
effect\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| High ego / Low ego | 0.26 | 0.05 | Inf | 0.18 | 0.38 |

### Framing Condition

EMM for low vs high ego in each framing

atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ egoistic\_center\*framing\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| egoistic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.92 | control\_framing | 0.51 | 0.05 | Inf | 0.41 | 0.60 |
| 0.92 | control\_framing | 0.31 | 0.04 | Inf | 0.24 | 0.40 |
| -0.92 | pro\_env\_framing | 0.71 | 0.04 | Inf | 0.62 | 0.79 |
| 0.92 | pro\_env\_framing | 0.37 | 0.04 | Inf | 0.29 | 0.45 |
| -0.92 | self\_enh\_framing | 0.65 | 0.05 | Inf | 0.55 | 0.73 |
| 0.92 | self\_enh\_framing | 0.25 | 0.04 | Inf | 0.18 | 0.33 |

Compare EMMs for low vs high ego in each framing

# custom contrasts  
control\_low\_ego <- c(1,0,0,0,0,0)  
control\_hi\_ego <- c(0,1,0,0,0,0)  
proenv\_low\_ego <- c(0,0,1,0,0,0)  
proenv\_hi\_ego <- c(0,0,0,1,0,0)  
selfenh\_low\_ego <- c(0,0,0,0,1,0)  
self\_enh\_hi\_ego <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_ego <- contrast(emms, method = list("Control: High ego - Low ego" = control\_hi\_ego - control\_low\_ego,  
 "Pro-env: High ego - Low ego" = proenv\_hi\_ego - proenv\_low\_ego,  
 "Self-enh: High ego - Low ego" = self\_enh\_hi\_ego - selfenh\_low\_ego), adjust = "none")  
effect\_frame\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High ego / Low ego | 0.44 | 0.13 | Inf | 1 | -2.77 | 0.006 |
| Pro-env: High ego / Low ego | 0.23 | 0.07 | Inf | 1 | -4.79 | 0.000 |
| Self-enh: High ego / Low ego | 0.18 | 0.06 | Inf | 1 | -5.30 | 0.000 |

# confidence intervals  
effect\_frame\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High ego / Low ego | 0.44 | 0.13 | Inf | 0.25 | 0.79 |
| Pro-env: High ego / Low ego | 0.23 | 0.07 | Inf | 0.13 | 0.42 |
| Self-enh: High ego / Low ego | 0.18 | 0.06 | Inf | 0.09 | 0.34 |

### Norm Condition

EMM for low vs high ego in each norm

atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ egoistic\_center\*norm\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| egoistic\_center | norm\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.92 | control\_norm | 0.58 | 0.06 | Inf | 0.47 | 0.69 |
| 0.92 | control\_norm | 0.27 | 0.05 | Inf | 0.18 | 0.39 |
| -0.92 | descriptive\_norm | 0.64 | 0.07 | Inf | 0.50 | 0.76 |
| 0.92 | descriptive\_norm | 0.34 | 0.06 | Inf | 0.24 | 0.45 |
| -0.92 | convention\_norm | 0.64 | 0.05 | Inf | 0.53 | 0.74 |
| 0.92 | convention\_norm | 0.28 | 0.05 | Inf | 0.19 | 0.39 |
| -0.92 | social\_norm | 0.59 | 0.06 | Inf | 0.47 | 0.70 |
| 0.92 | social\_norm | 0.35 | 0.05 | Inf | 0.26 | 0.46 |
| -0.92 | moral\_norm | 0.67 | 0.06 | Inf | 0.54 | 0.78 |
| 0.92 | moral\_norm | 0.29 | 0.05 | Inf | 0.20 | 0.40 |

Compare EMMs for low vs high ego in each framing

# custom contrasts  
control\_low\_ego <- c(1,rep(0,9))  
control\_hi\_ego <- c(0,1,rep(0,8))  
dn\_low\_ego <- c(0,0,1,rep(0,7))  
dn\_hi\_ego <- c(0,0,0,1,rep(0,6))  
conv\_low\_ego <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_ego <- c(rep(0,5),1,rep(0,4))  
sn\_low\_ego <- c(rep(0,6),1,0,0,0)  
sn\_hi\_ego <- c(rep(0,7),1,0,0)  
mn\_low\_ego <- c(rep(0,8),1,0)  
mn\_hi\_ego <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_ego <- contrast(emms, method = list("Control: High ego - Low ego" = control\_hi\_ego - control\_low\_ego,  
 "DN: High ego - Low ego" = dn\_hi\_ego - dn\_low\_ego,  
 "Conv: High ego - Low ego" = conv\_hi\_ego - conv\_low\_ego,  
 "SN: High ego - Low ego" = sn\_hi\_ego - sn\_low\_ego,  
 "MN: High ego - Low ego" = mn\_hi\_ego - mn\_low\_ego), adjust = "none")  
effect\_norm\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High ego / Low ego | 0.27 | 0.10 | Inf | 1 | -3.36 | 0.001 |
| DN: High ego / Low ego | 0.29 | 0.12 | Inf | 1 | -2.88 | 0.004 |
| Conv: High ego / Low ego | 0.21 | 0.08 | Inf | 1 | -4.15 | 0.000 |
| SN: High ego / Low ego | 0.38 | 0.14 | Inf | 1 | -2.62 | 0.009 |
| MN: High ego / Low ego | 0.20 | 0.08 | Inf | 1 | -3.80 | 0.000 |

# confidence intervals  
effect\_norm\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High ego / Low ego | 0.27 | 0.10 | Inf | 0.12 | 0.58 |
| DN: High ego / Low ego | 0.29 | 0.12 | Inf | 0.12 | 0.67 |
| Conv: High ego / Low ego | 0.21 | 0.08 | Inf | 0.10 | 0.44 |
| SN: High ego / Low ego | 0.38 | 0.14 | Inf | 0.19 | 0.79 |
| MN: High ego / Low ego | 0.20 | 0.08 | Inf | 0.09 | 0.46 |

Is the difference between Control Norm and Other Norm different for people low vs high on egoistic values? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Ego x Framing

sd\_below <- mean(average\_df$egoistic\_center) - sd(average\_df$egoistic\_center)  
sd\_above <- mean(average\_df$egoistic\_center) + sd(average\_df$egoistic\_center)  
  
at\_list <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, egoistic\_center ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Egoistic Values", breaks = c(-0.91717706890615, 0.917177068906151), labels = c("-1SD Egoistic", "+1SD Egoistic"), values = c("#00BFC4","#C77CFF"))
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#### Ego x Norm

emmip(log\_mice, egoistic\_center ~ norm\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Egoistic Values", breaks = c(-0.91717706890615, 0.917177068906151), labels = c("-1SD Egoistic", "+1SD Egoistic"), values = c("#00BFC4","#C77CFF"))
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#### Ego, Norm, Framing

emmip(log\_mice, egoistic\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Egoistic Values", breaks = c(-0.91717706890615, 0.917177068906151), labels = c("-1SD Egoistic", "+1SD Egoistic"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) egoistic values

sd\_below <- mean(average\_df$egoistic\_center) - sd(average\_df$egoistic\_center)  
sd\_above <- mean(average\_df$egoistic\_center) + sd(average\_df$egoistic\_center)

#### Calculate EM Means at low and high ego

atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*egoistic\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | egoistic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.92 | control\_framing | 0.49 | 0.08 | Inf | 0.33 | 0.65 |
| descriptive\_norm | -0.92 | control\_framing | 0.36 | 0.10 | Inf | 0.19 | 0.57 |
| convention\_norm | -0.92 | control\_framing | 0.63 | 0.10 | Inf | 0.43 | 0.79 |
| social\_norm | -0.92 | control\_framing | 0.42 | 0.08 | Inf | 0.27 | 0.59 |
| moral\_norm | -0.92 | control\_framing | 0.63 | 0.12 | Inf | 0.37 | 0.83 |
| control\_norm | 0.92 | control\_framing | 0.42 | 0.10 | Inf | 0.24 | 0.62 |
| descriptive\_norm | 0.92 | control\_framing | 0.35 | 0.09 | Inf | 0.19 | 0.55 |
| convention\_norm | 0.92 | control\_framing | 0.25 | 0.08 | Inf | 0.12 | 0.45 |
| social\_norm | 0.92 | control\_framing | 0.32 | 0.08 | Inf | 0.18 | 0.49 |
| moral\_norm | 0.92 | control\_framing | 0.24 | 0.09 | Inf | 0.10 | 0.46 |
| control\_norm | -0.92 | pro\_env\_framing | 0.60 | 0.09 | Inf | 0.41 | 0.76 |
| descriptive\_norm | -0.92 | pro\_env\_framing | 0.78 | 0.10 | Inf | 0.54 | 0.92 |
| convention\_norm | -0.92 | pro\_env\_framing | 0.71 | 0.09 | Inf | 0.51 | 0.85 |
| social\_norm | -0.92 | pro\_env\_framing | 0.75 | 0.09 | Inf | 0.54 | 0.88 |
| moral\_norm | -0.92 | pro\_env\_framing | 0.72 | 0.09 | Inf | 0.50 | 0.86 |
| control\_norm | 0.92 | pro\_env\_framing | 0.29 | 0.08 | Inf | 0.16 | 0.48 |
| descriptive\_norm | 0.92 | pro\_env\_framing | 0.43 | 0.09 | Inf | 0.26 | 0.62 |
| convention\_norm | 0.92 | pro\_env\_framing | 0.34 | 0.10 | Inf | 0.18 | 0.54 |
| social\_norm | 0.92 | pro\_env\_framing | 0.43 | 0.11 | Inf | 0.24 | 0.64 |
| moral\_norm | 0.92 | pro\_env\_framing | 0.34 | 0.09 | Inf | 0.20 | 0.53 |
| control\_norm | -0.92 | self\_enh\_framing | 0.65 | 0.11 | Inf | 0.42 | 0.83 |
| descriptive\_norm | -0.92 | self\_enh\_framing | 0.73 | 0.09 | Inf | 0.52 | 0.88 |
| convention\_norm | -0.92 | self\_enh\_framing | 0.59 | 0.10 | Inf | 0.40 | 0.76 |
| social\_norm | -0.92 | self\_enh\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.75 |
| moral\_norm | -0.92 | self\_enh\_framing | 0.67 | 0.10 | Inf | 0.46 | 0.83 |
| control\_norm | 0.92 | self\_enh\_framing | 0.15 | 0.07 | Inf | 0.06 | 0.33 |
| descriptive\_norm | 0.92 | self\_enh\_framing | 0.25 | 0.09 | Inf | 0.11 | 0.46 |
| convention\_norm | 0.92 | self\_enh\_framing | 0.25 | 0.08 | Inf | 0.12 | 0.44 |
| social\_norm | 0.92 | self\_enh\_framing | 0.31 | 0.09 | Inf | 0.17 | 0.50 |
| moral\_norm | 0.92 | self\_enh\_framing | 0.29 | 0.09 | Inf | 0.15 | 0.50 |

### Custom contrasts

cf\_cn\_low\_ego <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_ego <- c(0,1,rep(0,28))  
cf\_conv\_low\_ego <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_ego <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_ego <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_ego <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_ego <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_ego <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_ego <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_ego <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_ego <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_ego <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_ego <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_ego <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_ego <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_ego <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_ego <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_ego <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_ego <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_ego <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_ego <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_ego <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_ego <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_ego <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_ego <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_ego <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_ego <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_ego <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_ego <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_ego <- c(rep(0,29),1)

Effect of norm for people low vs high on egoistic values across framing conditions

#### Control framing

controlframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("CF/DN/LowEgo - CF/CN/LowEgo" = cf\_dn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/Conv/LowEgo - CF/CN/LowEgo" = cf\_conv\_low\_ego - cf\_cn\_low\_ego,  
 "CF/SN/LowEgo - CF/CN/LowEgo" = cf\_sn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/MN/LowEgo - CF/CN/LowEgo" = cf\_mn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/DN/HiEgo - CF/CN/HiEgo" = cf\_dn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/Conv/HiEgo - CF/CN/HiEgo" = cf\_conv\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/SN/HiEgo - CF/CN/HiEgo" = cf\_sn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/MN/HiEgo - CF/CN/HiEgo" = cf\_mn\_hi\_ego - cf\_cn\_hi\_ego),   
 adjust = "none")  
  
controlframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowEgo / CF/CN/LowEgo | 0.57 | 0.32 | Inf | 1 | -1.00 | 0.319 |
| CF/Conv/LowEgo / CF/CN/LowEgo | 1.72 | 0.91 | Inf | 1 | 1.03 | 0.303 |
| CF/SN/LowEgo / CF/CN/LowEgo | 0.75 | 0.36 | Inf | 1 | -0.61 | 0.544 |
| CF/MN/LowEgo / CF/CN/LowEgo | 1.74 | 1.10 | Inf | 1 | 0.87 | 0.382 |
| CF/DN/HiEgo / CF/CN/HiEgo | 0.75 | 0.45 | Inf | 1 | -0.48 | 0.630 |
| CF/Conv/HiEgo / CF/CN/HiEgo | 0.47 | 0.29 | Inf | 1 | -1.23 | 0.218 |
| CF/SN/HiEgo / CF/CN/HiEgo | 0.64 | 0.36 | Inf | 1 | -0.78 | 0.436 |
| CF/MN/HiEgo / CF/CN/HiEgo | 0.44 | 0.30 | Inf | 1 | -1.22 | 0.223 |

# confidence intervals  
controlframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowEgo / CF/CN/LowEgo | 0.57 | 0.32 | Inf | 0.19 | 1.71 |
| CF/Conv/LowEgo / CF/CN/LowEgo | 1.72 | 0.91 | Inf | 0.61 | 4.83 |
| CF/SN/LowEgo / CF/CN/LowEgo | 0.75 | 0.36 | Inf | 0.29 | 1.91 |
| CF/MN/LowEgo / CF/CN/LowEgo | 1.74 | 1.10 | Inf | 0.50 | 6.03 |
| CF/DN/HiEgo / CF/CN/HiEgo | 0.75 | 0.45 | Inf | 0.23 | 2.41 |
| CF/Conv/HiEgo / CF/CN/HiEgo | 0.47 | 0.29 | Inf | 0.14 | 1.57 |
| CF/SN/HiEgo / CF/CN/HiEgo | 0.64 | 0.36 | Inf | 0.21 | 1.95 |
| CF/MN/HiEgo / CF/CN/HiEgo | 0.44 | 0.30 | Inf | 0.12 | 1.65 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_ego

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowEgo / CF/CN/LowEgo 0.574 0.320 Inf 1 -0.997 0.3190  
## CF/Conv/LowEgo / CF/CN/LowEgo 1.721 0.907 Inf 1 1.031 0.3025  
## CF/SN/LowEgo / CF/CN/LowEgo 0.749 0.357 Inf 1 -0.607 0.5440  
## CF/MN/LowEgo / CF/CN/LowEgo 1.740 1.103 Inf 1 0.874 0.3820  
## CF/DN/HiEgo / CF/CN/HiEgo 0.750 0.447 Inf 1 -0.482 0.6298  
## CF/Conv/HiEgo / CF/CN/HiEgo 0.468 0.288 Inf 1 -1.232 0.2181  
## CF/SN/HiEgo / CF/CN/HiEgo 0.644 0.363 Inf 1 -0.780 0.4355  
## CF/MN/HiEgo / CF/CN/HiEgo 0.437 0.297 Inf 1 -1.218 0.2231  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(controlframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.76 | 0.67 | Inf | 1 | -0.31 | 0.758 |
| Effect of Conv (Low / High ego) | 3.68 | 3.09 | Inf | 1 | 1.55 | 0.121 |
| Effect of SN (Low / High ego) | 1.16 | 0.90 | Inf | 1 | 0.20 | 0.845 |
| Effect of MN (Low / High ego) | 3.98 | 4.12 | Inf | 1 | 1.33 | 0.183 |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.76 | 0.67 | Inf | 0.14 | 4.22 |
| Effect of Conv (Low / High ego) | 3.68 | 3.09 | Inf | 0.71 | 19.07 |
| Effect of SN (Low / High ego) | 1.16 | 0.90 | Inf | 0.26 | 5.27 |
| Effect of MN (Low / High ego) | 3.98 | 4.12 | Inf | 0.52 | 30.34 |

#### Pro-environmental framing

proenvframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("PF/DN/LowEgo - PF/CN/LowEgo" = pf\_dn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/Conv/LowEgo - PF/CN/LowEgo" = pf\_conv\_low\_ego - pf\_cn\_low\_ego,  
 "PF/SN/LowEgo - PF/CN/LowEgo" = pf\_sn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/MN/LowEgo - PF/CN/LowEgo" = pf\_mn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/DN/HiEgo - PF/CN/HiEgo" = pf\_dn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/Conv/HiEgo - PF/CN/HiEgo" = pf\_conv\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/SN/HiEgo - PF/CN/HiEgo" = pf\_sn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/MN/HiEgo - PF/CN/HiEgo" = pf\_mn\_hi\_ego - pf\_cn\_hi\_ego),   
 adjust = "none")  
  
proenvframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowEgo / PF/CN/LowEgo | 2.42 | 1.64 | Inf | 1 | 1.30 | 0.194 |
| PF/Conv/LowEgo / PF/CN/LowEgo | 1.63 | 0.93 | Inf | 1 | 0.86 | 0.390 |
| PF/SN/LowEgo / PF/CN/LowEgo | 1.99 | 1.21 | Inf | 1 | 1.13 | 0.257 |
| PF/MN/LowEgo / PF/CN/LowEgo | 1.70 | 1.02 | Inf | 1 | 0.88 | 0.378 |
| PF/DN/HiEgo / PF/CN/HiEgo | 1.81 | 1.01 | Inf | 1 | 1.06 | 0.290 |
| PF/Conv/HiEgo / PF/CN/HiEgo | 1.25 | 0.73 | Inf | 1 | 0.37 | 0.708 |
| PF/SN/HiEgo / PF/CN/HiEgo | 1.82 | 1.09 | Inf | 1 | 1.01 | 0.314 |
| PF/MN/HiEgo / PF/CN/HiEgo | 1.26 | 0.71 | Inf | 1 | 0.42 | 0.674 |

# confidence intervals  
proenvframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowEgo / PF/CN/LowEgo | 2.42 | 1.64 | Inf | 0.64 | 9.16 |
| PF/Conv/LowEgo / PF/CN/LowEgo | 1.63 | 0.93 | Inf | 0.53 | 5.00 |
| PF/SN/LowEgo / PF/CN/LowEgo | 1.99 | 1.21 | Inf | 0.61 | 6.55 |
| PF/MN/LowEgo / PF/CN/LowEgo | 1.70 | 1.02 | Inf | 0.52 | 5.53 |
| PF/DN/HiEgo / PF/CN/HiEgo | 1.81 | 1.01 | Inf | 0.60 | 5.41 |
| PF/Conv/HiEgo / PF/CN/HiEgo | 1.25 | 0.73 | Inf | 0.39 | 3.95 |
| PF/SN/HiEgo / PF/CN/HiEgo | 1.82 | 1.09 | Inf | 0.57 | 5.87 |
| PF/MN/HiEgo / PF/CN/HiEgo | 1.26 | 0.71 | Inf | 0.42 | 3.78 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_ego

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowEgo / PF/CN/LowEgo 2.42 1.643 Inf 1 1.299 0.1938  
## PF/Conv/LowEgo / PF/CN/LowEgo 1.63 0.933 Inf 1 0.859 0.3903  
## PF/SN/LowEgo / PF/CN/LowEgo 1.99 1.210 Inf 1 1.134 0.2566  
## PF/MN/LowEgo / PF/CN/LowEgo 1.70 1.023 Inf 1 0.882 0.3779  
## PF/DN/HiEgo / PF/CN/HiEgo 1.81 1.011 Inf 1 1.058 0.2903  
## PF/Conv/HiEgo / PF/CN/HiEgo 1.25 0.734 Inf 1 0.374 0.7081  
## PF/SN/HiEgo / PF/CN/HiEgo 1.82 1.087 Inf 1 1.008 0.3136  
## PF/MN/HiEgo / PF/CN/HiEgo 1.26 0.707 Inf 1 0.421 0.6740  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(proenvframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 1.34 | 1.25 | Inf | 1 | 0.31 | 0.756 |
| Effect of Conv (Low / High ego) | 1.31 | 1.19 | Inf | 1 | 0.30 | 0.765 |
| Effect of SN (Low / High ego) | 1.09 | 1.00 | Inf | 1 | 0.10 | 0.923 |
| Effect of MN (Low / High ego) | 1.34 | 1.20 | Inf | 1 | 0.33 | 0.740 |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 1.34 | 1.25 | Inf | 0.21 | 8.38 |
| Effect of Conv (Low / High ego) | 1.31 | 1.19 | Inf | 0.22 | 7.74 |
| Effect of SN (Low / High ego) | 1.09 | 1.00 | Inf | 0.18 | 6.53 |
| Effect of MN (Low / High ego) | 1.34 | 1.20 | Inf | 0.24 | 7.68 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("SF/DN/LowEgo - SF/CN/LowEgo" = sf\_dn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/Conv/LowEgo - SF/CN/LowEgo" = sf\_conv\_low\_ego - sf\_cn\_low\_ego,  
 "SF/SN/LowEgo - SF/CN/LowEgo" = sf\_sn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/MN/LowEgo - SF/CN/LowEgo" = sf\_mn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/DN/HiEgo - SF/CN/HiEgo" = sf\_dn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/Conv/HiEgo - SF/CN/HiEgo" = sf\_conv\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/SN/HiEgo - SF/CN/HiEgo" = sf\_sn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/MN/HiEgo - SF/CN/HiEgo" = sf\_mn\_hi\_ego - sf\_cn\_hi\_ego),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowEgo / SF/CN/LowEgo | 1.45 | 1.00 | Inf | 1 | 0.54 | 0.586 |
| SF/Conv/LowEgo / SF/CN/LowEgo | 0.77 | 0.49 | Inf | 1 | -0.41 | 0.682 |
| SF/SN/LowEgo / SF/CN/LowEgo | 0.69 | 0.45 | Inf | 1 | -0.57 | 0.569 |
| SF/MN/LowEgo / SF/CN/LowEgo | 1.09 | 0.72 | Inf | 1 | 0.13 | 0.897 |
| SF/DN/HiEgo / SF/CN/HiEgo | 1.89 | 1.35 | Inf | 1 | 0.89 | 0.374 |
| SF/Conv/HiEgo / SF/CN/HiEgo | 1.86 | 1.29 | Inf | 1 | 0.90 | 0.367 |
| SF/SN/HiEgo / SF/CN/HiEgo | 2.61 | 1.75 | Inf | 1 | 1.44 | 0.151 |
| SF/MN/HiEgo / SF/CN/HiEgo | 2.34 | 1.63 | Inf | 1 | 1.22 | 0.221 |

# confidence intervals  
selfenhframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowEgo / SF/CN/LowEgo | 1.45 | 1.00 | Inf | 0.38 | 5.60 |
| SF/Conv/LowEgo / SF/CN/LowEgo | 0.77 | 0.49 | Inf | 0.22 | 2.66 |
| SF/SN/LowEgo / SF/CN/LowEgo | 0.69 | 0.45 | Inf | 0.19 | 2.49 |
| SF/MN/LowEgo / SF/CN/LowEgo | 1.09 | 0.72 | Inf | 0.30 | 3.98 |
| SF/DN/HiEgo / SF/CN/HiEgo | 1.89 | 1.35 | Inf | 0.46 | 7.67 |
| SF/Conv/HiEgo / SF/CN/HiEgo | 1.86 | 1.29 | Inf | 0.48 | 7.20 |
| SF/SN/HiEgo / SF/CN/HiEgo | 2.61 | 1.75 | Inf | 0.70 | 9.71 |
| SF/MN/HiEgo / SF/CN/HiEgo | 2.34 | 1.63 | Inf | 0.60 | 9.18 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_ego

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowEgo / SF/CN/LowEgo 1.455 1.001 Inf 1 0.545 0.5859  
## SF/Conv/LowEgo / SF/CN/LowEgo 0.772 0.488 Inf 1 -0.410 0.6820  
## SF/SN/LowEgo / SF/CN/LowEgo 0.688 0.452 Inf 1 -0.569 0.5691  
## SF/MN/LowEgo / SF/CN/LowEgo 1.089 0.719 Inf 1 0.130 0.8969  
## SF/DN/HiEgo / SF/CN/HiEgo 1.888 1.351 Inf 1 0.888 0.3744  
## SF/Conv/HiEgo / SF/CN/HiEgo 1.863 1.285 Inf 1 0.901 0.3674  
## SF/SN/HiEgo / SF/CN/HiEgo 2.615 1.750 Inf 1 1.436 0.1509  
## SF/MN/HiEgo / SF/CN/HiEgo 2.344 1.633 Inf 1 1.223 0.2214  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(selfenhframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.77 | 0.91 | Inf | 1 | -0.22 | 0.826 |
| Effect of Conv (Low / High ego) | 0.41 | 0.43 | Inf | 1 | -0.84 | 0.401 |
| Effect of SN (Low / High ego) | 0.26 | 0.28 | Inf | 1 | -1.27 | 0.206 |
| Effect of MN (Low / High ego) | 0.46 | 0.51 | Inf | 1 | -0.69 | 0.489 |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.77 | 0.91 | Inf | 0.08 | 7.86 |
| Effect of Conv (Low / High ego) | 0.41 | 0.43 | Inf | 0.05 | 3.24 |
| Effect of SN (Low / High ego) | 0.26 | 0.28 | Inf | 0.03 | 2.08 |
| Effect of MN (Low / High ego) | 0.46 | 0.51 | Inf | 0.05 | 4.07 |

## Hedonic values

### Overall effect

Storing low (-1SD) and high (+1SD) hedonic values

sd\_below <- mean(average\_df$hedonic\_center) - sd(average\_df$hedonic\_center)  
  
sd\_above <- mean(average\_df$hedonic\_center) + sd(average\_df$hedonic\_center)

EMM for low and high hed

# emmeans  
atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ hedonic\_center, at = atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| hedonic\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| -0.79 | 0.46 | 0.03 | Inf | 0.40 | 0.52 |
| 0.79 | 0.46 | 0.03 | Inf | 0.41 | 0.52 |

Compare EMM for low and high hed

# custom contrast  
low\_hed <- c(1,0)  
hi\_hed <- c(0,1)  
  
# compare  
effect\_hed <- contrast(emms, method = list("High hed - Low hed" = hi\_hed - low\_hed), adjust = "none")  
effect\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| High hed / Low hed | 1.01 | 0.19 | Inf | 1 | 0.07 | 0.948 |

# confidence intervals  
effect\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| High hed / Low hed | 1.01 | 0.19 | Inf | 0.7 | 1.47 |

### Framing Condition

EMM for low vs high hed in each framing

atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ hedonic\_center\*framing\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 6)

| hedonic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.790767 | control\_framing | 0.381781 | 0.050041 | Inf | 0.289557 | 0.483392 |
| 0.790767 | control\_framing | 0.428985 | 0.046844 | Inf | 0.340559 | 0.522189 |
| -0.790767 | pro\_env\_framing | 0.542935 | 0.050282 | Inf | 0.443995 | 0.638600 |
| 0.790767 | pro\_env\_framing | 0.547808 | 0.052193 | Inf | 0.444938 | 0.646749 |
| -0.790767 | self\_enh\_framing | 0.457154 | 0.052171 | Inf | 0.358048 | 0.559772 |
| 0.790767 | self\_enh\_framing | 0.413447 | 0.050762 | Inf | 0.318647 | 0.515127 |

Compare EMMs for low vs high hed in each framing

# custom contrasts  
control\_low\_hed <- c(1,0,0,0,0,0)  
control\_hi\_hed <- c(0,1,0,0,0,0)  
proenv\_low\_hed <- c(0,0,1,0,0,0)  
proenv\_hi\_hed <- c(0,0,0,1,0,0)  
selfenh\_low\_hed <- c(0,0,0,0,1,0)  
self\_enh\_hi\_hed <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_hed <- contrast(emms, method = list("Control: High hed - Low hed" = control\_hi\_hed - control\_low\_hed,  
 "Pro-env: High hed - Low hed" = proenv\_hi\_hed - proenv\_low\_hed,  
 "Self-enh: High hed - Low hed" = self\_enh\_hi\_hed - selfenh\_low\_hed), adjust = "none")  
effect\_frame\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High hed / Low hed | 1.22 | 0.39 | Inf | 1 | 0.62 | 0.536 |
| Pro-env: High hed / Low hed | 1.02 | 0.34 | Inf | 1 | 0.06 | 0.952 |
| Self-enh: High hed / Low hed | 0.84 | 0.28 | Inf | 1 | -0.53 | 0.599 |

# confidence intervals  
effect\_frame\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High hed / Low hed | 1.22 | 0.39 | Inf | 0.65 | 2.26 |
| Pro-env: High hed / Low hed | 1.02 | 0.34 | Inf | 0.54 | 1.94 |
| Self-enh: High hed / Low hed | 0.84 | 0.28 | Inf | 0.43 | 1.62 |

### Norm Condition

EMM for low vs high hed in each norm

atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ hedonic\_center\*norm\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| hedonic\_center | norm\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.79 | control\_norm | 0.38 | 0.07 | Inf | 0.26 | 0.52 |
| 0.79 | control\_norm | 0.46 | 0.06 | Inf | 0.35 | 0.58 |
| -0.79 | descriptive\_norm | 0.46 | 0.07 | Inf | 0.33 | 0.59 |
| 0.79 | descriptive\_norm | 0.52 | 0.07 | Inf | 0.38 | 0.65 |
| -0.79 | convention\_norm | 0.45 | 0.07 | Inf | 0.33 | 0.58 |
| 0.79 | convention\_norm | 0.46 | 0.06 | Inf | 0.34 | 0.58 |
| -0.79 | social\_norm | 0.51 | 0.07 | Inf | 0.39 | 0.64 |
| 0.79 | social\_norm | 0.42 | 0.06 | Inf | 0.30 | 0.55 |
| -0.79 | moral\_norm | 0.50 | 0.06 | Inf | 0.38 | 0.62 |
| 0.79 | moral\_norm | 0.46 | 0.06 | Inf | 0.34 | 0.58 |

Compare EMMs for low vs high hed in each framing

# custom contrasts  
control\_low\_hed <- c(1,rep(0,9))  
control\_hi\_hed <- c(0,1,rep(0,8))  
dn\_low\_hed <- c(0,0,1,rep(0,7))  
dn\_hi\_hed <- c(0,0,0,1,rep(0,6))  
conv\_low\_hed <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_hed <- c(rep(0,5),1,rep(0,4))  
sn\_low\_hed <- c(rep(0,6),1,0,0,0)  
sn\_hi\_hed <- c(rep(0,7),1,0,0)  
mn\_low\_hed <- c(rep(0,8),1,0)  
mn\_hi\_hed <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_hed <- contrast(emms, method = list("Control: High hed - Low hed" = control\_hi\_hed - control\_low\_hed,  
 "DN: High hed - Low hed" = dn\_hi\_hed - dn\_low\_hed,  
 "Conv: High hed - Low hed" = conv\_hi\_hed - conv\_low\_hed,  
 "SN: High hed - Low hed" = sn\_hi\_hed - sn\_low\_hed,  
 "MN: High hed - Low hed" = mn\_hi\_hed - mn\_low\_hed), adjust = "none")  
effect\_norm\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High hed / Low hed | 1.41 | 0.60 | Inf | 1 | 0.80 | 0.425 |
| DN: High hed / Low hed | 1.29 | 0.57 | Inf | 1 | 0.57 | 0.567 |
| Conv: High hed / Low hed | 1.00 | 0.41 | Inf | 1 | 0.01 | 0.995 |
| SN: High hed / Low hed | 0.69 | 0.29 | Inf | 1 | -0.86 | 0.388 |
| MN: High hed / Low hed | 0.84 | 0.34 | Inf | 1 | -0.42 | 0.672 |

# confidence intervals  
effect\_norm\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High hed / Low hed | 1.41 | 0.60 | Inf | 0.61 | 3.27 |
| DN: High hed / Low hed | 1.29 | 0.57 | Inf | 0.54 | 3.09 |
| Conv: High hed / Low hed | 1.00 | 0.41 | Inf | 0.45 | 2.23 |
| SN: High hed / Low hed | 0.69 | 0.29 | Inf | 0.30 | 1.59 |
| MN: High hed / Low hed | 0.84 | 0.34 | Inf | 0.39 | 1.85 |

Is the difference between Control Norm and Other Norm different for people low vs high on hedonic values? Does this vary across framing conditions?

### Visualizations

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Hed x Framing

sd\_below <- mean(average\_df$hedonic\_center) - sd(average\_df$hedonic\_center)  
sd\_above <- mean(average\_df$hedonic\_center) + sd(average\_df$hedonic\_center)  
  
at\_list <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, hedonic\_center ~ framing\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Hedonic Values", breaks = c(-0.790766915042502, 0.790766915042502), labels = c("-1SD Hedonic", "+1SD Hedonic"), values = c("#00BFC4","#C77CFF"))
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#### Hed x Norm

emmip(log\_mice, hedonic\_center ~ norm\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Hedonic Values", breaks = c(-0.790766915042502, 0.790766915042502), labels = c("-1SD Hedonic", "+1SD Hedonic"), values = c("#00BFC4","#C77CFF"))
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#### Hed, Norm, Framing

emmip(log\_mice, hedonic\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Hedonic Values", breaks = c(-0.790766915042502, 0.790766915042502), labels = c("-1SD Hedonic", "+1SD Hedonic"), values = c("#00BFC4","#C77CFF"))
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## Planned Comparisons

### Storing low (-1SD) and high (+1SD) hedonic values

sd\_below <- mean(average\_df$hedonic\_center) - sd(average\_df$hedonic\_center)  
sd\_above <- mean(average\_df$hedonic\_center) + sd(average\_df$hedonic\_center)

### Calculate EM Means at low and high hed

atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*hedonic\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | hedonic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.79 | control\_framing | 0.39 | 0.11 | Inf | 0.20 | 0.61 |
| descriptive\_norm | -0.79 | control\_framing | 0.33 | 0.10 | Inf | 0.17 | 0.55 |
| convention\_norm | -0.79 | control\_framing | 0.34 | 0.12 | Inf | 0.15 | 0.59 |
| social\_norm | -0.79 | control\_framing | 0.42 | 0.10 | Inf | 0.25 | 0.62 |
| moral\_norm | -0.79 | control\_framing | 0.43 | 0.13 | Inf | 0.22 | 0.68 |
| control\_norm | 0.79 | control\_framing | 0.53 | 0.09 | Inf | 0.35 | 0.70 |
| descriptive\_norm | 0.79 | control\_framing | 0.37 | 0.11 | Inf | 0.20 | 0.60 |
| convention\_norm | 0.79 | control\_framing | 0.53 | 0.10 | Inf | 0.33 | 0.72 |
| social\_norm | 0.79 | control\_framing | 0.32 | 0.08 | Inf | 0.18 | 0.50 |
| moral\_norm | 0.79 | control\_framing | 0.41 | 0.12 | Inf | 0.22 | 0.64 |
| control\_norm | -0.79 | pro\_env\_framing | 0.44 | 0.12 | Inf | 0.23 | 0.66 |
| descriptive\_norm | -0.79 | pro\_env\_framing | 0.67 | 0.10 | Inf | 0.45 | 0.84 |
| convention\_norm | -0.79 | pro\_env\_framing | 0.53 | 0.11 | Inf | 0.32 | 0.73 |
| social\_norm | -0.79 | pro\_env\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.76 |
| moral\_norm | -0.79 | pro\_env\_framing | 0.50 | 0.10 | Inf | 0.30 | 0.69 |
| control\_norm | 0.79 | pro\_env\_framing | 0.44 | 0.10 | Inf | 0.26 | 0.64 |
| descriptive\_norm | 0.79 | pro\_env\_framing | 0.57 | 0.13 | Inf | 0.31 | 0.79 |
| convention\_norm | 0.79 | pro\_env\_framing | 0.52 | 0.11 | Inf | 0.32 | 0.72 |
| social\_norm | 0.79 | pro\_env\_framing | 0.63 | 0.11 | Inf | 0.41 | 0.81 |
| moral\_norm | 0.79 | pro\_env\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.76 |
| control\_norm | -0.79 | self\_enh\_framing | 0.32 | 0.12 | Inf | 0.13 | 0.59 |
| descriptive\_norm | -0.79 | self\_enh\_framing | 0.37 | 0.11 | Inf | 0.19 | 0.59 |
| convention\_norm | -0.79 | self\_enh\_framing | 0.50 | 0.10 | Inf | 0.32 | 0.68 |
| social\_norm | -0.79 | self\_enh\_framing | 0.54 | 0.13 | Inf | 0.30 | 0.77 |
| moral\_norm | -0.79 | self\_enh\_framing | 0.57 | 0.09 | Inf | 0.39 | 0.73 |
| control\_norm | 0.79 | self\_enh\_framing | 0.42 | 0.11 | Inf | 0.22 | 0.64 |
| descriptive\_norm | 0.79 | self\_enh\_framing | 0.61 | 0.11 | Inf | 0.39 | 0.80 |
| convention\_norm | 0.79 | self\_enh\_framing | 0.32 | 0.11 | Inf | 0.16 | 0.55 |
| social\_norm | 0.79 | self\_enh\_framing | 0.33 | 0.11 | Inf | 0.16 | 0.57 |
| moral\_norm | 0.79 | self\_enh\_framing | 0.39 | 0.10 | Inf | 0.21 | 0.60 |

### Custom contrasts

cf\_cn\_low\_hed <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_hed <- c(0,1,rep(0,28))  
cf\_conv\_low\_hed <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_hed <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_hed <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_hed <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_hed <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_hed <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_hed <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_hed <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_hed <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_hed <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_hed <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_hed <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_hed <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_hed <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_hed <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_hed <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_hed <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_hed <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_hed <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_hed <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_hed <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_hed <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_hed <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_hed <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_hed <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_hed <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_hed <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_hed <- c(rep(0,29),1)

Effect of norm for people low vs high on hedonic values across framing conditions

#### Control framing

controlframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("CF/DN/LowHed - CF/CN/LowHed" = cf\_dn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/Conv/LowHed - CF/CN/LowHed" = cf\_conv\_low\_hed - cf\_cn\_low\_hed,  
 "CF/SN/LowHed - CF/CN/LowHed" = cf\_sn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/MN/LowHed - CF/CN/LowHed" = cf\_mn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/DN/HiHed - CF/CN/HiHed" = cf\_dn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/Conv/HiHed - CF/CN/HiHed" = cf\_conv\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/SN/HiHed - CF/CN/HiHed" = cf\_sn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/MN/HiHed - CF/CN/HiHed" = cf\_mn\_hi\_hed - cf\_cn\_hi\_hed),   
 adjust = "none")  
  
controlframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowHed / CF/CN/LowHed | 0.80 | 0.52 | Inf | 1 | -0.34 | 0.733 |
| CF/Conv/LowHed / CF/CN/LowHed | 0.81 | 0.56 | Inf | 1 | -0.31 | 0.759 |
| CF/SN/LowHed / CF/CN/LowHed | 1.17 | 0.71 | Inf | 1 | 0.26 | 0.798 |
| CF/MN/LowHed / CF/CN/LowHed | 1.21 | 0.83 | Inf | 1 | 0.28 | 0.783 |
| CF/DN/HiHed / CF/CN/HiHed | 0.54 | 0.32 | Inf | 1 | -1.05 | 0.295 |
| CF/Conv/HiHed / CF/CN/HiHed | 1.00 | 0.56 | Inf | 1 | 0.00 | 0.996 |
| CF/SN/HiHed / CF/CN/HiHed | 0.41 | 0.22 | Inf | 1 | -1.64 | 0.101 |
| CF/MN/HiHed / CF/CN/HiHed | 0.63 | 0.38 | Inf | 1 | -0.76 | 0.446 |

# confidence intervals  
controlframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowHed / CF/CN/LowHed | 0.80 | 0.52 | Inf | 0.22 | 2.86 |
| CF/Conv/LowHed / CF/CN/LowHed | 0.81 | 0.56 | Inf | 0.21 | 3.16 |
| CF/SN/LowHed / CF/CN/LowHed | 1.17 | 0.71 | Inf | 0.35 | 3.85 |
| CF/MN/LowHed / CF/CN/LowHed | 1.21 | 0.83 | Inf | 0.31 | 4.66 |
| CF/DN/HiHed / CF/CN/HiHed | 0.54 | 0.32 | Inf | 0.17 | 1.72 |
| CF/Conv/HiHed / CF/CN/HiHed | 1.00 | 0.56 | Inf | 0.33 | 2.99 |
| CF/SN/HiHed / CF/CN/HiHed | 0.41 | 0.22 | Inf | 0.14 | 1.19 |
| CF/MN/HiHed / CF/CN/HiHed | 0.63 | 0.38 | Inf | 0.19 | 2.07 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_hed

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowHed / CF/CN/LowHed 0.801 0.521 Inf 1 -0.341 0.7328  
## CF/Conv/LowHed / CF/CN/LowHed 0.808 0.562 Inf 1 -0.306 0.7593  
## CF/SN/LowHed / CF/CN/LowHed 1.168 0.710 Inf 1 0.256 0.7983  
## CF/MN/LowHed / CF/CN/LowHed 1.208 0.832 Inf 1 0.275 0.7833  
## CF/DN/HiHed / CF/CN/HiHed 0.537 0.319 Inf 1 -1.047 0.2949  
## CF/Conv/HiHed / CF/CN/HiHed 0.998 0.558 Inf 1 -0.004 0.9965  
## CF/SN/HiHed / CF/CN/HiHed 0.413 0.222 Inf 1 -1.642 0.1005  
## CF/MN/HiHed / CF/CN/HiHed 0.630 0.382 Inf 1 -0.762 0.4460  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(controlframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.49 | 1.47 | Inf | 1 | 0.40 | 0.686 |
| Effect of Conv (Low / High hed) | 0.81 | 0.80 | Inf | 1 | -0.21 | 0.832 |
| Effect of SN (Low / High hed) | 2.83 | 2.57 | Inf | 1 | 1.15 | 0.252 |
| Effect of MN (Low / High hed) | 1.92 | 1.95 | Inf | 1 | 0.64 | 0.522 |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.49 | 1.47 | Inf | 0.22 | 10.32 |
| Effect of Conv (Low / High hed) | 0.81 | 0.80 | Inf | 0.12 | 5.68 |
| Effect of SN (Low / High hed) | 2.83 | 2.57 | Inf | 0.48 | 16.73 |
| Effect of MN (Low / High hed) | 1.92 | 1.95 | Inf | 0.26 | 14.05 |

#### Pro-environmental framing

proenvframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("PF/DN/LowHed - PF/CN/LowHed" = pf\_dn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/Conv/LowHed - PF/CN/LowHed" = pf\_conv\_low\_hed - pf\_cn\_low\_hed,  
 "PF/SN/LowHed - PF/CN/LowHed" = pf\_sn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/MN/LowHed - PF/CN/LowHed" = pf\_mn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/DN/HiHed - PF/CN/HiHed" = pf\_dn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/Conv/HiHed - PF/CN/HiHed" = pf\_conv\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/SN/HiHed - PF/CN/HiHed" = pf\_sn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/MN/HiHed - PF/CN/HiHed" = pf\_mn\_hi\_hed - pf\_cn\_hi\_hed),   
 adjust = "none")  
  
proenvframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowHed / PF/CN/LowHed | 2.62 | 1.76 | Inf | 1 | 1.44 | 0.151 |
| PF/Conv/LowHed / PF/CN/LowHed | 1.48 | 0.97 | Inf | 1 | 0.60 | 0.551 |
| PF/SN/LowHed / PF/CN/LowHed | 1.72 | 1.12 | Inf | 1 | 0.83 | 0.404 |
| PF/MN/LowHed / PF/CN/LowHed | 1.28 | 0.81 | Inf | 1 | 0.40 | 0.692 |
| PF/DN/HiHed / PF/CN/HiHed | 1.67 | 1.13 | Inf | 1 | 0.76 | 0.449 |
| PF/Conv/HiHed / PF/CN/HiHed | 1.38 | 0.81 | Inf | 1 | 0.54 | 0.588 |
| PF/SN/HiHed / PF/CN/HiHed | 2.11 | 1.29 | Inf | 1 | 1.22 | 0.223 |
| PF/MN/HiHed / PF/CN/HiHed | 1.67 | 1.01 | Inf | 1 | 0.85 | 0.393 |

# confidence intervals  
proenvframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowHed / PF/CN/LowHed | 2.62 | 1.76 | Inf | 0.70 | 9.74 |
| PF/Conv/LowHed / PF/CN/LowHed | 1.48 | 0.97 | Inf | 0.41 | 5.37 |
| PF/SN/LowHed / PF/CN/LowHed | 1.72 | 1.12 | Inf | 0.48 | 6.15 |
| PF/MN/LowHed / PF/CN/LowHed | 1.28 | 0.81 | Inf | 0.37 | 4.42 |
| PF/DN/HiHed / PF/CN/HiHed | 1.67 | 1.13 | Inf | 0.44 | 6.29 |
| PF/Conv/HiHed / PF/CN/HiHed | 1.38 | 0.81 | Inf | 0.43 | 4.36 |
| PF/SN/HiHed / PF/CN/HiHed | 2.11 | 1.29 | Inf | 0.63 | 7.02 |
| PF/MN/HiHed / PF/CN/HiHed | 1.67 | 1.01 | Inf | 0.51 | 5.47 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_hed

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowHed / PF/CN/LowHed 2.62 1.755 Inf 1 1.436 0.1511  
## PF/Conv/LowHed / PF/CN/LowHed 1.48 0.973 Inf 1 0.597 0.5506  
## PF/SN/LowHed / PF/CN/LowHed 1.72 1.119 Inf 1 0.834 0.4041  
## PF/MN/LowHed / PF/CN/LowHed 1.28 0.810 Inf 1 0.397 0.6916  
## PF/DN/HiHed / PF/CN/HiHed 1.67 1.129 Inf 1 0.757 0.4493  
## PF/Conv/HiHed / PF/CN/HiHed 1.38 0.810 Inf 1 0.542 0.5879  
## PF/SN/HiHed / PF/CN/HiHed 2.11 1.294 Inf 1 1.219 0.2228  
## PF/MN/HiHed / PF/CN/HiHed 1.67 1.011 Inf 1 0.853 0.3934  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(proenvframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.57 | 1.68 | Inf | 1 | 0.42 | 0.673 |
| Effect of Conv (Low / High hed) | 1.08 | 1.09 | Inf | 1 | 0.07 | 0.942 |
| Effect of SN (Low / High hed) | 0.81 | 0.81 | Inf | 1 | -0.21 | 0.836 |
| Effect of MN (Low / High hed) | 0.77 | 0.75 | Inf | 1 | -0.27 | 0.787 |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.57 | 1.68 | Inf | 0.19 | 12.73 |
| Effect of Conv (Low / High hed) | 1.08 | 1.09 | Inf | 0.15 | 7.88 |
| Effect of SN (Low / High hed) | 0.81 | 0.81 | Inf | 0.12 | 5.68 |
| Effect of MN (Low / High hed) | 0.77 | 0.75 | Inf | 0.11 | 5.27 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("SF/DN/LowHed - SF/CN/LowHed" = sf\_dn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/Conv/LowHed - SF/CN/LowHed" = sf\_conv\_low\_hed - sf\_cn\_low\_hed,  
 "SF/SN/LowHed - SF/CN/LowHed" = sf\_sn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/MN/LowHed - SF/CN/LowHed" = sf\_mn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/DN/HiHed - SF/CN/HiHed" = sf\_dn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/Conv/HiHed - SF/CN/HiHed" = sf\_conv\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/SN/HiHed - SF/CN/HiHed" = sf\_sn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/MN/HiHed - SF/CN/HiHed" = sf\_mn\_hi\_hed - sf\_cn\_hi\_hed),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowHed / SF/CN/LowHed | 1.24 | 0.90 | Inf | 1 | 0.29 | 0.771 |
| SF/Conv/LowHed / SF/CN/LowHed | 2.14 | 1.46 | Inf | 1 | 1.11 | 0.266 |
| SF/SN/LowHed / SF/CN/LowHed | 2.56 | 1.97 | Inf | 1 | 1.22 | 0.221 |
| SF/MN/LowHed / SF/CN/LowHed | 2.84 | 1.94 | Inf | 1 | 1.53 | 0.126 |
| SF/DN/HiHed / SF/CN/HiHed | 2.22 | 1.44 | Inf | 1 | 1.23 | 0.220 |
| SF/Conv/HiHed / SF/CN/HiHed | 0.67 | 0.45 | Inf | 1 | -0.60 | 0.551 |
| SF/SN/HiHed / SF/CN/HiHed | 0.70 | 0.48 | Inf | 1 | -0.52 | 0.605 |
| SF/MN/HiHed / SF/CN/HiHed | 0.90 | 0.57 | Inf | 1 | -0.17 | 0.867 |

# confidence intervals  
selfenhframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowHed / SF/CN/LowHed | 1.24 | 0.90 | Inf | 0.30 | 5.17 |
| SF/Conv/LowHed / SF/CN/LowHed | 2.14 | 1.46 | Inf | 0.56 | 8.18 |
| SF/SN/LowHed / SF/CN/LowHed | 2.56 | 1.97 | Inf | 0.57 | 11.59 |
| SF/MN/LowHed / SF/CN/LowHed | 2.84 | 1.94 | Inf | 0.75 | 10.81 |
| SF/DN/HiHed / SF/CN/HiHed | 2.22 | 1.44 | Inf | 0.62 | 7.95 |
| SF/Conv/HiHed / SF/CN/HiHed | 0.67 | 0.45 | Inf | 0.18 | 2.49 |
| SF/SN/HiHed / SF/CN/HiHed | 0.70 | 0.48 | Inf | 0.18 | 2.68 |
| SF/MN/HiHed / SF/CN/HiHed | 0.90 | 0.57 | Inf | 0.26 | 3.12 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_hed

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowHed / SF/CN/LowHed 1.236 0.903 Inf 1 0.291 0.7714  
## SF/Conv/LowHed / SF/CN/LowHed 2.140 1.464 Inf 1 1.112 0.2662  
## SF/SN/LowHed / SF/CN/LowHed 2.565 1.974 Inf 1 1.224 0.2209  
## SF/MN/LowHed / SF/CN/LowHed 2.841 1.938 Inf 1 1.531 0.1259  
## SF/DN/HiHed / SF/CN/HiHed 2.221 1.445 Inf 1 1.227 0.2197  
## SF/Conv/HiHed / SF/CN/HiHed 0.672 0.448 Inf 1 -0.596 0.5514  
## SF/SN/HiHed / SF/CN/HiHed 0.702 0.480 Inf 1 -0.518 0.6045  
## SF/MN/HiHed / SF/CN/HiHed 0.899 0.571 Inf 1 -0.168 0.8669  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(selfenhframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 0.56 | 0.65 | Inf | 1 | -0.51 | 0.614 |
| Effect of Conv (Low / High hed) | 3.18 | 3.45 | Inf | 1 | 1.07 | 0.286 |
| Effect of SN (Low / High hed) | 3.66 | 4.44 | Inf | 1 | 1.07 | 0.286 |
| Effect of MN (Low / High hed) | 3.16 | 3.35 | Inf | 1 | 1.09 | 0.277 |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 0.56 | 0.65 | Inf | 0.06 | 5.41 |
| Effect of Conv (Low / High hed) | 3.18 | 3.45 | Inf | 0.38 | 26.68 |
| Effect of SN (Low / High hed) | 3.66 | 4.44 | Inf | 0.34 | 39.58 |
| Effect of MN (Low / High hed) | 3.16 | 3.35 | Inf | 0.40 | 25.18 |

## Ingroup Identification

### Overall effect

Storing low (-1SD) and high (+1SD) ingroup values

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

EMM for low and high ing

# emmeans  
atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ ingroup\_center, at = atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| ingroup\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| -1.01 | 0.46 | 0.03 | Inf | 0.41 | 0.51 |
| 1.01 | 0.46 | 0.03 | Inf | 0.41 | 0.51 |

Compare EMM for low and high ing

# custom contrast  
low\_ing <- c(1,0)  
hi\_ing <- c(0,1)  
  
# compare  
effect\_ing <- contrast(emms, method = list("High ing - Low ing" = hi\_ing - low\_ing), adjust = "none")  
effect\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| High ing / Low ing | 1.02 | 0.15 | Inf | 1 | 0.14 | 0.888 |

# confidence intervals  
effect\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| High ing / Low ing | 1.02 | 0.15 | Inf | 0.76 | 1.36 |

### Framing Condition

EMM for low vs high ing in each framing

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ ingroup\_center\*framing\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| ingroup\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -1.01 | control\_framing | 0.41 | 0.04 | Inf | 0.33 | 0.50 |
| 1.01 | control\_framing | 0.40 | 0.04 | Inf | 0.32 | 0.48 |
| -1.01 | pro\_env\_framing | 0.53 | 0.04 | Inf | 0.44 | 0.62 |
| 1.01 | pro\_env\_framing | 0.56 | 0.04 | Inf | 0.47 | 0.64 |
| -1.01 | self\_enh\_framing | 0.44 | 0.04 | Inf | 0.35 | 0.52 |
| 1.01 | self\_enh\_framing | 0.43 | 0.04 | Inf | 0.35 | 0.52 |

Compare EMMs for low vs high ing in each framing

# custom contrasts  
control\_low\_ing <- c(1,0,0,0,0,0)  
control\_hi\_ing <- c(0,1,0,0,0,0)  
proenv\_low\_ing <- c(0,0,1,0,0,0)  
proenv\_hi\_ing <- c(0,0,0,1,0,0)  
selfenh\_low\_ing <- c(0,0,0,0,1,0)  
self\_enh\_hi\_ing <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_ing <- contrast(emms, method = list("Control: High ing - Low ing" = control\_hi\_ing - control\_low\_ing,  
 "Pro-env: High ing - Low ing" = proenv\_hi\_ing - proenv\_low\_ing,  
 "Self-enh: High ing - Low ing" = self\_enh\_hi\_ing - selfenh\_low\_ing), adjust = "none")  
effect\_frame\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High ing / Low ing | 0.95 | 0.23 | Inf | 1 | -0.20 | 0.838 |
| Pro-env: High ing / Low ing | 1.12 | 0.28 | Inf | 1 | 0.45 | 0.651 |
| Self-enh: High ing / Low ing | 1.00 | 0.26 | Inf | 1 | -0.01 | 0.990 |

# confidence intervals  
effect\_frame\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High ing / Low ing | 0.95 | 0.23 | Inf | 0.59 | 1.53 |
| Pro-env: High ing / Low ing | 1.12 | 0.28 | Inf | 0.68 | 1.84 |
| Self-enh: High ing / Low ing | 1.00 | 0.26 | Inf | 0.60 | 1.66 |

### Norm Condition

EMM for low vs high ing in each norm

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(log\_mice, ~ ingroup\_center\*norm\_condition, at=atlist, type = "response")  
emms %>% knitr::kable(digits = 2)

| ingroup\_center | norm\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| -1.01 | control\_norm | 0.40 | 0.05 | Inf | 0.30 | 0.50 |
| 1.01 | control\_norm | 0.44 | 0.06 | Inf | 0.34 | 0.55 |
| -1.01 | descriptive\_norm | 0.48 | 0.06 | Inf | 0.37 | 0.60 |
| 1.01 | descriptive\_norm | 0.49 | 0.05 | Inf | 0.39 | 0.59 |
| -1.01 | convention\_norm | 0.46 | 0.06 | Inf | 0.35 | 0.58 |
| 1.01 | convention\_norm | 0.45 | 0.06 | Inf | 0.34 | 0.57 |
| -1.01 | social\_norm | 0.45 | 0.06 | Inf | 0.34 | 0.56 |
| 1.01 | social\_norm | 0.49 | 0.06 | Inf | 0.38 | 0.60 |
| -1.01 | moral\_norm | 0.50 | 0.06 | Inf | 0.39 | 0.62 |
| 1.01 | moral\_norm | 0.45 | 0.06 | Inf | 0.35 | 0.56 |

Compare EMMs for low vs high ing in each framing

# custom contrasts  
control\_low\_ing <- c(1,rep(0,9))  
control\_hi\_ing <- c(0,1,rep(0,8))  
dn\_low\_ing <- c(0,0,1,rep(0,7))  
dn\_hi\_ing <- c(0,0,0,1,rep(0,6))  
conv\_low\_ing <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_ing <- c(rep(0,5),1,rep(0,4))  
sn\_low\_ing <- c(rep(0,6),1,0,0,0)  
sn\_hi\_ing <- c(rep(0,7),1,0,0)  
mn\_low\_ing <- c(rep(0,8),1,0)  
mn\_hi\_ing <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_ing <- contrast(emms, method = list("Control: High ing - Low ing" = control\_hi\_ing - control\_low\_ing,  
 "DN: High ing - Low ing" = dn\_hi\_ing - dn\_low\_ing,  
 "Conv: High ing - Low ing" = conv\_hi\_ing - conv\_low\_ing,  
 "SN: High ing - Low ing" = sn\_hi\_ing - sn\_low\_ing,  
 "MN: High ing - Low ing" = mn\_hi\_ing - mn\_low\_ing), adjust = "none")  
effect\_norm\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control: High ing / Low ing | 1.21 | 0.37 | Inf | 1 | 0.63 | 0.531 |
| DN: High ing / Low ing | 1.02 | 0.33 | Inf | 1 | 0.07 | 0.948 |
| Conv: High ing / Low ing | 0.94 | 0.33 | Inf | 1 | -0.17 | 0.864 |
| SN: High ing / Low ing | 1.16 | 0.37 | Inf | 1 | 0.47 | 0.641 |
| MN: High ing / Low ing | 0.82 | 0.27 | Inf | 1 | -0.60 | 0.552 |

# confidence intervals  
effect\_norm\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control: High ing / Low ing | 1.21 | 0.37 | Inf | 0.66 | 2.21 |
| DN: High ing / Low ing | 1.02 | 0.33 | Inf | 0.54 | 1.92 |
| Conv: High ing / Low ing | 0.94 | 0.33 | Inf | 0.47 | 1.88 |
| SN: High ing / Low ing | 1.16 | 0.37 | Inf | 0.62 | 2.18 |
| MN: High ing / Low ing | 0.82 | 0.27 | Inf | 0.43 | 1.58 |

Exploratory Research Question 1: Is there a three-way interaction between in-group identification, framing condition, and norm-intervention condition?

Is the difference between Control Norm and Other Norm different for people low vs high on ingroup identification? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Ingroup x Framing

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)  
  
at\_list <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, ingroup\_center ~ framing\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Ingroup Identification", breaks = c(-1.01218644014995, 1.01218644014995), labels = c("-1SD Ingroup", "+1SD Ingroup"), values = c("#00BFC4","#C77CFF"))
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#### Ingroup x Norm

emmip(log\_mice, ingroup\_center ~ norm\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Ingroup Identification", breaks = c(-1.01218644014995, 1.01218644014995), labels = c("-1SD Ingroup", "+1SD Ingroup"), values = c("#00BFC4","#C77CFF"))
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#### Ingroup, Norm, Framing

emmip(log\_mice, ingroup\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Behaviors", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Ingroup Identification", breaks = c(-1.01218644014995, 1.01218644014995), labels = c("-1SD Ingroup", "+1SD Ingroup"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

#### Calculate EM Means at low and high ingroup

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*ingroup\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | control\_framing | 0.39 | 0.08 | Inf | 0.25 | 0.56 |
| descriptive\_norm | -1.01 | control\_framing | 0.32 | 0.10 | Inf | 0.16 | 0.54 |
| convention\_norm | -1.01 | control\_framing | 0.52 | 0.10 | Inf | 0.33 | 0.71 |
| social\_norm | -1.01 | control\_framing | 0.37 | 0.07 | Inf | 0.25 | 0.52 |
| moral\_norm | -1.01 | control\_framing | 0.45 | 0.11 | Inf | 0.26 | 0.66 |
| control\_norm | 1.01 | control\_framing | 0.52 | 0.09 | Inf | 0.34 | 0.69 |
| descriptive\_norm | 1.01 | control\_framing | 0.39 | 0.09 | Inf | 0.23 | 0.57 |
| convention\_norm | 1.01 | control\_framing | 0.34 | 0.09 | Inf | 0.19 | 0.54 |
| social\_norm | 1.01 | control\_framing | 0.36 | 0.08 | Inf | 0.22 | 0.53 |
| moral\_norm | 1.01 | control\_framing | 0.39 | 0.09 | Inf | 0.24 | 0.57 |
| control\_norm | -1.01 | pro\_env\_framing | 0.46 | 0.09 | Inf | 0.29 | 0.64 |
| descriptive\_norm | -1.01 | pro\_env\_framing | 0.62 | 0.10 | Inf | 0.42 | 0.79 |
| convention\_norm | -1.01 | pro\_env\_framing | 0.50 | 0.09 | Inf | 0.33 | 0.67 |
| social\_norm | -1.01 | pro\_env\_framing | 0.55 | 0.10 | Inf | 0.36 | 0.73 |
| moral\_norm | -1.01 | pro\_env\_framing | 0.52 | 0.10 | Inf | 0.33 | 0.71 |
| control\_norm | 1.01 | pro\_env\_framing | 0.42 | 0.10 | Inf | 0.25 | 0.62 |
| descriptive\_norm | 1.01 | pro\_env\_framing | 0.62 | 0.10 | Inf | 0.43 | 0.79 |
| convention\_norm | 1.01 | pro\_env\_framing | 0.56 | 0.09 | Inf | 0.38 | 0.72 |
| social\_norm | 1.01 | pro\_env\_framing | 0.64 | 0.09 | Inf | 0.44 | 0.80 |
| moral\_norm | 1.01 | pro\_env\_framing | 0.55 | 0.10 | Inf | 0.36 | 0.72 |
| control\_norm | -1.01 | self\_enh\_framing | 0.34 | 0.09 | Inf | 0.20 | 0.53 |
| descriptive\_norm | -1.01 | self\_enh\_framing | 0.52 | 0.09 | Inf | 0.34 | 0.69 |
| convention\_norm | -1.01 | self\_enh\_framing | 0.37 | 0.10 | Inf | 0.20 | 0.58 |
| social\_norm | -1.01 | self\_enh\_framing | 0.42 | 0.11 | Inf | 0.24 | 0.63 |
| moral\_norm | -1.01 | self\_enh\_framing | 0.54 | 0.10 | Inf | 0.35 | 0.71 |
| control\_norm | 1.01 | self\_enh\_framing | 0.39 | 0.09 | Inf | 0.23 | 0.58 |
| descriptive\_norm | 1.01 | self\_enh\_framing | 0.46 | 0.08 | Inf | 0.31 | 0.62 |
| convention\_norm | 1.01 | self\_enh\_framing | 0.45 | 0.11 | Inf | 0.25 | 0.67 |
| social\_norm | 1.01 | self\_enh\_framing | 0.45 | 0.10 | Inf | 0.27 | 0.65 |
| moral\_norm | 1.01 | self\_enh\_framing | 0.42 | 0.10 | Inf | 0.25 | 0.62 |

### Custom contrasts

cf\_cn\_low\_ing <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_ing <- c(0,1,rep(0,28))  
cf\_conv\_low\_ing <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_ing <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_ing <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_ing <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_ing <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_ing <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_ing <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_ing <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_ing <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_ing <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_ing <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_ing <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_ing <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_ing <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_ing <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_ing <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_ing <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_ing <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_ing <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_ing <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_ing <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_ing <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_ing <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_ing <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_ing <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_ing <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_ing <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_ing <- c(rep(0,29),1)

Effect of norm for people low vs high on ingroup identification across framing conditions

#### Control framing

controlframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("CF/DN/LowIng - CF/CN/LowIng" = cf\_dn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/Conv/LowIng - CF/CN/LowIng" = cf\_conv\_low\_ing - cf\_cn\_low\_ing,  
 "CF/SN/LowIng - CF/CN/LowIng" = cf\_sn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/MN/LowIng - CF/CN/LowIng" = cf\_mn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/DN/HiIng - CF/CN/HiIng" = cf\_dn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/Conv/HiIng - CF/CN/HiIng" = cf\_conv\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/SN/HiIng - CF/CN/HiIng" = cf\_sn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/MN/HiIng - CF/CN/HiIng" = cf\_mn\_hi\_ing - cf\_cn\_hi\_ing),   
 adjust = "sidak")  
  
controlframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowIng / CF/CN/LowIng | 0.74 | 0.42 | Inf | 1 | -0.52 | 0.999 |
| CF/Conv/LowIng / CF/CN/LowIng | 1.70 | 0.90 | Inf | 1 | 1.00 | 0.954 |
| CF/SN/LowIng / CF/CN/LowIng | 0.93 | 0.43 | Inf | 1 | -0.16 | 1.000 |
| CF/MN/LowIng / CF/CN/LowIng | 1.29 | 0.72 | Inf | 1 | 0.45 | 1.000 |
| CF/DN/HiIng / CF/CN/HiIng | 0.58 | 0.31 | Inf | 1 | -1.03 | 0.943 |
| CF/Conv/HiIng / CF/CN/HiIng | 0.47 | 0.26 | Inf | 1 | -1.34 | 0.796 |
| CF/SN/HiIng / CF/CN/HiIng | 0.52 | 0.27 | Inf | 1 | -1.28 | 0.833 |
| CF/MN/HiIng / CF/CN/HiIng | 0.59 | 0.31 | Inf | 1 | -1.00 | 0.953 |

# confidence intervals  
controlframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowIng / CF/CN/LowIng | 0.74 | 0.42 | Inf | 0.16 | 3.51 |
| CF/Conv/LowIng / CF/CN/LowIng | 1.70 | 0.90 | Inf | 0.40 | 7.25 |
| CF/SN/LowIng / CF/CN/LowIng | 0.93 | 0.43 | Inf | 0.26 | 3.28 |
| CF/MN/LowIng / CF/CN/LowIng | 1.29 | 0.72 | Inf | 0.28 | 5.90 |
| CF/DN/HiIng / CF/CN/HiIng | 0.58 | 0.31 | Inf | 0.14 | 2.43 |
| CF/Conv/HiIng / CF/CN/HiIng | 0.47 | 0.26 | Inf | 0.10 | 2.16 |
| CF/SN/HiIng / CF/CN/HiIng | 0.52 | 0.27 | Inf | 0.13 | 2.10 |
| CF/MN/HiIng / CF/CN/HiIng | 0.59 | 0.31 | Inf | 0.14 | 2.47 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowIng / CF/CN/LowIng 0.741 0.423 Inf 1 -0.524 0.9993  
## CF/Conv/LowIng / CF/CN/LowIng 1.699 0.904 Inf 1 0.996 0.9539  
## CF/SN/LowIng / CF/CN/LowIng 0.929 0.430 Inf 1 -0.159 1.0000  
## CF/MN/LowIng / CF/CN/LowIng 1.287 0.718 Inf 1 0.452 0.9998  
## CF/DN/HiIng / CF/CN/HiIng 0.581 0.305 Inf 1 -1.034 0.9430  
## CF/Conv/HiIng / CF/CN/HiIng 0.474 0.264 Inf 1 -1.341 0.7957  
## CF/SN/HiIng / CF/CN/HiIng 0.519 0.266 Inf 1 -1.281 0.8327  
## CF/MN/HiIng / CF/CN/HiIng 0.592 0.310 Inf 1 -1.001 0.9526  
##   
## Results are averaged over the levels of: Gender   
## P value adjustment: sidak method for 8 tests   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(controlframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "sidak")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.28 | 1.01 | Inf | 1 | 0.31 | 0.997 |
| Effect of Conv (Low / High ing) | 3.58 | 2.72 | Inf | 1 | 1.68 | 0.324 |
| Effect of SN (Low / High ing) | 1.79 | 1.21 | Inf | 1 | 0.86 | 0.861 |
| Effect of MN (Low / High ing) | 2.18 | 1.57 | Inf | 1 | 1.07 | 0.735 |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.28 | 1.01 | Inf | 0.18 | 9.22 |
| Effect of Conv (Low / High ing) | 3.58 | 2.72 | Inf | 0.54 | 23.79 |
| Effect of SN (Low / High ing) | 1.79 | 1.21 | Inf | 0.33 | 9.62 |
| Effect of MN (Low / High ing) | 2.18 | 1.57 | Inf | 0.36 | 13.19 |

#### Pro-environmental framing

proenvframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("PF/DN/LowIng - PF/CN/LowIng" = pf\_dn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/Conv/LowIng - PF/CN/LowIng" = pf\_conv\_low\_ing - pf\_cn\_low\_ing,  
 "PF/SN/LowIng - PF/CN/LowIng" = pf\_sn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/MN/LowIng - PF/CN/LowIng" = pf\_mn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/DN/HiIng - PF/CN/HiIng" = pf\_dn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/Conv/HiIng - PF/CN/HiIng" = pf\_conv\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/SN/HiIng - PF/CN/HiIng" = pf\_sn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/MN/HiIng - PF/CN/HiIng" = pf\_mn\_hi\_ing - pf\_cn\_hi\_ing),   
 adjust = "sidak")  
  
proenvframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowIng / PF/CN/LowIng | 1.93 | 1.08 | Inf | 1 | 1.17 | 0.889 |
| PF/Conv/LowIng / PF/CN/LowIng | 1.18 | 0.61 | Inf | 1 | 0.32 | 1.000 |
| PF/SN/LowIng / PF/CN/LowIng | 1.48 | 0.81 | Inf | 1 | 0.71 | 0.994 |
| PF/MN/LowIng / PF/CN/LowIng | 1.30 | 0.72 | Inf | 1 | 0.48 | 1.000 |
| PF/DN/HiIng / PF/CN/HiIng | 2.26 | 1.29 | Inf | 1 | 1.43 | 0.736 |
| PF/Conv/HiIng / PF/CN/HiIng | 1.72 | 0.94 | Inf | 1 | 0.99 | 0.954 |
| PF/SN/HiIng / PF/CN/HiIng | 2.46 | 1.41 | Inf | 1 | 1.57 | 0.629 |
| PF/MN/HiIng / PF/CN/HiIng | 1.65 | 0.92 | Inf | 1 | 0.90 | 0.974 |

# confidence intervals  
proenvframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowIng / PF/CN/LowIng | 1.93 | 1.08 | Inf | 0.42 | 8.91 |
| PF/Conv/LowIng / PF/CN/LowIng | 1.18 | 0.61 | Inf | 0.29 | 4.86 |
| PF/SN/LowIng / PF/CN/LowIng | 1.48 | 0.81 | Inf | 0.33 | 6.55 |
| PF/MN/LowIng / PF/CN/LowIng | 1.30 | 0.72 | Inf | 0.29 | 5.84 |
| PF/DN/HiIng / PF/CN/HiIng | 2.26 | 1.29 | Inf | 0.48 | 10.76 |
| PF/Conv/HiIng / PF/CN/HiIng | 1.72 | 0.94 | Inf | 0.39 | 7.65 |
| PF/SN/HiIng / PF/CN/HiIng | 2.46 | 1.41 | Inf | 0.52 | 11.74 |
| PF/MN/HiIng / PF/CN/HiIng | 1.65 | 0.92 | Inf | 0.36 | 7.54 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowIng / PF/CN/LowIng 1.93 1.083 Inf 1 1.173 0.8895  
## PF/Conv/LowIng / PF/CN/LowIng 1.18 0.613 Inf 1 0.323 1.0000  
## PF/SN/LowIng / PF/CN/LowIng 1.48 0.807 Inf 1 0.714 0.9942  
## PF/MN/LowIng / PF/CN/LowIng 1.30 0.716 Inf 1 0.476 0.9997  
## PF/DN/HiIng / PF/CN/HiIng 2.26 1.294 Inf 1 1.428 0.7358  
## PF/Conv/HiIng / PF/CN/HiIng 1.72 0.942 Inf 1 0.994 0.9544  
## PF/SN/HiIng / PF/CN/HiIng 2.46 1.410 Inf 1 1.570 0.6285  
## PF/MN/HiIng / PF/CN/HiIng 1.65 0.921 Inf 1 0.904 0.9739  
##   
## Results are averaged over the levels of: Gender   
## P value adjustment: sidak method for 8 tests   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(proenvframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "sidak")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 0.85 | 0.67 | Inf | 1 | -0.20 | 0.999 |
| Effect of Conv (Low / High ing) | 0.69 | 0.54 | Inf | 1 | -0.48 | 0.981 |
| Effect of SN (Low / High ing) | 0.60 | 0.48 | Inf | 1 | -0.64 | 0.948 |
| Effect of MN (Low / High ing) | 0.79 | 0.64 | Inf | 1 | -0.29 | 0.997 |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 0.85 | 0.67 | Inf | 0.12 | 5.96 |
| Effect of Conv (Low / High ing) | 0.69 | 0.54 | Inf | 0.10 | 4.81 |
| Effect of SN (Low / High ing) | 0.60 | 0.48 | Inf | 0.08 | 4.39 |
| Effect of MN (Low / High ing) | 0.79 | 0.64 | Inf | 0.10 | 6.03 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("SF/DN/LowIng - SF/CN/LowIng" = sf\_dn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/Conv/LowIng - SF/CN/LowIng" = sf\_conv\_low\_ing - sf\_cn\_low\_ing,  
 "SF/SN/LowIng - SF/CN/LowIng" = sf\_sn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/MN/LowIng - SF/CN/LowIng" = sf\_mn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/DN/HiIng - SF/CN/HiIng" = sf\_dn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/Conv/HiIng - SF/CN/HiIng" = sf\_conv\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/SN/HiIng - SF/CN/HiIng" = sf\_sn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/MN/HiIng - SF/CN/HiIng" = sf\_mn\_hi\_ing - sf\_cn\_hi\_ing),   
 adjust = "sidak")  
  
selfenhframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowIng / SF/CN/LowIng | 2.05 | 1.09 | Inf | 1 | 1.36 | 0.786 |
| SF/Conv/LowIng / SF/CN/LowIng | 1.12 | 0.66 | Inf | 1 | 0.19 | 1.000 |
| SF/SN/LowIng / SF/CN/LowIng | 1.38 | 0.80 | Inf | 1 | 0.56 | 0.999 |
| SF/MN/LowIng / SF/CN/LowIng | 2.20 | 1.19 | Inf | 1 | 1.45 | 0.717 |
| SF/DN/HiIng / SF/CN/HiIng | 1.34 | 0.68 | Inf | 1 | 0.57 | 0.999 |
| SF/Conv/HiIng / SF/CN/HiIng | 1.29 | 0.78 | Inf | 1 | 0.42 | 1.000 |
| SF/SN/HiIng / SF/CN/HiIng | 1.31 | 0.74 | Inf | 1 | 0.47 | 1.000 |
| SF/MN/HiIng / SF/CN/HiIng | 1.16 | 0.66 | Inf | 1 | 0.27 | 1.000 |

# confidence intervals  
selfenhframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowIng / SF/CN/LowIng | 2.05 | 1.09 | Inf | 0.48 | 8.71 |
| SF/Conv/LowIng / SF/CN/LowIng | 1.12 | 0.66 | Inf | 0.23 | 5.54 |
| SF/SN/LowIng / SF/CN/LowIng | 1.38 | 0.80 | Inf | 0.29 | 6.67 |
| SF/MN/LowIng / SF/CN/LowIng | 2.20 | 1.19 | Inf | 0.50 | 9.61 |
| SF/DN/HiIng / SF/CN/HiIng | 1.34 | 0.68 | Inf | 0.33 | 5.40 |
| SF/Conv/HiIng / SF/CN/HiIng | 1.29 | 0.78 | Inf | 0.25 | 6.70 |
| SF/SN/HiIng / SF/CN/HiIng | 1.31 | 0.74 | Inf | 0.28 | 6.15 |
| SF/MN/HiIng / SF/CN/HiIng | 1.16 | 0.66 | Inf | 0.25 | 5.44 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowIng / SF/CN/LowIng 2.05 1.088 Inf 1 1.355 0.7860  
## SF/Conv/LowIng / SF/CN/LowIng 1.12 0.655 Inf 1 0.187 1.0000  
## SF/SN/LowIng / SF/CN/LowIng 1.38 0.797 Inf 1 0.556 0.9990  
## SF/MN/LowIng / SF/CN/LowIng 2.20 1.189 Inf 1 1.454 0.7166  
## SF/DN/HiIng / SF/CN/HiIng 1.34 0.685 Inf 1 0.570 0.9988  
## SF/Conv/HiIng / SF/CN/HiIng 1.29 0.779 Inf 1 0.419 0.9999  
## SF/SN/HiIng / SF/CN/HiIng 1.31 0.742 Inf 1 0.468 0.9997  
## SF/MN/HiIng / SF/CN/HiIng 1.16 0.658 Inf 1 0.266 1.0000  
##   
## Results are averaged over the levels of: Gender   
## P value adjustment: sidak method for 8 tests   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(selfenhframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "sidak")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.53 | 1.10 | Inf | 1 | 0.59 | 0.960 |
| Effect of Conv (Low / High ing) | 0.87 | 0.76 | Inf | 1 | -0.16 | 1.000 |
| Effect of SN (Low / High ing) | 1.06 | 0.87 | Inf | 1 | 0.07 | 1.000 |
| Effect of MN (Low / High ing) | 1.89 | 1.48 | Inf | 1 | 0.82 | 0.883 |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.53 | 1.10 | Inf | 0.25 | 9.22 |
| Effect of Conv (Low / High ing) | 0.87 | 0.76 | Inf | 0.10 | 7.70 |
| Effect of SN (Low / High ing) | 1.06 | 0.87 | Inf | 0.14 | 8.13 |
| Effect of MN (Low / High ing) | 1.89 | 1.48 | Inf | 0.27 | 13.21 |

H5: In-group identification will moderate the effect of norm-intervention condition on people’s clothing consumption intentions and behaviors such that the effect of each norm-intervention condition will be stronger when people are high, versus low, on in-group identification.

### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

### Calculate EM Means at low and high ing

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*ingroup\_center, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | 0.40 | 0.05 | Inf | 0.30 | 0.50 |
| descriptive\_norm | -1.01 | 0.48 | 0.06 | Inf | 0.37 | 0.60 |
| convention\_norm | -1.01 | 0.46 | 0.06 | Inf | 0.35 | 0.58 |
| social\_norm | -1.01 | 0.45 | 0.06 | Inf | 0.34 | 0.56 |
| moral\_norm | -1.01 | 0.50 | 0.06 | Inf | 0.39 | 0.62 |
| control\_norm | 1.01 | 0.44 | 0.06 | Inf | 0.34 | 0.55 |
| descriptive\_norm | 1.01 | 0.49 | 0.05 | Inf | 0.39 | 0.59 |
| convention\_norm | 1.01 | 0.45 | 0.06 | Inf | 0.34 | 0.57 |
| social\_norm | 1.01 | 0.49 | 0.06 | Inf | 0.38 | 0.60 |
| moral\_norm | 1.01 | 0.45 | 0.06 | Inf | 0.35 | 0.56 |

### Custom contrasts

cn\_low\_ing <- c(1,rep(0,9))  
dn\_low\_ing <- c(0,1,rep(0,8))  
conv\_low\_ing <- c(0,0,1,rep(0,7))  
sn\_low\_ing <- c(rep(0,3),1,rep(0,6))  
mn\_low\_ing <- c(rep(0,4),1,rep(0,5))  
  
cn\_hi\_ing <- c(rep(0,5),1,rep(0,4))  
dn\_hi\_ing <- c(rep(0,6),1,rep(0,3))  
conv\_hi\_ing <- c(rep(0,7),1,rep(0,2))  
sn\_hi\_ing <- c(rep(0,8),1,rep(0,1))  
mn\_hi\_ing <- c(rep(0,9),1)

norm\_effect\_ing <- contrast(combinations,   
 method = list("DN Low Ing - Control Low Ing" = dn\_low\_ing - cn\_low\_ing,  
 "Conv Low Ing - Control Low Ing" = conv\_low\_ing - cn\_low\_ing,  
 "SN Low Ing - Control Low Ing" = sn\_low\_ing - cn\_low\_ing,  
 "MN Low Ing - Control Low Ing" = mn\_low\_ing - cn\_low\_ing,  
 "DN Hi Ing - Control Hi Ing" = dn\_hi\_ing - cn\_hi\_ing,  
 "Conv Hi Ing - Control Hi Ing" = conv\_hi\_ing - cn\_hi\_ing,  
 "SN Hi Ing - Control Hi Ing" = sn\_hi\_ing - cn\_hi\_ing,  
 "MN Hi Ing - Control Hi Ing" = mn\_hi\_ing - cn\_hi\_ing),   
 adjust = "none")  
  
norm\_effect\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| DN Low Ing / Control Low Ing | 1.43 | 0.46 | Inf | 1 | 1.12 | 0.262 |
| Conv Low Ing / Control Low Ing | 1.31 | 0.41 | Inf | 1 | 0.85 | 0.393 |
| SN Low Ing / Control Low Ing | 1.24 | 0.38 | Inf | 1 | 0.70 | 0.486 |
| MN Low Ing / Control Low Ing | 1.54 | 0.49 | Inf | 1 | 1.36 | 0.173 |
| DN Hi Ing / Control Hi Ing | 1.21 | 0.37 | Inf | 1 | 0.61 | 0.544 |
| Conv Hi Ing / Control Hi Ing | 1.02 | 0.33 | Inf | 1 | 0.05 | 0.959 |
| SN Hi Ing / Control Hi Ing | 1.19 | 0.38 | Inf | 1 | 0.53 | 0.593 |
| MN Hi Ing / Control Hi Ing | 1.04 | 0.33 | Inf | 1 | 0.14 | 0.893 |

# confidence intervals  
norm\_effect\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| DN Low Ing / Control Low Ing | 1.43 | 0.46 | Inf | 0.76 | 2.68 |
| Conv Low Ing / Control Low Ing | 1.31 | 0.41 | Inf | 0.71 | 2.43 |
| SN Low Ing / Control Low Ing | 1.24 | 0.38 | Inf | 0.68 | 2.25 |
| MN Low Ing / Control Low Ing | 1.54 | 0.49 | Inf | 0.83 | 2.88 |
| DN Hi Ing / Control Hi Ing | 1.21 | 0.37 | Inf | 0.66 | 2.22 |
| Conv Hi Ing / Control Hi Ing | 1.02 | 0.33 | Inf | 0.54 | 1.93 |
| SN Hi Ing / Control Hi Ing | 1.19 | 0.38 | Inf | 0.63 | 2.21 |
| MN Hi Ing / Control Hi Ing | 1.04 | 0.33 | Inf | 0.56 | 1.95 |

Planned Comparisons

Custom contrasts

norm\_effect\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## DN Low Ing / Control Low Ing 1.43 0.458 Inf 1 1.122 0.2618  
## Conv Low Ing / Control Low Ing 1.31 0.413 Inf 1 0.854 0.3933  
## SN Low Ing / Control Low Ing 1.24 0.378 Inf 1 0.696 0.4864  
## MN Low Ing / Control Low Ing 1.54 0.492 Inf 1 1.361 0.1735  
## DN Hi Ing / Control Hi Ing 1.21 0.375 Inf 1 0.606 0.5444  
## Conv Hi Ing / Control Hi Ing 1.02 0.332 Inf 1 0.052 0.9585  
## SN Hi Ing / Control Hi Ing 1.19 0.378 Inf 1 0.534 0.5931  
## MN Hi Ing / Control Hi Ing 1.04 0.332 Inf 1 0.135 0.8925  
##   
## Results are averaged over the levels of: framing\_condition, Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

norm\_compare\_ing <- contrast(norm\_effect\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
norm\_compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.19 | 0.52 | Inf | 1 | 0.39 | 0.699 |
| Effect of Conv (Low / High ing) | 1.29 | 0.60 | Inf | 1 | 0.54 | 0.587 |
| Effect of SN (Low / High ing) | 1.04 | 0.46 | Inf | 1 | 0.10 | 0.923 |
| Effect of MN (Low / High ing) | 1.48 | 0.67 | Inf | 1 | 0.87 | 0.387 |

# confidence intervals  
norm\_compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.19 | 0.52 | Inf | 0.50 | 2.82 |
| Effect of Conv (Low / High ing) | 1.29 | 0.60 | Inf | 0.52 | 3.20 |
| Effect of SN (Low / High ing) | 1.04 | 0.46 | Inf | 0.44 | 2.48 |
| Effect of MN (Low / High ing) | 1.48 | 0.67 | Inf | 0.61 | 3.58 |

# updated ingroup interaction examinations

## Ingroup by Norm interaction

### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

### Calculate EM Means

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*ingroup\_center, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | 0.40 | 0.05 | Inf | 0.30 | 0.50 |
| descriptive\_norm | -1.01 | 0.48 | 0.06 | Inf | 0.37 | 0.60 |
| convention\_norm | -1.01 | 0.46 | 0.06 | Inf | 0.35 | 0.58 |
| social\_norm | -1.01 | 0.45 | 0.06 | Inf | 0.34 | 0.56 |
| moral\_norm | -1.01 | 0.50 | 0.06 | Inf | 0.39 | 0.62 |
| control\_norm | 1.01 | 0.44 | 0.06 | Inf | 0.34 | 0.55 |
| descriptive\_norm | 1.01 | 0.49 | 0.05 | Inf | 0.39 | 0.59 |
| convention\_norm | 1.01 | 0.45 | 0.06 | Inf | 0.34 | 0.57 |
| social\_norm | 1.01 | 0.49 | 0.06 | Inf | 0.38 | 0.60 |
| moral\_norm | 1.01 | 0.45 | 0.06 | Inf | 0.35 | 0.56 |

### Custom contrasts

control\_low\_ing <- c(1, rep(0,9))  
dn\_low\_ing <- c(0,1,rep(0,8))  
conv\_low\_ing <- c(0,0,1,rep(0,7))  
sn\_low\_ing <- c(0,0,0,1,rep(0,6))  
mn\_low\_ing <- c(rep(0,4),1,(rep(0,5)))  
  
control\_hi\_ing <- c(rep(0,5),1,rep(0,4))  
dn\_hi\_ing <- c(rep(0,6),1,0,0,0)  
conv\_hi\_ing <- c(rep(0,7),1,0,0)  
sn\_hi\_ing <- c(rep(0,8),1,0)  
mn\_hi\_ing <- c(rep(0,9),1)

two\_way\_ing <- contrast(combinations,   
 method = list("Low Ing: DN - C" = dn\_low\_ing - control\_low\_ing,  
 "Low Ing: Conv - C" = conv\_low\_ing - control\_low\_ing,  
 "Low Ing: SN - C" = sn\_low\_ing - control\_low\_ing,  
 "Low Ing: MN - C" = mn\_low\_ing - control\_low\_ing,  
 "Hi Ing: DN - C" = dn\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: Conv - C" = conv\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: SN - C" = sn\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: MN - C" = mn\_hi\_ing - control\_hi\_ing),   
 adjust = "none")  
  
two\_way\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Low Ing: DN / C | 1.43 | 0.46 | Inf | 1 | 1.12 | 0.262 |
| Low Ing: Conv / C | 1.31 | 0.41 | Inf | 1 | 0.85 | 0.393 |
| Low Ing: SN / C | 1.24 | 0.38 | Inf | 1 | 0.70 | 0.486 |
| Low Ing: MN / C | 1.54 | 0.49 | Inf | 1 | 1.36 | 0.173 |
| Hi Ing: DN / C | 1.21 | 0.37 | Inf | 1 | 0.61 | 0.544 |
| Hi Ing: Conv / C | 1.02 | 0.33 | Inf | 1 | 0.05 | 0.959 |
| Hi Ing: SN / C | 1.19 | 0.38 | Inf | 1 | 0.53 | 0.593 |
| Hi Ing: MN / C | 1.04 | 0.33 | Inf | 1 | 0.14 | 0.893 |

# confidence intervals  
two\_way\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Low Ing: DN / C | 1.43 | 0.46 | Inf | 0.76 | 2.68 |
| Low Ing: Conv / C | 1.31 | 0.41 | Inf | 0.71 | 2.43 |
| Low Ing: SN / C | 1.24 | 0.38 | Inf | 0.68 | 2.25 |
| Low Ing: MN / C | 1.54 | 0.49 | Inf | 0.83 | 2.88 |
| Hi Ing: DN / C | 1.21 | 0.37 | Inf | 0.66 | 2.22 |
| Hi Ing: Conv / C | 1.02 | 0.33 | Inf | 0.54 | 1.93 |
| Hi Ing: SN / C | 1.19 | 0.38 | Inf | 0.63 | 2.21 |
| Hi Ing: MN / C | 1.04 | 0.33 | Inf | 0.56 | 1.95 |

## Ingroup by framing interaction

### Calculate EM Means

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ framing\_condition\*ingroup\_center, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| framing\_condition | ingroup\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_framing | -1.01 | 0.41 | 0.04 | Inf | 0.33 | 0.50 |
| pro\_env\_framing | -1.01 | 0.53 | 0.04 | Inf | 0.44 | 0.62 |
| self\_enh\_framing | -1.01 | 0.44 | 0.04 | Inf | 0.35 | 0.52 |
| control\_framing | 1.01 | 0.40 | 0.04 | Inf | 0.32 | 0.48 |
| pro\_env\_framing | 1.01 | 0.56 | 0.04 | Inf | 0.47 | 0.64 |
| self\_enh\_framing | 1.01 | 0.43 | 0.04 | Inf | 0.35 | 0.52 |

Custom contrasts

control\_low\_ing <- c(1, rep(0,5))  
pe\_low\_ing <- c(0,1,rep(0,4))  
se\_low\_ing <- c(0,0,1,rep(0,3))  
  
control\_hi\_ing <- c(0,0,0,1,0,0)  
pe\_hi\_ing <- c(0,0,0,0,1,0)  
se\_hi\_ing <- c(rep(0,5),1)

two\_way\_ing <- contrast(combinations,   
 method = list("Low Ing: PE - C" = pe\_low\_ing - control\_low\_ing,  
 "Low Ing: SE - C" = se\_low\_ing - control\_low\_ing,  
 "Low Ing: PE - SE" = pe\_low\_ing - se\_low\_ing,  
 "Hi Ing: PE - C" = pe\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: SE - C" = se\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: PE - SE" = pe\_hi\_ing - se\_hi\_ing),   
 adjust = "none")  
  
two\_way\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Low Ing: PE / C | 1.62 | 0.40 | Inf | 1 | 1.95 | 0.051 |
| Low Ing: SE / C | 1.11 | 0.28 | Inf | 1 | 0.40 | 0.689 |
| Low Ing: PE / SE | 1.47 | 0.37 | Inf | 1 | 1.52 | 0.128 |
| Hi Ing: PE / C | 1.91 | 0.47 | Inf | 1 | 2.66 | 0.008 |
| Hi Ing: SE / C | 1.16 | 0.28 | Inf | 1 | 0.60 | 0.551 |
| Hi Ing: PE / SE | 1.65 | 0.42 | Inf | 1 | 1.99 | 0.046 |

# confidence intervals  
two\_way\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Low Ing: PE / C | 1.62 | 0.40 | Inf | 1.00 | 2.64 |
| Low Ing: SE / C | 1.11 | 0.28 | Inf | 0.68 | 1.81 |
| Low Ing: PE / SE | 1.47 | 0.37 | Inf | 0.90 | 2.41 |
| Hi Ing: PE / C | 1.91 | 0.47 | Inf | 1.19 | 3.08 |
| Hi Ing: SE / C | 1.16 | 0.28 | Inf | 0.72 | 1.87 |
| Hi Ing: PE / SE | 1.65 | 0.42 | Inf | 1.01 | 2.70 |