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# Data Import & Cleaning

## Import data

raw\_psych\_hum\_subj <- import("data/raw/raw\_psych\_hum\_subj.csv")  
raw\_mktg\_hum\_subj <- import("data/raw/raw\_mktg\_hum\_subj.csv")  
raw\_gen\_uo\_pop <- import("data/raw/raw\_gen\_uo\_pop.csv")  
pre\_fall22 <- import("data/prescreen/dittersdorf\_matches\_f22.csv")  
pre\_winter23 <- import("data/prescreen/dittersdorf\_matches\_w23.csv")  
pre\_spring23 <- import("data/prescreen/dittersdorf\_matches\_s23.csv")  
participant\_list <- import("data/prescreen/dittersdorf\_participants.csv")

Fix age before converting variable types

table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 18 years old 19 20 21   
## 117 220 1 297 120 76   
## 22 23 24 25 27 28   
## 41 4 3 2 1 1   
## 29 30 31 32 33 50   
## 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 1999 20 21 22 23 24 25 28 test   
## 11 4 13 1 50 119 66 7 9 3 1 3

table(raw\_gen\_uo\_pop$Age)

##   
## 18 20 21 22 28   
## 2 1 2 1 1

raw\_psych\_hum\_subj$Age[raw\_psych\_hum\_subj$Age == "18 years old"] <- 18  
raw\_mktg\_hum\_subj$Age[raw\_mktg\_hum\_subj$Age == 1999] <- 24  
  
table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 19 20 21 22 23 24 25 27 28 29 30 31 32 33 50   
## 117 221 297 120 76 41 4 3 2 1 1 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 20 21 22 23 24 25 28 test   
## 11 4 13 50 119 66 7 10 3 1 3

## Combine dataframes

raw\_psych\_hum\_subj <- raw\_psych\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 source = strrep("psych\_hsp", times = 1))  
  
levels(raw\_psych\_hum\_subj$framing\_condition\_DO)

## [1] "" "control\_framing" "pro\_env\_framing" "self\_enh\_framing"

raw\_mktg\_hum\_subj <- raw\_mktg\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 Ethnicity\_8\_TEXT = as.character(Ethnicity\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("mktg\_hsp", times = 1))  
  
raw\_gen\_uo\_pop <- raw\_gen\_uo\_pop %>%  
 mutate(Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("gen\_UO", times = 1))

Specify unique variables to combine prescreen data sets

# Create unique full\_name variable  
pre\_fall22$full\_name <- paste(pre\_fall22$first\_name, pre\_fall22$last\_name, sep="\_")  
  
pre\_winter23$full\_name <- paste(pre\_winter23$first\_name, pre\_winter23$last\_name, sep="\_")  
  
pre\_spring23$full\_name <- paste(pre\_spring23$first\_name, pre\_spring23$last\_name, sep="\_")  
  
participant\_list$full\_name <- paste(participant\_list$first\_name, participant\_list$last\_name, sep="\_")  
  
# Create column indicating which data set rows came from  
  
pre\_fall22 <- pre\_fall22 %>%  
 mutate(term = "fall22")  
  
pre\_winter23 <- pre\_winter23 %>%  
 mutate(term = "winter23")  
  
pre\_spring23 <- pre\_spring23 %>%  
 mutate(term = "spring23")

Combine prescreen data

combine1 <- smartbind(pre\_fall22, pre\_winter23)  
combined\_prescreen <- smartbind(combine1, pre\_spring23)  
  
# nrow(pre\_fall22) + nrow(pre\_winter23) + nrow(pre\_spring23) # n = 1167  
  
combined\_prescreen\_unique <- combined\_prescreen[!duplicated(combined\_prescreen$full\_name), ] # keeps first row (fall22)

Subset key variables

combined\_prescreen\_key <- combined\_prescreen\_unique %>%  
 dplyr::select(full\_name, term, respecting:gratification, honest:gossip)  
  
participant\_list\_key <- participant\_list %>%  
 dplyr::select(full\_name, survey\_id)

Merge with participant list

merged\_prescreen <- merge(combined\_prescreen\_key, participant\_list\_key, by = "full\_name")

Rename SDR items to match

Convert variable types

merged\_prescreen <- merged\_prescreen %>%  
 mutate(respecting = as.integer(respecting),  
 unity = as.integer(unity),  
 protecting = as.integer(protecting),  
 preventing = as.integer(preventing),  
 equality = as.integer(equality),  
 peace = as.integer(peace),  
 justice = as.integer(justice),  
 helpful = as.integer(helpful),  
 power = as.integer(power),  
 wealth = as.integer(wealth),  
 authority = as.integer(authority),  
 influential = as.integer(influential),  
 ambition = as.integer(ambition),  
 pleasures = as.integer(pleasures),  
 enjoying = as.integer(enjoying),  
 gratification = as.integer(gratification),  
 honest = as.integer(honest),  
 like = as.integer(like),  
 disturbing = as.integer(disturbing),  
 regret = as.integer(regret),  
 lose\_out = as.integer(lose\_out),  
 rational = as.integer(rational),  
 confident = as.integer(confident),  
 lover = as.integer(lover),  
 lies = as.integer(lies),  
 cover\_up = as.integer(cover\_up),  
 advantage = as.integer(advantage),  
 get\_even = as.integer(get\_even),  
 behind\_back = as.integer(behind\_back),  
 private\_talk = as.integer(private\_talk),  
 take\_things = as.integer(take\_things),  
 gossip = as.integer(gossip),  
 id = as.factor(id))

Rename values & socially desirable items in prescreen data to match names in main data:

Combine all data

* First, combine Psych Hum Subj data with Prescreen data based on id
* Second, add Mktg Hum Subj data
* Third, add gen UO Pop data

combine1 <- merge(raw\_psych\_hum\_subj, merged\_prescreen, by = "id")  
combine2 <- smartbind(combine1, raw\_mktg\_hum\_subj)  
combine3 <- smartbind(combine2, raw\_gen\_uo\_pop)

## Remove duplicate cases

Identify duplicate cases

# first, add unique row #s  
combine3 <- combine3 %>%  
 mutate(row = 1:nrow(combine3))  
  
combine3[duplicated(combine3$id),] # Only rows 1 through 858 have unique id #s  
  
# write.csv(combine3, "combined\_data.csv")

Row IDs to remove:

* 13 (participant’s second time completing study)
* 134 (participant didn’t complete study first time)
* 145 (participant didn’t complete study first time)
* 308 (participant’s second time completing study)
* 672 (participant’s second time completing study)
* 743 (participant didn’t complete study first time)
* 790 (participant didn’t complete study first time)
* 800 (participant didn’t complete study first time)

Remove duplicate rows after resolving:

combine3 <- combine3 %>%  
 filter(!row %in% c(13, 134, 145, 308, 672, 743, 790, 800))

## Remove rows of all NAs

Identify completely missing rows:

key\_vars <- combine3 %>%  
 dplyr::select(row, big\_2\_1:big\_2\_65, consumer\_intentions\_1:consumer\_intentions\_9, consumer\_behaviors, clothing\_interest\_1:clothing\_interest\_20, ingroup\_ident\_1:ingroup\_ident\_14, values\_1:values\_16, socially\_desirable\_1:socially\_desirable\_16, source)  
  
ncol(key\_vars) # number of columns - the row # & source column = 141  
  
all\_NA\_rows <- key\_vars[rowSums(is.na(key\_vars)) == 141,] # identify rows with 141 NAs (all missing values), row numbers are preserved  
  
all\_NA\_rows

Removing rows of fully missing data

data <- combine3 %>%  
 dplyr::filter(!row %in% c(859, 860, 900, 926, 927, 941, 1139, 1141, 1142, 1143, 1144, 1146, 1149, 1150, 1152)) %>% # remove rows containing all NAs  
 dplyr::select(-StartDate, -EndDate, -Status, -Progress, -"Duration (in seconds)", -Finished, -RecordedDate, -ResponseId, -DistributionChannel, -UserLanguage, -big\_2\_DO, -consumer\_intentions\_DO, -consumer\_behaviors\_DO, -clothing\_interest\_DO, -ingroup\_ident\_DO, -full\_name, -code, -socially\_desirable\_DO, -values\_DO, -email\_giftcard, -term) # removing variables not in analysis

## Number per source

table(data$source)

##   
## gen\_UO mktg\_hsp psych\_hsp   
## 7 276 850

* 850 = psych human subjects pool
* 276 = mktg human subjects pool
* 7 = general UO pop

Rename variables

data <- data %>%  
 rename("framing\_condition" = "framing\_condition\_DO",   
 "norm\_condition" = "norm\_condition\_DO")

Drop unused levels

Re-order levels of norm condition

data$norm\_condition <- factor(data$norm\_condition, levels = c("control\_norm", "descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"))

## Inspect final data

str(data, list.len = ncol(data))  
  
# write.csv(data, "final\_data.csv")

# Aggregate Variables

## Personality

### Reverse-code

data\_R <- data %>%  
 mutate(across(c(big\_2\_11,  
 big\_2\_16,  
 big\_2\_26,  
 big\_2\_31,  
 big\_2\_36,  
 big\_2\_51,  
 big\_2\_12,  
 big\_2\_17,  
 big\_2\_22,  
 big\_2\_37,  
 big\_2\_42,  
 big\_2\_47,  
 big\_2\_3,  
 big\_2\_8,  
 big\_2\_23,  
 big\_2\_28,  
 big\_2\_48,  
 big\_2\_58,  
 big\_2\_4,  
 big\_2\_9,  
 big\_2\_24,  
 big\_2\_29,  
 big\_2\_44,  
 big\_2\_49,  
 big\_2\_5,  
 big\_2\_25,  
 big\_2\_30,  
 big\_2\_45,  
 big\_2\_50,  
 big\_2\_55,  
 big\_2\_63), ~6 - .)) # replace '6' with the max possible value plus 1 for any particular scale

### Average items

data\_R$extraversion <- data\_R %>%  
 dplyr::select(big\_2\_1, big\_2\_6, big\_2\_11, big\_2\_16, big\_2\_21, big\_2\_26, big\_2\_31, big\_2\_36, big\_2\_41, big\_2\_46, big\_2\_51, big\_2\_56) %>%  
 rowMeans(na.rm = TRUE)   
  
  
data\_R$conscientiousness <- data\_R %>%  
 dplyr::select(big\_2\_3, big\_2\_8, big\_2\_13, big\_2\_18, big\_2\_23, big\_2\_28, big\_2\_33, big\_2\_38, big\_2\_43, big\_2\_48, big\_2\_53, big\_2\_58) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$agreeableness <- data\_R %>%  
 dplyr::select(big\_2\_2, big\_2\_7, big\_2\_12, big\_2\_17, big\_2\_22, big\_2\_27, big\_2\_32, big\_2\_37, big\_2\_42, big\_2\_47, big\_2\_52, big\_2\_57) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$neuroticism <- data\_R %>%  
 dplyr::select(big\_2\_4, big\_2\_9, big\_2\_14, big\_2\_19, big\_2\_24, big\_2\_29, big\_2\_34, big\_2\_39, big\_2\_44, big\_2\_49, big\_2\_54, big\_2\_59) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$openness <- data\_R %>%  
 dplyr::select(big\_2\_5, big\_2\_10, big\_2\_15, big\_2\_20, big\_2\_25, big\_2\_30, big\_2\_35, big\_2\_40, big\_2\_45, big\_2\_50, big\_2\_55, big\_2\_60) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$honesty <- data\_R %>%  
 dplyr::select(big\_2\_61, big\_2\_62, big\_2\_63, big\_2\_64, big\_2\_65) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(extraversion, agreeableness, conscientiousness, openness, neuroticism, honesty) %>%  
 hist()
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## Clothing Interest

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(clothing\_interest\_3,  
 clothing\_interest\_5,  
 clothing\_interest\_7,  
 clothing\_interest\_9,  
 clothing\_interest\_12,  
 clothing\_interest\_14,  
 clothing\_interest\_15,  
 clothing\_interest\_16,  
 clothing\_interest\_18,  
 clothing\_interest\_20), ~6 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$clothing\_interest <- data\_R %>%  
 dplyr::select(clothing\_interest\_1:clothing\_interest\_20) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(clothing\_interest) %>%  
 hist()
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## In-group Identification

### Reverse-code

No items need to be reverse-coded.

### Average items

data\_R$ingroup\_identification <- data\_R %>%  
 dplyr::select(ingroup\_ident\_1:ingroup\_ident\_14) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(ingroup\_identification) %>%  
 hist()
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## Values

### Reverse-code

No items need to be reverse-coded.

### Recoding scale options

Recoding values:

* -3 = 1
* -2 = 2
* -1 = 3
* 0 = 4
* +1 = 5
* +2 = 6
* +3 = 7

table(data\_R$values\_1)

##   
## -3 -2 -1 0 1 2 3   
## 5 10 17 40 176 362 508

data\_R$values\_1\_rec <- dplyr::recode(data\_R$values\_1, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_1\_rec)

##   
## 1 2 3 4 5 6 7   
## 5 10 17 40 176 362 508

data\_R$values\_2\_rec <- dplyr::recode(data\_R$values\_2, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_3\_rec <- dplyr::recode(data\_R$values\_3, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_4\_rec <- dplyr::recode(data\_R$values\_4, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_5\_rec <- dplyr::recode(data\_R$values\_5, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_6\_rec <- dplyr::recode(data\_R$values\_6, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_7\_rec <- dplyr::recode(data\_R$values\_7, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_8\_rec <- dplyr::recode(data\_R$values\_8, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_9\_rec <- dplyr::recode(data\_R$values\_9, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_10\_rec <- dplyr::recode(data\_R$values\_10, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_11\_rec <- dplyr::recode(data\_R$values\_11, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_12\_rec <- dplyr::recode(data\_R$values\_12, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_13\_rec <- dplyr::recode(data\_R$values\_13, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_14\_rec <- dplyr::recode(data\_R$values\_14, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_15\_rec <- dplyr::recode(data\_R$values\_15, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_16\_rec <- dplyr::recode(data\_R$values\_16, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_16)

##   
## -3 -2 -1 0 1 2 3   
## 4 11 29 116 250 394 312

table(data\_R$values\_16\_rec)

##   
## 1 2 3 4 5 6 7   
## 4 11 29 116 250 394 312

### Average items

data\_R$biospheric <- data\_R %>%  
 dplyr::select(values\_1\_rec:values\_4\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$altruistic <- data\_R %>%  
 dplyr::select(values\_5\_rec:values\_8\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$egoistic <- data\_R %>%  
 dplyr::select(values\_9\_rec:values\_13\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$hedonic <- data\_R %>%  
 dplyr::select(values\_14\_rec:values\_16\_rec) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

values\_df <- data\_R %>%  
 dplyr::select(biospheric, altruistic, egoistic, hedonic)  
  
values\_df %>%  
 hist()
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### Frequency tables

# Biospheric values  
tab1(values\_df$biospheric, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$biospheric :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.5 1 0.1 0.2 0.1 0.2  
## 1.75 3 0.3 0.4 0.3 0.4  
## 2 1 0.1 0.5 0.1 0.5  
## 2.25 3 0.3 0.8 0.3 0.8  
## 2.5 2 0.2 1.0 0.2 1.0  
## 2.75 2 0.2 1.1 0.2 1.2  
## 3 3 0.3 1.4 0.3 1.4  
## 3.25 3 0.3 1.7 0.3 1.7  
## 3.5 15 1.3 3.0 1.3 3.0  
## 3.75 13 1.1 4.1 1.2 4.2  
## 4 26 2.3 6.4 2.3 6.5  
## 4.25 20 1.8 8.2 1.8 8.3  
## 4.5 24 2.1 10.3 2.1 10.5  
## 4.66666666666667 1 0.1 10.4 0.1 10.5  
## 4.75 53 4.7 15.1 4.7 15.3  
## 5 69 6.1 21.2 6.2 21.4  
## 5.25 64 5.6 26.8 5.7 27.2  
## 5.33333333333333 1 0.1 26.9 0.1 27.3  
## 5.5 90 7.9 34.9 8.0 35.3  
## 5.66666666666667 1 0.1 35.0 0.1 35.4  
## 5.75 102 9.0 44.0 9.1 44.5  
## 6 123 10.9 54.8 11.0 55.5  
## 6.25 97 8.6 63.4 8.7 64.2  
## 6.5 99 8.7 72.1 8.8 73.0  
## 6.75 116 10.2 82.3 10.4 83.4  
## 7 186 16.4 98.8 16.6 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Altruistic values  
tab1(values\_df$altruistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$altruistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 2 0.2 0.2 0.2 0.2  
## 1.75 2 0.2 0.4 0.2 0.4  
## 2 1 0.1 0.4 0.1 0.4  
## 2.75 1 0.1 0.5 0.1 0.5  
## 3 3 0.3 0.8 0.3 0.8  
## 3.25 2 0.2 1.0 0.2 1.0  
## 3.5 2 0.2 1.1 0.2 1.2  
## 3.75 3 0.3 1.4 0.3 1.4  
## 4 15 1.3 2.7 1.3 2.8  
## 4.25 10 0.9 3.6 0.9 3.7  
## 4.5 11 1.0 4.6 1.0 4.6  
## 4.75 15 1.3 5.9 1.3 6.0  
## 5 25 2.2 8.1 2.2 8.2  
## 5.25 42 3.7 11.8 3.8 12.0  
## 5.5 61 5.4 17.2 5.4 17.4  
## 5.66666666666667 1 0.1 17.3 0.1 17.5  
## 5.75 92 8.1 25.4 8.2 25.7  
## 6 127 11.2 36.6 11.3 37.1  
## 6.25 133 11.7 48.4 11.9 48.9  
## 6.33333333333333 1 0.1 48.5 0.1 49.0  
## 6.5 154 13.6 62.0 13.8 62.8  
## 6.66666666666667 1 0.1 62.1 0.1 62.9  
## 6.75 187 16.5 78.6 16.7 79.6  
## 7 229 20.2 98.9 20.4 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Egoistic values  
tab1(values\_df$egoistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$egoistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1.6 1 0.1 0.1 0.1 0.1  
## 1.8 1 0.1 0.2 0.1 0.2  
## 2 2 0.2 0.4 0.2 0.4  
## 2.2 3 0.3 0.6 0.3 0.6  
## 2.4 4 0.4 1.0 0.4 1.0  
## 2.6 7 0.6 1.6 0.6 1.6  
## 2.8 7 0.6 2.2 0.6 2.2  
## 3 11 1.0 3.2 1.0 3.2  
## 3.2 14 1.2 4.4 1.3 4.5  
## 3.4 18 1.6 6.0 1.6 6.1  
## 3.6 20 1.8 7.8 1.8 7.9  
## 3.75 1 0.1 7.9 0.1 8.0  
## 3.8 34 3.0 10.9 3.0 11.0  
## 4 61 5.4 16.2 5.5 16.4  
## 4.2 51 4.5 20.7 4.6 21.0  
## 4.4 73 6.4 27.2 6.5 27.5  
## 4.6 80 7.1 34.2 7.1 34.7  
## 4.8 97 8.6 42.8 8.7 43.3  
## 5 92 8.1 50.9 8.2 51.6  
## 5.2 113 10.0 60.9 10.1 61.7  
## 5.25 2 0.2 61.1 0.2 61.8  
## 5.4 87 7.7 68.8 7.8 69.6  
## 5.6 87 7.7 76.4 7.8 77.4  
## 5.75 2 0.2 76.6 0.2 77.6  
## 5.8 79 7.0 83.6 7.1 84.6  
## 6 61 5.4 89.0 5.5 90.1  
## 6.2 43 3.8 92.8 3.8 93.9  
## 6.25 1 0.1 92.9 0.1 94.0  
## 6.4 20 1.8 94.6 1.8 95.8  
## 6.6 18 1.6 96.2 1.6 97.4  
## 6.8 10 0.9 97.1 0.9 98.3  
## 7 19 1.7 98.8 1.7 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Hedonic values  
tab1(values\_df$hedonic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$hedonic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.66666666666667 1 0.1 0.2 0.1 0.2  
## 2 1 0.1 0.3 0.1 0.3  
## 2.33333333333333 1 0.1 0.4 0.1 0.4  
## 3 3 0.3 0.6 0.3 0.6  
## 3.33333333333333 2 0.2 0.8 0.2 0.8  
## 3.5 1 0.1 0.9 0.1 0.9  
## 3.66666666666667 7 0.6 1.5 0.6 1.5  
## 4 20 1.8 3.3 1.8 3.3  
## 4.33333333333333 17 1.5 4.8 1.5 4.8  
## 4.66666666666667 23 2.0 6.8 2.1 6.9  
## 5 61 5.4 12.2 5.4 12.3  
## 5.33333333333333 83 7.3 19.5 7.4 19.7  
## 5.5 3 0.3 19.8 0.3 20.0  
## 5.66666666666667 107 9.4 29.2 9.6 29.6  
## 6 219 19.3 48.5 19.6 49.1  
## 6.33333333333333 210 18.5 67.1 18.8 67.9  
## 6.66666666666667 200 17.7 84.7 17.9 85.7  
## 7 160 14.1 98.9 14.3 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

## Socially Desirable Responding

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(socially\_desirable\_1,  
 socially\_desirable\_3,  
 socially\_desirable\_5,  
 socially\_desirable\_8,  
 socially\_desirable\_9,  
 socially\_desirable\_11,  
 socially\_desirable\_12,  
 socially\_desirable\_13), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$self\_deceptive\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_1:socially\_desirable\_8) %>%  
 rowMeans(na.rm = TRUE)  
   
data\_R$impress\_manag\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_9:socially\_desirable\_16) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(self\_deceptive\_sdr, impress\_manag\_sdr) %>%  
 hist()
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## Consumer Intentions

### Reverse-code

Higher scores mean better consumer intentions (intentions to *reduce* future consumption):

data\_R <- data\_R %>%  
 mutate(across(c(consumer\_intentions\_2,  
 consumer\_intentions\_4,  
 consumer\_intentions\_7,  
 consumer\_intentions\_9), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$consumer\_intentions <- data\_R %>%  
 dplyr::select(consumer\_intentions\_1:consumer\_intentions\_9) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(consumer\_intentions) %>%  
 hist()
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# Contrast Coding

Subset variables

Contrast Coding using ifelse() approach:

# Framing  
data\_R\_alt$FramingCode1 <- ifelse(data\_R\_alt$framing\_condition == "control\_framing", -1/2, ifelse(data\_R\_alt$framing\_condition == "self\_enh\_framing", 1/2, 0))  
  
data\_R\_alt$FramingCode2 <- ifelse(data\_R\_alt$framing\_condition == "pro\_env\_framing", 2/3, -1/3)  
  
  
# Norm  
data\_R\_alt$NormCode1 <- ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 4, -1)  
  
data\_R\_alt$NormCode2 <- ifelse(data\_R\_alt$norm\_condition == "social\_norm", 3, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, -1))  
  
data\_R\_alt$NormCode3 <- ifelse(data\_R\_alt$norm\_condition == "convention\_norm", 2, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, ifelse(data\_R\_alt$norm\_condition == "social\_norm", 0, -1)))  
data\_R\_alt$NormCode4 <- ifelse(data\_R\_alt$norm\_condition == "descriptive\_norm", 1, ifelse(data\_R\_alt$norm\_condition == "control\_norm", -1, 0))  
  
  
## Adding contrast codes to Framing & Norm Condition  
# Framing  
FrameCode1 <- c(-1/2, 0, 1/2) # control vs self-enhancing  
FrameCode2 <- c(-1/3, 2/3, -1/3) # arbitrary code  
  
contrasts(data\_R\_alt$framing\_condition) <- cbind(FrameCode1, FrameCode2)  
contrasts(data\_R\_alt$framing\_condition)

## FrameCode1 FrameCode2  
## control\_framing -0.5 -0.3333333  
## pro\_env\_framing 0.0 0.6666667  
## self\_enh\_framing 0.5 -0.3333333

# Norm  
contrasts(data\_R\_alt$norm\_condition) <- contr.helmert(5)  
contrasts(data\_R\_alt$norm\_condition) # control vs DN

## [,1] [,2] [,3] [,4]  
## control\_norm -1 -1 -1 -1  
## descriptive\_norm 1 -1 -1 -1  
## convention\_norm 0 2 -1 -1  
## social\_norm 0 0 3 -1  
## moral\_norm 0 0 0 4

# Gender  
levels(data\_R\_alt$Gender) <- c("Woman", "Man", "Non-binary", "I prefer not to identify", "Other")  
  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Non-binary"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "I prefer not to identify"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Other"] <- NA  
  
data\_R\_alt$Gender <- droplevels(data\_R\_alt$Gender)  
  
contrasts(data\_R\_alt$Gender) <- c(1, 0)  
levels(data\_R\_alt$Gender)

## [1] "Woman" "Man"

Coding consumer\_behaviors 0/1 and numeric because required by smcfcs imputation function:

data\_R\_alt$consumer\_behaviors <- as.numeric(data\_R\_alt$consumer\_behaviors)  
  
data\_R\_alt$consumer\_behaviors <- ifelse(data\_R\_alt$consumer\_behaviors == 1, 0, 1)

# Multiple Imputation

## Examine Missingness

Examine missingness:

data\_R\_alt %>%  
 vis\_miss()

![](data:image/png;base64,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)

Variables with NO missing data:

* ingroup\_identification
* clothing\_interest
* consumer\_intentions
* framing\_condition
* norm\_condition

## Adding interaction terms

## Imputation Model

set.seed(114950518)

## [1] "Outcome variable(s): consumer\_behaviors"  
## [1] "Passive variables: framing1Xbiospheric,framing2Xbiospheric,norm1Xbiospheric,norm2Xbiospheric,norm3Xbiospheric,norm4Xbiospheric,framing1Xnorm1Xbiospheric,framing1Xnorm2Xbiospheric,framing1Xnorm3Xbiospheric,framing1Xnorm4Xbiospheric,framing2Xnorm1Xbiospheric,framing2Xnorm2Xbiospheric,framing2Xnorm3Xbiospheric,framing2Xnorm4Xbiospheric,framing1Xaltruistic,framing2Xaltruistic,norm1Xaltruistic,norm2Xaltruistic,norm3Xaltruistic,norm4Xaltruistic,framing1Xnorm1Xaltruistic,framing1Xnorm2Xaltruistic,framing1Xnorm3Xaltruistic,framing1Xnorm4Xaltruistic,framing2Xnorm1Xaltruistic,framing2Xnorm2Xaltruistic,framing2Xnorm3Xaltruistic,framing2Xnorm4Xaltruistic,framing1Xegoistic,framing2Xegoistic,norm1Xegoistic,norm2Xegoistic,norm3Xegoistic,norm4Xegoistic,framing1Xnorm1Xegoistic,framing1Xnorm2Xegoistic,framing1Xnorm3Xegoistic,framing1Xnorm4Xegoistic,framing2Xnorm1Xegoistic,framing2Xnorm2Xegoistic,framing2Xnorm3Xegoistic,framing2Xnorm4Xegoistic,framing1Xhedonic,framing2Xhedonic,norm1Xhedonic,norm2Xhedonic,norm3Xhedonic,norm4Xhedonic,framing1Xnorm1Xhedonic,framing1Xnorm2Xhedonic,framing1Xnorm3Xhedonic,framing1Xnorm4Xhedonic,framing2Xnorm1Xhedonic,framing2Xnorm2Xhedonic,framing2Xnorm3Xhedonic,framing2Xnorm4Xhedonic"  
## [1] "Partially obs. variables: hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender"  
## [1] "Fully obs. substantive model variables: ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup"  
## [1] "Imputation 1"  
## [1] "Imputing missing outcomes using specified substantive model."  
## [1] "Imputing: hedonic using egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: egoistic using hedonic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: altruistic using hedonic,egoistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: biospheric using hedonic,egoistic,altruistic,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Age using hedonic,egoistic,altruistic,biospheric,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: self\_deceptive\_sdr using hedonic,egoistic,altruistic,biospheric,Age,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: impress\_manag\_sdr using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,Gender,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Gender using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,ingroup\_identification,clothing\_interest,consumer\_intentions,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputation 2"  
## [1] "Imputation 3"  
## [1] "Imputation 4"  
## [1] "Imputation 5"

Storing imputed data sets

impobject <- imputationList(imps$impDatasets)

Restrict range of values on imputed variables

# bio values  
impobject$imputations[[1]]$biospheric <- ifelse(impobject$imputations[[1]]$biospheric > 7, 7, impobject$imputations[[1]]$biospheric)  
  
impobject$imputations[[2]]$biospheric <- ifelse(impobject$imputations[[2]]$biospheric > 7, 7, impobject$imputations[[2]]$biospheric)  
  
impobject$imputations[[3]]$biospheric <- ifelse(impobject$imputations[[3]]$biospheric > 7, 7, impobject$imputations[[3]]$biospheric)  
  
impobject$imputations[[4]]$biospheric <- ifelse(impobject$imputations[[4]]$biospheric > 7, 7, impobject$imputations[[4]]$biospheric)  
  
impobject$imputations[[5]]$biospheric <- ifelse(impobject$imputations[[5]]$biospheric > 7, 7, impobject$imputations[[5]]$biospheric)  
  
  
# alt values  
impobject$imputations[[1]]$altruistic <- ifelse(impobject$imputations[[1]]$altruistic > 7, 7, impobject$imputations[[1]]$altruistic)  
  
impobject$imputations[[2]]$altruistic <- ifelse(impobject$imputations[[2]]$altruistic > 7, 7, impobject$imputations[[2]]$altruistic)  
  
impobject$imputations[[3]]$altruistic <- ifelse(impobject$imputations[[3]]$altruistic > 7, 7, impobject$imputations[[3]]$altruistic)  
  
impobject$imputations[[4]]$altruistic <- ifelse(impobject$imputations[[4]]$altruistic > 7, 7, impobject$imputations[[4]]$altruistic)  
  
impobject$imputations[[5]]$altruistic <- ifelse(impobject$imputations[[5]]$altruistic > 7, 7, impobject$imputations[[5]]$altruistic)  
  
  
# ego values  
impobject$imputations[[1]]$egoistic <- ifelse(impobject$imputations[[1]]$egoistic > 7, 7, impobject$imputations[[1]]$egoistic)  
  
impobject$imputations[[2]]$egoistic <- ifelse(impobject$imputations[[2]]$egoistic > 7, 7, impobject$imputations[[2]]$egoistic)  
  
impobject$imputations[[3]]$egoistic <- ifelse(impobject$imputations[[3]]$egoistic > 7, 7, impobject$imputations[[3]]$egoistic)  
  
impobject$imputations[[4]]$egoistic <- ifelse(impobject$imputations[[4]]$egoistic > 7, 7, impobject$imputations[[4]]$egoistic)  
  
impobject$imputations[[5]]$egoistic <- ifelse(impobject$imputations[[5]]$egoistic > 7, 7, impobject$imputations[[5]]$egoistic)  
  
  
# hed values  
impobject$imputations[[1]]$hedonic <- ifelse(impobject$imputations[[1]]$hedonic > 7, 7, impobject$imputations[[1]]$hedonic)  
  
impobject$imputations[[2]]$hedonic <- ifelse(impobject$imputations[[2]]$hedonic > 7, 7, impobject$imputations[[2]]$hedonic)  
  
impobject$imputations[[3]]$hedonic <- ifelse(impobject$imputations[[3]]$hedonic > 7, 7, impobject$imputations[[3]]$hedonic)  
  
impobject$imputations[[4]]$hedonic <- ifelse(impobject$imputations[[4]]$hedonic > 7, 7, impobject$imputations[[4]]$hedonic)  
  
impobject$imputations[[5]]$hedonic <- ifelse(impobject$imputations[[5]]$hedonic > 7, 7, impobject$imputations[[5]]$hedonic)  
  
  
# self-deceptive enhancement  
with(impobject, describe(self\_deceptive\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.13 0.14 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.71 0.86 3.75 3.7 0.74 1 6.62 5.62 0.15 0.14 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.75 5.75 0.15 0.23 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.62 5.62 0.14 0.13 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.14 0.14 0.03  
##   
## attr(,"call")  
## with(impobject, describe(self\_deceptive\_sdr))

impobject$imputations[[4]]$self\_deceptive\_sdr <- ifelse(impobject$imputations[[4]]$self\_deceptive\_sdr < 1, 1, impobject$imputations[[4]]$self\_deceptive\_sdr)  
  
  
# impr manag  
with(impobject, describe(impress\_manag\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.24 0.14 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.24 0.14 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.25 0.16 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4 0.85 4 3.99 0.74 1.5 7 5.5 0.25 0.17 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.27 0.19 0.03  
##   
## attr(,"call")  
## with(impobject, describe(impress\_manag\_sdr))

# Age  
describe(data\_R\_alt$Age)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1030 19.87 1.95 19 19.67 1.48 18 50 32 4.91 59.29 0.06

with(impobject, describe(Age))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.89 1.94 19.39 19.7 2.06 15.09 50 34.91 4.56 54.97 0.06  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.85 1.94 19 19.67 1.48 14.85 50 35.15 4.55 55.63 0.06  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.98 19.05 19.69 1.55 13.77 50 36.23 4.27 50.86 0.06  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.97 19.25 19.7 1.86 14.74 50 35.26 4.37 52.37 0.06  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.9 1.95 19.48 19.71 2.19 15.37 50 34.63 4.49 53.77 0.06  
##   
## attr(,"call")  
## with(impobject, describe(Age))

impobject$imputations[[1]]$Age <- ifelse(impobject$imputations[[1]]$Age < 18, 18, impobject$imputations[[1]]$Age)  
  
impobject$imputations[[2]]$Age <- ifelse(impobject$imputations[[2]]$Age < 18, 18, impobject$imputations[[2]]$Age)  
  
impobject$imputations[[3]]$Age <- ifelse(impobject$imputations[[3]]$Age < 18, 18, impobject$imputations[[3]]$Age)  
  
impobject$imputations[[4]]$Age <- ifelse(impobject$imputations[[4]]$Age < 18, 18, impobject$imputations[[4]]$Age)  
  
impobject$imputations[[5]]$Age <- ifelse(impobject$imputations[[5]]$Age < 18, 18, impobject$imputations[[5]]$Age)

### Centering continuous predictors

# Biospheric values  
impobject$imputations[[1]]$biospheric\_center <- impobject$imputations[[1]]$biospheric - mean(impobject$imputations[[1]]$biospheric)  
  
impobject$imputations[[2]]$biospheric\_center <- impobject$imputations[[2]]$biospheric - mean(impobject$imputations[[2]]$biospheric)  
  
impobject$imputations[[3]]$biospheric\_center <- impobject$imputations[[3]]$biospheric - mean(impobject$imputations[[3]]$biospheric)  
  
impobject$imputations[[4]]$biospheric\_center <- impobject$imputations[[4]]$biospheric - mean(impobject$imputations[[4]]$biospheric)  
  
impobject$imputations[[5]]$biospheric\_center <- impobject$imputations[[5]]$biospheric - mean(impobject$imputations[[5]]$biospheric)  
  
  
# Altruistic values  
impobject$imputations[[1]]$altruistic\_center <- impobject$imputations[[1]]$altruistic - mean(impobject$imputations[[1]]$altruistic)  
  
impobject$imputations[[2]]$altruistic\_center <- impobject$imputations[[2]]$altruistic - mean(impobject$imputations[[2]]$altruistic)  
  
impobject$imputations[[3]]$altruistic\_center <- impobject$imputations[[3]]$altruistic - mean(impobject$imputations[[3]]$altruistic)  
  
impobject$imputations[[4]]$altruistic\_center <- impobject$imputations[[4]]$altruistic - mean(impobject$imputations[[4]]$altruistic)  
  
impobject$imputations[[5]]$altruistic\_center <- impobject$imputations[[5]]$altruistic - mean(impobject$imputations[[5]]$altruistic)  
  
  
# Egoistic values  
impobject$imputations[[1]]$egoistic\_center <- impobject$imputations[[1]]$egoistic - mean(impobject$imputations[[1]]$egoistic)  
  
impobject$imputations[[2]]$egoistic\_center <- impobject$imputations[[2]]$egoistic - mean(impobject$imputations[[2]]$egoistic)  
  
impobject$imputations[[3]]$egoistic\_center <- impobject$imputations[[3]]$egoistic - mean(impobject$imputations[[3]]$egoistic)  
  
impobject$imputations[[4]]$egoistic\_center <- impobject$imputations[[4]]$egoistic - mean(impobject$imputations[[4]]$egoistic)  
  
impobject$imputations[[5]]$egoistic\_center <- impobject$imputations[[5]]$egoistic - mean(impobject$imputations[[5]]$egoistic)  
  
  
# Hedonic values  
impobject$imputations[[1]]$hedonic\_center <- impobject$imputations[[1]]$hedonic - mean(impobject$imputations[[1]]$hedonic)  
  
impobject$imputations[[2]]$hedonic\_center <- impobject$imputations[[2]]$hedonic - mean(impobject$imputations[[2]]$hedonic)  
  
impobject$imputations[[3]]$hedonic\_center <- impobject$imputations[[3]]$hedonic - mean(impobject$imputations[[3]]$hedonic)  
  
impobject$imputations[[4]]$hedonic\_center <- impobject$imputations[[4]]$hedonic - mean(impobject$imputations[[4]]$hedonic)  
  
impobject$imputations[[5]]$hedonic\_center <- impobject$imputations[[5]]$hedonic - mean(impobject$imputations[[5]]$hedonic)  
  
  
  
# Ingroup identification  
impobject$imputations[[1]]$ingroup\_center <- impobject$imputations[[1]]$ingroup\_identification - mean(impobject$imputations[[1]]$ingroup\_identification)  
  
impobject$imputations[[2]]$ingroup\_center <- impobject$imputations[[2]]$ingroup\_identification - mean(impobject$imputations[[2]]$ingroup\_identification)  
  
impobject$imputations[[3]]$ingroup\_center <- impobject$imputations[[3]]$ingroup\_identification - mean(impobject$imputations[[3]]$ingroup\_identification)  
  
impobject$imputations[[4]]$ingroup\_center <- impobject$imputations[[4]]$ingroup\_identification - mean(impobject$imputations[[4]]$ingroup\_identification)  
  
impobject$imputations[[5]]$ingroup\_center <- impobject$imputations[[5]]$ingroup\_identification - mean(impobject$imputations[[5]]$ingroup\_identification)  
  
  
# Age  
impobject$imputations[[1]]$Age\_center <- impobject$imputations[[1]]$Age - mean(impobject$imputations[[1]]$Age)  
  
impobject$imputations[[2]]$Age\_center <- impobject$imputations[[2]]$Age - mean(impobject$imputations[[2]]$Age)  
  
impobject$imputations[[3]]$Age\_center <- impobject$imputations[[3]]$Age - mean(impobject$imputations[[3]]$Age)  
  
impobject$imputations[[4]]$Age\_center <- impobject$imputations[[4]]$Age - mean(impobject$imputations[[4]]$Age)  
  
impobject$imputations[[5]]$Age\_center <- impobject$imputations[[5]]$Age - mean(impobject$imputations[[5]]$Age)  
  
  
  
# Clothing interest  
impobject$imputations[[1]]$clothing\_center <- impobject$imputations[[1]]$clothing\_interest - mean(impobject$imputations[[1]]$clothing\_interest)  
  
impobject$imputations[[2]]$clothing\_center <- impobject$imputations[[2]]$clothing\_interest - mean(impobject$imputations[[2]]$clothing\_interest)  
  
impobject$imputations[[3]]$clothing\_center <- impobject$imputations[[3]]$clothing\_interest - mean(impobject$imputations[[3]]$clothing\_interest)  
  
impobject$imputations[[4]]$clothing\_center <- impobject$imputations[[4]]$clothing\_interest - mean(impobject$imputations[[4]]$clothing\_interest)  
  
impobject$imputations[[5]]$clothing\_center <- impobject$imputations[[5]]$clothing\_interest - mean(impobject$imputations[[5]]$clothing\_interest)  
  
  
  
# Self deceptive SDR  
impobject$imputations[[1]]$self\_dec\_center <- impobject$imputations[[1]]$self\_deceptive\_sdr - mean(impobject$imputations[[1]]$self\_deceptive\_sdr)  
  
impobject$imputations[[2]]$self\_dec\_center <- impobject$imputations[[2]]$self\_deceptive\_sdr - mean(impobject$imputations[[2]]$self\_deceptive\_sdr)  
  
impobject$imputations[[3]]$self\_dec\_center <- impobject$imputations[[3]]$self\_deceptive\_sdr - mean(impobject$imputations[[3]]$self\_deceptive\_sdr)  
  
impobject$imputations[[4]]$self\_dec\_center <- impobject$imputations[[4]]$self\_deceptive\_sdr - mean(impobject$imputations[[4]]$self\_deceptive\_sdr)  
  
impobject$imputations[[5]]$self\_dec\_center <- impobject$imputations[[5]]$self\_deceptive\_sdr - mean(impobject$imputations[[5]]$self\_deceptive\_sdr)  
  
  
# Impression management SDR  
impobject$imputations[[1]]$impress\_manag\_center <- impobject$imputations[[1]]$impress\_manag\_sdr - mean(impobject$imputations[[1]]$impress\_manag\_sdr)  
  
impobject$imputations[[2]]$impress\_manag\_center <- impobject$imputations[[2]]$impress\_manag\_sdr - mean(impobject$imputations[[2]]$impress\_manag\_sdr)  
  
impobject$imputations[[3]]$impress\_manag\_center <- impobject$imputations[[3]]$impress\_manag\_sdr - mean(impobject$imputations[[3]]$impress\_manag\_sdr)  
  
impobject$imputations[[4]]$impress\_manag\_center <- impobject$imputations[[4]]$impress\_manag\_sdr - mean(impobject$imputations[[4]]$impress\_manag\_sdr)  
  
impobject$imputations[[5]]$impress\_manag\_center <- impobject$imputations[[5]]$impress\_manag\_sdr - mean(impobject$imputations[[5]]$impress\_manag\_sdr)  
  
# Coding Gender  
contrasts(impobject$imputations[[1]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[2]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[3]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[4]]$Gender) <- c(1/2, -1/2)  
contrasts(impobject$imputations[[5]]$Gender) <- c(1/2, -1/2)

Convert scmfcs object to a mids object (to make the object compatible with mice, and thus, emmeans):

mids\_obj <- datlist2mids(impobject)

Complete data set:

# Descriptive Statistics

freqs <- with(mids\_obj, table(consumer\_behaviors))  
freqs$analyses

## [[1]]  
## consumer\_behaviors  
## 0 1   
## 608 525   
##   
## [[2]]  
## consumer\_behaviors  
## 0 1   
## 605 528   
##   
## [[3]]  
## consumer\_behaviors  
## 0 1   
## 606 527   
##   
## [[4]]  
## consumer\_behaviors  
## 0 1   
## 606 527   
##   
## [[5]]  
## consumer\_behaviors  
## 0 1   
## 603 530

props1 <- with(mids\_obj, prop.table(table(consumer\_behaviors)))  
props1$analyses

## [[1]]  
## consumer\_behaviors  
## 0 1   
## 0.5366284 0.4633716   
##   
## [[2]]  
## consumer\_behaviors  
## 0 1   
## 0.5339806 0.4660194   
##   
## [[3]]  
## consumer\_behaviors  
## 0 1   
## 0.5348632 0.4651368   
##   
## [[4]]  
## consumer\_behaviors  
## 0 1   
## 0.5348632 0.4651368   
##   
## [[5]]  
## consumer\_behaviors  
## 0 1   
## 0.5322154 0.4677846

# Logistic Analysis (DV = Consumer Behaviors)

Consumer Behaviors

* 0 = New Clothing
* 1 = Secondhand Clothing

## Running Model

log\_pool\_obj <- pool(log\_mice)

* df\_residual = 1038
* residual deviance: 1329

## Model Summary

Full summary

## Pooled Regression Results

summary(pool(log\_mice)) %>%  
 knitr::kable(digits = 3)

| term | estimate | std.error | statistic | df | p.value |
| --- | --- | --- | --- | --- | --- |
| (Intercept) | -0.154 | 0.074 | -2.092 | 811.847 | 0.037 |
| framing\_conditionFrameCode1 | 0.123 | 0.174 | 0.708 | 882.439 | 0.479 |
| framing\_conditionFrameCode2 | 0.504 | 0.152 | 3.324 | 937.441 | 0.001 |
| norm\_condition1 | 0.137 | 0.113 | 1.216 | 894.465 | 0.224 |
| norm\_condition2 | 0.002 | 0.065 | 0.032 | 984.072 | 0.974 |
| norm\_condition3 | 0.013 | 0.045 | 0.291 | 1025.111 | 0.771 |
| norm\_condition4 | 0.017 | 0.036 | 0.484 | 955.659 | 0.628 |
| biospheric\_center | 0.508 | 0.106 | 4.801 | 1004.891 | 0.000 |
| altruistic\_center | 0.226 | 0.148 | 1.526 | 946.390 | 0.127 |
| egoistic\_center | -0.729 | 0.100 | -7.294 | 751.725 | 0.000 |
| hedonic\_center | 0.008 | 0.121 | 0.066 | 847.891 | 0.948 |
| ingroup\_center | 0.010 | 0.073 | 0.140 | 856.019 | 0.888 |
| self\_dec\_center | -0.236 | 0.090 | -2.621 | 1033.255 | 0.009 |
| impress\_manag\_center | -0.226 | 0.088 | -2.556 | 984.405 | 0.011 |
| clothing\_center | 0.051 | 0.095 | 0.539 | 1002.212 | 0.590 |
| Gender1 | -0.014 | 0.170 | -0.080 | 219.027 | 0.936 |
| Age\_center | -0.087 | 0.050 | -1.733 | 57.425 | 0.088 |
| framing\_conditionFrameCode1:norm\_condition1 | 0.463 | 0.268 | 1.732 | 1018.113 | 0.084 |
| framing\_conditionFrameCode2:norm\_condition1 | 0.348 | 0.244 | 1.427 | 1000.360 | 0.154 |
| framing\_conditionFrameCode1:norm\_condition2 | -0.058 | 0.163 | -0.355 | 829.435 | 0.723 |
| framing\_conditionFrameCode2:norm\_condition2 | -0.010 | 0.134 | -0.072 | 1020.077 | 0.943 |
| framing\_conditionFrameCode1:norm\_condition3 | 0.063 | 0.108 | 0.584 | 936.829 | 0.559 |
| framing\_conditionFrameCode2:norm\_condition3 | 0.086 | 0.099 | 0.869 | 1027.197 | 0.385 |
| framing\_conditionFrameCode1:norm\_condition4 | 0.027 | 0.091 | 0.299 | 532.635 | 0.765 |
| framing\_conditionFrameCode2:norm\_condition4 | -0.041 | 0.075 | -0.554 | 838.856 | 0.580 |
| framing\_conditionFrameCode1:biospheric\_center | -0.187 | 0.269 | -0.693 | 1010.638 | 0.488 |
| framing\_conditionFrameCode2:biospheric\_center | 0.390 | 0.214 | 1.828 | 966.989 | 0.068 |
| norm\_condition1:biospheric\_center | 0.274 | 0.163 | 1.683 | 953.880 | 0.093 |
| norm\_condition2:biospheric\_center | 0.062 | 0.094 | 0.661 | 941.570 | 0.509 |
| norm\_condition3:biospheric\_center | 0.008 | 0.066 | 0.124 | 929.196 | 0.901 |
| norm\_condition4:biospheric\_center | 0.012 | 0.059 | 0.206 | 718.240 | 0.837 |
| framing\_conditionFrameCode1:altruistic\_center | 0.702 | 0.354 | 1.985 | 1018.329 | 0.047 |
| framing\_conditionFrameCode2:altruistic\_center | -0.768 | 0.304 | -2.529 | 962.726 | 0.012 |
| norm\_condition1:altruistic\_center | -0.545 | 0.243 | -2.245 | 985.715 | 0.025 |
| norm\_condition2:altruistic\_center | 0.203 | 0.129 | 1.577 | 1034.112 | 0.115 |
| norm\_condition3:altruistic\_center | 0.079 | 0.095 | 0.829 | 1003.032 | 0.407 |
| norm\_condition4:altruistic\_center | 0.065 | 0.069 | 0.950 | 491.638 | 0.343 |
| framing\_conditionFrameCode1:egoistic\_center | -0.495 | 0.237 | -2.087 | 892.821 | 0.037 |
| framing\_conditionFrameCode2:egoistic\_center | -0.105 | 0.202 | -0.517 | 1034.637 | 0.605 |
| norm\_condition1:egoistic\_center | 0.022 | 0.158 | 0.137 | 955.965 | 0.891 |
| norm\_condition2:egoistic\_center | -0.049 | 0.086 | -0.573 | 1022.179 | 0.567 |
| norm\_condition3:egoistic\_center | 0.057 | 0.058 | 0.972 | 910.694 | 0.332 |
| norm\_condition4:egoistic\_center | -0.039 | 0.051 | -0.768 | 779.884 | 0.443 |
| framing\_conditionFrameCode1:hedonic\_center | -0.236 | 0.293 | -0.807 | 939.087 | 0.420 |
| framing\_conditionFrameCode2:hedonic\_center | 0.007 | 0.252 | 0.027 | 913.626 | 0.979 |
| norm\_condition1:hedonic\_center | -0.028 | 0.195 | -0.142 | 937.344 | 0.887 |
| norm\_condition2:hedonic\_center | -0.062 | 0.108 | -0.579 | 1033.422 | 0.563 |
| norm\_condition3:hedonic\_center | -0.090 | 0.077 | -1.159 | 906.439 | 0.247 |
| norm\_condition4:hedonic\_center | -0.029 | 0.057 | -0.505 | 960.152 | 0.614 |
| framing\_conditionFrameCode1:ingroup\_center | 0.023 | 0.175 | 0.130 | 999.829 | 0.896 |
| framing\_conditionFrameCode2:ingroup\_center | 0.070 | 0.152 | 0.459 | 1015.900 | 0.647 |
| norm\_condition1:ingroup\_center | -0.042 | 0.109 | -0.387 | 1013.442 | 0.699 |
| norm\_condition2:ingroup\_center | -0.027 | 0.068 | -0.402 | 1000.683 | 0.688 |
| norm\_condition3:ingroup\_center | 0.012 | 0.046 | 0.265 | 965.347 | 0.791 |
| norm\_condition4:ingroup\_center | -0.027 | 0.037 | -0.737 | 532.824 | 0.461 |
| framing\_conditionFrameCode1:norm\_condition1:biospheric\_center | -0.328 | 0.397 | -0.827 | 937.252 | 0.409 |
| framing\_conditionFrameCode2:norm\_condition1:biospheric\_center | -0.096 | 0.345 | -0.277 | 982.189 | 0.782 |
| framing\_conditionFrameCode1:norm\_condition2:biospheric\_center | 0.150 | 0.236 | 0.634 | 952.575 | 0.526 |
| framing\_conditionFrameCode2:norm\_condition2:biospheric\_center | -0.053 | 0.193 | -0.277 | 968.583 | 0.782 |
| framing\_conditionFrameCode1:norm\_condition3:biospheric\_center | 0.111 | 0.167 | 0.663 | 922.000 | 0.508 |
| framing\_conditionFrameCode2:norm\_condition3:biospheric\_center | -0.022 | 0.131 | -0.168 | 1022.771 | 0.867 |
| framing\_conditionFrameCode1:norm\_condition4:biospheric\_center | 0.333 | 0.157 | 2.115 | 721.925 | 0.035 |
| framing\_conditionFrameCode2:norm\_condition4:biospheric\_center | -0.050 | 0.112 | -0.449 | 674.058 | 0.654 |
| framing\_conditionFrameCode1:norm\_condition1:altruistic\_center | 0.082 | 0.567 | 0.145 | 987.332 | 0.885 |
| framing\_conditionFrameCode2:norm\_condition1:altruistic\_center | 0.360 | 0.535 | 0.672 | 987.424 | 0.502 |
| framing\_conditionFrameCode1:norm\_condition2:altruistic\_center | -0.101 | 0.315 | -0.320 | 1024.699 | 0.749 |
| framing\_conditionFrameCode2:norm\_condition2:altruistic\_center | 0.466 | 0.275 | 1.697 | 1028.550 | 0.090 |
| framing\_conditionFrameCode1:norm\_condition3:altruistic\_center | -0.107 | 0.241 | -0.445 | 974.544 | 0.657 |
| framing\_conditionFrameCode2:norm\_condition3:altruistic\_center | 0.277 | 0.193 | 1.439 | 1024.859 | 0.150 |
| framing\_conditionFrameCode1:norm\_condition4:altruistic\_center | -0.350 | 0.173 | -2.025 | 909.383 | 0.043 |
| framing\_conditionFrameCode2:norm\_condition4:altruistic\_center | 0.083 | 0.136 | 0.613 | 682.509 | 0.540 |
| framing\_conditionFrameCode1:norm\_condition1:egoistic\_center | -0.002 | 0.399 | -0.005 | 957.783 | 0.996 |
| framing\_conditionFrameCode2:norm\_condition1:egoistic\_center | -0.151 | 0.327 | -0.463 | 832.980 | 0.644 |
| framing\_conditionFrameCode1:norm\_condition2:egoistic\_center | 0.397 | 0.207 | 1.921 | 1018.344 | 0.055 |
| framing\_conditionFrameCode2:norm\_condition2:egoistic\_center | 0.040 | 0.184 | 0.215 | 1029.607 | 0.830 |
| framing\_conditionFrameCode1:norm\_condition3:egoistic\_center | 0.104 | 0.136 | 0.762 | 838.865 | 0.446 |
| framing\_conditionFrameCode2:norm\_condition3:egoistic\_center | -0.065 | 0.129 | -0.501 | 969.872 | 0.617 |
| framing\_conditionFrameCode1:norm\_condition4:egoistic\_center | 0.134 | 0.135 | 0.991 | 167.624 | 0.323 |
| framing\_conditionFrameCode2:norm\_condition4:egoistic\_center | 0.037 | 0.106 | 0.346 | 542.595 | 0.730 |
| framing\_conditionFrameCode1:norm\_condition1:hedonic\_center | 0.311 | 0.477 | 0.653 | 990.283 | 0.514 |
| framing\_conditionFrameCode2:norm\_condition1:hedonic\_center | -0.172 | 0.421 | -0.409 | 622.658 | 0.683 |
| framing\_conditionFrameCode1:norm\_condition2:hedonic\_center | -0.392 | 0.263 | -1.490 | 984.202 | 0.137 |
| framing\_conditionFrameCode2:norm\_condition2:hedonic\_center | 0.142 | 0.231 | 0.613 | 991.022 | 0.540 |
| framing\_conditionFrameCode1:norm\_condition3:hedonic\_center | -0.020 | 0.194 | -0.105 | 766.414 | 0.917 |
| framing\_conditionFrameCode2:norm\_condition3:hedonic\_center | 0.225 | 0.161 | 1.392 | 935.238 | 0.164 |
| framing\_conditionFrameCode1:norm\_condition4:hedonic\_center | -0.043 | 0.141 | -0.305 | 958.514 | 0.760 |
| framing\_conditionFrameCode2:norm\_condition4:hedonic\_center | 0.109 | 0.122 | 0.888 | 525.511 | 0.375 |
| framing\_conditionFrameCode1:norm\_condition1:ingroup\_center | -0.045 | 0.264 | -0.171 | 1009.362 | 0.864 |
| framing\_conditionFrameCode2:norm\_condition1:ingroup\_center | 0.122 | 0.235 | 0.520 | 964.407 | 0.603 |
| framing\_conditionFrameCode1:norm\_condition2:ingroup\_center | 0.249 | 0.174 | 1.429 | 776.747 | 0.153 |
| framing\_conditionFrameCode2:norm\_condition2:ingroup\_center | 0.114 | 0.140 | 0.816 | 985.047 | 0.415 |
| framing\_conditionFrameCode1:norm\_condition3:ingroup\_center | 0.014 | 0.113 | 0.126 | 899.917 | 0.900 |
| framing\_conditionFrameCode2:norm\_condition3:ingroup\_center | 0.043 | 0.098 | 0.442 | 1022.062 | 0.658 |
| framing\_conditionFrameCode1:norm\_condition4:ingroup\_center | -0.030 | 0.086 | -0.346 | 920.724 | 0.729 |
| framing\_conditionFrameCode2:norm\_condition4:ingroup\_center | 0.038 | 0.079 | 0.479 | 715.938 | 0.632 |

APA-style table

pool\_summ <- summary(pool(log\_mice))  
  
apa\_table(pool\_summ,  
 caption = "Pooled Logistic Regression Results",  
 note = "DV = Consumer Behaviors")

(#tab:unnamed-chunk-29)

*Pooled Logistic Regression Results*

| term | estimate | std.error | statistic | df | p.value |
| --- | --- | --- | --- | --- | --- |
| (Intercept) | -0.15 | 0.07 | -2.09 | 811.85 | 0.04 |
| framing\_conditionFrameCode1 | 0.12 | 0.17 | 0.71 | 882.44 | 0.48 |
| framing\_conditionFrameCode2 | 0.50 | 0.15 | 3.32 | 937.44 | 0.00 |
| norm\_condition1 | 0.14 | 0.11 | 1.22 | 894.46 | 0.22 |
| norm\_condition2 | 0.00 | 0.06 | 0.03 | 984.07 | 0.97 |
| norm\_condition3 | 0.01 | 0.05 | 0.29 | 1,025.11 | 0.77 |
| norm\_condition4 | 0.02 | 0.04 | 0.48 | 955.66 | 0.63 |
| biospheric\_center | 0.51 | 0.11 | 4.80 | 1,004.89 | 0.00 |
| altruistic\_center | 0.23 | 0.15 | 1.53 | 946.39 | 0.13 |
| egoistic\_center | -0.73 | 0.10 | -7.29 | 751.72 | 0.00 |
| hedonic\_center | 0.01 | 0.12 | 0.07 | 847.89 | 0.95 |
| ingroup\_center | 0.01 | 0.07 | 0.14 | 856.02 | 0.89 |
| self\_dec\_center | -0.24 | 0.09 | -2.62 | 1,033.26 | 0.01 |
| impress\_manag\_center | -0.23 | 0.09 | -2.56 | 984.40 | 0.01 |
| clothing\_center | 0.05 | 0.10 | 0.54 | 1,002.21 | 0.59 |
| Gender1 | -0.01 | 0.17 | -0.08 | 219.03 | 0.94 |
| Age\_center | -0.09 | 0.05 | -1.73 | 57.42 | 0.09 |
| framing\_conditionFrameCode1:norm\_condition1 | 0.46 | 0.27 | 1.73 | 1,018.11 | 0.08 |
| framing\_conditionFrameCode2:norm\_condition1 | 0.35 | 0.24 | 1.43 | 1,000.36 | 0.15 |
| framing\_conditionFrameCode1:norm\_condition2 | -0.06 | 0.16 | -0.36 | 829.44 | 0.72 |
| framing\_conditionFrameCode2:norm\_condition2 | -0.01 | 0.13 | -0.07 | 1,020.08 | 0.94 |
| framing\_conditionFrameCode1:norm\_condition3 | 0.06 | 0.11 | 0.58 | 936.83 | 0.56 |
| framing\_conditionFrameCode2:norm\_condition3 | 0.09 | 0.10 | 0.87 | 1,027.20 | 0.39 |
| framing\_conditionFrameCode1:norm\_condition4 | 0.03 | 0.09 | 0.30 | 532.64 | 0.76 |
| framing\_conditionFrameCode2:norm\_condition4 | -0.04 | 0.07 | -0.55 | 838.86 | 0.58 |
| framing\_conditionFrameCode1:biospheric\_center | -0.19 | 0.27 | -0.69 | 1,010.64 | 0.49 |
| framing\_conditionFrameCode2:biospheric\_center | 0.39 | 0.21 | 1.83 | 966.99 | 0.07 |
| norm\_condition1:biospheric\_center | 0.27 | 0.16 | 1.68 | 953.88 | 0.09 |
| norm\_condition2:biospheric\_center | 0.06 | 0.09 | 0.66 | 941.57 | 0.51 |
| norm\_condition3:biospheric\_center | 0.01 | 0.07 | 0.12 | 929.20 | 0.90 |
| norm\_condition4:biospheric\_center | 0.01 | 0.06 | 0.21 | 718.24 | 0.84 |
| framing\_conditionFrameCode1:altruistic\_center | 0.70 | 0.35 | 1.98 | 1,018.33 | 0.05 |
| framing\_conditionFrameCode2:altruistic\_center | -0.77 | 0.30 | -2.53 | 962.73 | 0.01 |
| norm\_condition1:altruistic\_center | -0.54 | 0.24 | -2.24 | 985.71 | 0.03 |
| norm\_condition2:altruistic\_center | 0.20 | 0.13 | 1.58 | 1,034.11 | 0.12 |
| norm\_condition3:altruistic\_center | 0.08 | 0.09 | 0.83 | 1,003.03 | 0.41 |
| norm\_condition4:altruistic\_center | 0.07 | 0.07 | 0.95 | 491.64 | 0.34 |
| framing\_conditionFrameCode1:egoistic\_center | -0.49 | 0.24 | -2.09 | 892.82 | 0.04 |
| framing\_conditionFrameCode2:egoistic\_center | -0.10 | 0.20 | -0.52 | 1,034.64 | 0.61 |
| norm\_condition1:egoistic\_center | 0.02 | 0.16 | 0.14 | 955.96 | 0.89 |
| norm\_condition2:egoistic\_center | -0.05 | 0.09 | -0.57 | 1,022.18 | 0.57 |
| norm\_condition3:egoistic\_center | 0.06 | 0.06 | 0.97 | 910.69 | 0.33 |
| norm\_condition4:egoistic\_center | -0.04 | 0.05 | -0.77 | 779.88 | 0.44 |
| framing\_conditionFrameCode1:hedonic\_center | -0.24 | 0.29 | -0.81 | 939.09 | 0.42 |
| framing\_conditionFrameCode2:hedonic\_center | 0.01 | 0.25 | 0.03 | 913.63 | 0.98 |
| norm\_condition1:hedonic\_center | -0.03 | 0.20 | -0.14 | 937.34 | 0.89 |
| norm\_condition2:hedonic\_center | -0.06 | 0.11 | -0.58 | 1,033.42 | 0.56 |
| norm\_condition3:hedonic\_center | -0.09 | 0.08 | -1.16 | 906.44 | 0.25 |
| norm\_condition4:hedonic\_center | -0.03 | 0.06 | -0.50 | 960.15 | 0.61 |
| framing\_conditionFrameCode1:ingroup\_center | 0.02 | 0.17 | 0.13 | 999.83 | 0.90 |
| framing\_conditionFrameCode2:ingroup\_center | 0.07 | 0.15 | 0.46 | 1,015.90 | 0.65 |
| norm\_condition1:ingroup\_center | -0.04 | 0.11 | -0.39 | 1,013.44 | 0.70 |
| norm\_condition2:ingroup\_center | -0.03 | 0.07 | -0.40 | 1,000.68 | 0.69 |
| norm\_condition3:ingroup\_center | 0.01 | 0.05 | 0.27 | 965.35 | 0.79 |
| norm\_condition4:ingroup\_center | -0.03 | 0.04 | -0.74 | 532.82 | 0.46 |
| framing\_conditionFrameCode1:norm\_condition1:biospheric\_center | -0.33 | 0.40 | -0.83 | 937.25 | 0.41 |
| framing\_conditionFrameCode2:norm\_condition1:biospheric\_center | -0.10 | 0.35 | -0.28 | 982.19 | 0.78 |
| framing\_conditionFrameCode1:norm\_condition2:biospheric\_center | 0.15 | 0.24 | 0.63 | 952.58 | 0.53 |
| framing\_conditionFrameCode2:norm\_condition2:biospheric\_center | -0.05 | 0.19 | -0.28 | 968.58 | 0.78 |
| framing\_conditionFrameCode1:norm\_condition3:biospheric\_center | 0.11 | 0.17 | 0.66 | 922.00 | 0.51 |
| framing\_conditionFrameCode2:norm\_condition3:biospheric\_center | -0.02 | 0.13 | -0.17 | 1,022.77 | 0.87 |
| framing\_conditionFrameCode1:norm\_condition4:biospheric\_center | 0.33 | 0.16 | 2.12 | 721.93 | 0.03 |
| framing\_conditionFrameCode2:norm\_condition4:biospheric\_center | -0.05 | 0.11 | -0.45 | 674.06 | 0.65 |
| framing\_conditionFrameCode1:norm\_condition1:altruistic\_center | 0.08 | 0.57 | 0.15 | 987.33 | 0.88 |
| framing\_conditionFrameCode2:norm\_condition1:altruistic\_center | 0.36 | 0.54 | 0.67 | 987.42 | 0.50 |
| framing\_conditionFrameCode1:norm\_condition2:altruistic\_center | -0.10 | 0.31 | -0.32 | 1,024.70 | 0.75 |
| framing\_conditionFrameCode2:norm\_condition2:altruistic\_center | 0.47 | 0.27 | 1.70 | 1,028.55 | 0.09 |
| framing\_conditionFrameCode1:norm\_condition3:altruistic\_center | -0.11 | 0.24 | -0.44 | 974.54 | 0.66 |
| framing\_conditionFrameCode2:norm\_condition3:altruistic\_center | 0.28 | 0.19 | 1.44 | 1,024.86 | 0.15 |
| framing\_conditionFrameCode1:norm\_condition4:altruistic\_center | -0.35 | 0.17 | -2.02 | 909.38 | 0.04 |
| framing\_conditionFrameCode2:norm\_condition4:altruistic\_center | 0.08 | 0.14 | 0.61 | 682.51 | 0.54 |
| framing\_conditionFrameCode1:norm\_condition1:egoistic\_center | 0.00 | 0.40 | 0.00 | 957.78 | 1.00 |
| framing\_conditionFrameCode2:norm\_condition1:egoistic\_center | -0.15 | 0.33 | -0.46 | 832.98 | 0.64 |
| framing\_conditionFrameCode1:norm\_condition2:egoistic\_center | 0.40 | 0.21 | 1.92 | 1,018.34 | 0.06 |
| framing\_conditionFrameCode2:norm\_condition2:egoistic\_center | 0.04 | 0.18 | 0.22 | 1,029.61 | 0.83 |
| framing\_conditionFrameCode1:norm\_condition3:egoistic\_center | 0.10 | 0.14 | 0.76 | 838.87 | 0.45 |
| framing\_conditionFrameCode2:norm\_condition3:egoistic\_center | -0.06 | 0.13 | -0.50 | 969.87 | 0.62 |
| framing\_conditionFrameCode1:norm\_condition4:egoistic\_center | 0.13 | 0.14 | 0.99 | 167.62 | 0.32 |
| framing\_conditionFrameCode2:norm\_condition4:egoistic\_center | 0.04 | 0.11 | 0.35 | 542.60 | 0.73 |
| framing\_conditionFrameCode1:norm\_condition1:hedonic\_center | 0.31 | 0.48 | 0.65 | 990.28 | 0.51 |
| framing\_conditionFrameCode2:norm\_condition1:hedonic\_center | -0.17 | 0.42 | -0.41 | 622.66 | 0.68 |
| framing\_conditionFrameCode1:norm\_condition2:hedonic\_center | -0.39 | 0.26 | -1.49 | 984.20 | 0.14 |
| framing\_conditionFrameCode2:norm\_condition2:hedonic\_center | 0.14 | 0.23 | 0.61 | 991.02 | 0.54 |
| framing\_conditionFrameCode1:norm\_condition3:hedonic\_center | -0.02 | 0.19 | -0.10 | 766.41 | 0.92 |
| framing\_conditionFrameCode2:norm\_condition3:hedonic\_center | 0.22 | 0.16 | 1.39 | 935.24 | 0.16 |
| framing\_conditionFrameCode1:norm\_condition4:hedonic\_center | -0.04 | 0.14 | -0.30 | 958.51 | 0.76 |
| framing\_conditionFrameCode2:norm\_condition4:hedonic\_center | 0.11 | 0.12 | 0.89 | 525.51 | 0.37 |
| framing\_conditionFrameCode1:norm\_condition1:ingroup\_center | -0.05 | 0.26 | -0.17 | 1,009.36 | 0.86 |
| framing\_conditionFrameCode2:norm\_condition1:ingroup\_center | 0.12 | 0.23 | 0.52 | 964.41 | 0.60 |
| framing\_conditionFrameCode1:norm\_condition2:ingroup\_center | 0.25 | 0.17 | 1.43 | 776.75 | 0.15 |
| framing\_conditionFrameCode2:norm\_condition2:ingroup\_center | 0.11 | 0.14 | 0.82 | 985.05 | 0.41 |
| framing\_conditionFrameCode1:norm\_condition3:ingroup\_center | 0.01 | 0.11 | 0.13 | 899.92 | 0.90 |
| framing\_conditionFrameCode2:norm\_condition3:ingroup\_center | 0.04 | 0.10 | 0.44 | 1,022.06 | 0.66 |
| framing\_conditionFrameCode1:norm\_condition4:ingroup\_center | -0.03 | 0.09 | -0.35 | 920.72 | 0.73 |
| framing\_conditionFrameCode2:norm\_condition4:ingroup\_center | 0.04 | 0.08 | 0.48 | 715.94 | 0.63 |

*Note.* DV = Consumer Behaviors

### Odds Ratios

Converting log odds estimates to odds ratios:

ORs\_pool <- cbind(log\_summ\_pool$term, exp(log\_summ\_pool$estimate))  
  
ORs\_pool %>%  
 knitr::kable(digits = 2)

|  |  |
| --- | --- |
| 1 | 0.86 |
| 2 | 1.13 |
| 3 | 1.66 |
| 4 | 1.15 |
| 5 | 1.00 |
| 6 | 1.01 |
| 7 | 1.02 |
| 8 | 1.66 |
| 9 | 1.25 |
| 10 | 0.48 |
| 11 | 1.01 |
| 12 | 1.01 |
| 13 | 0.79 |
| 14 | 0.80 |
| 15 | 1.05 |
| 16 | 0.99 |
| 17 | 0.92 |
| 18 | 1.59 |
| 19 | 1.42 |
| 20 | 0.94 |
| 21 | 0.99 |
| 22 | 1.07 |
| 23 | 1.09 |
| 24 | 1.03 |
| 25 | 0.96 |
| 26 | 0.83 |
| 27 | 1.48 |
| 28 | 1.31 |
| 29 | 1.06 |
| 30 | 1.01 |
| 31 | 1.01 |
| 32 | 2.02 |
| 33 | 0.46 |
| 34 | 0.58 |
| 35 | 1.23 |
| 36 | 1.08 |
| 37 | 1.07 |
| 38 | 0.61 |
| 39 | 0.90 |
| 40 | 1.02 |
| 41 | 0.95 |
| 42 | 1.06 |
| 43 | 0.96 |
| 44 | 0.79 |
| 45 | 1.01 |
| 46 | 0.97 |
| 47 | 0.94 |
| 48 | 0.91 |
| 49 | 0.97 |
| 50 | 1.02 |
| 51 | 1.07 |
| 52 | 0.96 |
| 53 | 0.97 |
| 54 | 1.01 |
| 55 | 0.97 |
| 56 | 0.72 |
| 57 | 0.91 |
| 58 | 1.16 |
| 59 | 0.95 |
| 60 | 1.12 |
| 61 | 0.98 |
| 62 | 1.39 |
| 63 | 0.95 |
| 64 | 1.09 |
| 65 | 1.43 |
| 66 | 0.90 |
| 67 | 1.59 |
| 68 | 0.90 |
| 69 | 1.32 |
| 70 | 0.70 |
| 71 | 1.09 |
| 72 | 1.00 |
| 73 | 0.86 |
| 74 | 1.49 |
| 75 | 1.04 |
| 76 | 1.11 |
| 77 | 0.94 |
| 78 | 1.14 |
| 79 | 1.04 |
| 80 | 1.37 |
| 81 | 0.84 |
| 82 | 0.68 |
| 83 | 1.15 |
| 84 | 0.98 |
| 85 | 1.25 |
| 86 | 0.96 |
| 87 | 1.11 |
| 88 | 0.96 |
| 89 | 1.13 |
| 90 | 1.28 |
| 91 | 1.12 |
| 92 | 1.01 |
| 93 | 1.04 |
| 94 | 0.97 |
| 95 | 1.04 |

## Pooled Anova Results

Using Anova()

doesn’t have a pooling option

# anova\_mod2

### Imputed data 1

imp1\_log <- anova\_mod2$analyses[[1]]  
  
imp1\_log %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 12.72 | 2 | 0.002 |
| norm\_condition | 2.08 | 4 | 0.721 |
| biospheric\_center | 25.09 | 1 | 0.000 |
| altruistic\_center | 1.87 | 1 | 0.172 |
| egoistic\_center | 61.43 | 1 | 0.000 |
| hedonic\_center | 0.03 | 1 | 0.859 |
| ingroup\_center | 0.10 | 1 | 0.753 |
| self\_dec\_center | 7.28 | 1 | 0.007 |
| impress\_manag\_center | 7.05 | 1 | 0.008 |
| clothing\_center | 0.23 | 1 | 0.630 |
| Gender | 0.13 | 1 | 0.723 |
| Age\_center | 2.49 | 1 | 0.114 |
| framing\_condition:norm\_condition | 7.06 | 8 | 0.531 |
| framing\_condition:biospheric\_center | 3.93 | 2 | 0.140 |
| norm\_condition:biospheric\_center | 3.84 | 4 | 0.428 |
| framing\_condition:altruistic\_center | 10.03 | 2 | 0.007 |
| norm\_condition:altruistic\_center | 8.68 | 4 | 0.070 |
| framing\_condition:egoistic\_center | 4.29 | 2 | 0.117 |
| norm\_condition:egoistic\_center | 1.92 | 4 | 0.751 |
| framing\_condition:hedonic\_center | 0.72 | 2 | 0.699 |
| norm\_condition:hedonic\_center | 1.97 | 4 | 0.741 |
| framing\_condition:ingroup\_center | 0.20 | 2 | 0.907 |
| norm\_condition:ingroup\_center | 0.72 | 4 | 0.949 |
| framing\_condition:norm\_condition:biospheric\_center | 6.19 | 8 | 0.626 |
| framing\_condition:norm\_condition:altruistic\_center | 10.94 | 8 | 0.205 |
| framing\_condition:norm\_condition:egoistic\_center | 5.81 | 8 | 0.669 |
| framing\_condition:norm\_condition:hedonic\_center | 5.72 | 8 | 0.679 |
| framing\_condition:norm\_condition:ingroup\_center | 3.19 | 8 | 0.922 |

imp1\_log

## Analysis of Deviance Table (Type III tests)  
##   
## Response: consumer\_behaviors  
## LR Chisq Df  
## framing\_condition 12.716 2  
## norm\_condition 2.083 4  
## biospheric\_center 25.092 1  
## altruistic\_center 1.867 1  
## egoistic\_center 61.432 1  
## hedonic\_center 0.031 1  
## ingroup\_center 0.099 1  
## self\_dec\_center 7.285 1  
## impress\_manag\_center 7.052 1  
## clothing\_center 0.232 1  
## Gender 0.126 1  
## Age\_center 2.493 1  
## framing\_condition:norm\_condition 7.056 8  
## framing\_condition:biospheric\_center 3.932 2  
## norm\_condition:biospheric\_center 3.844 4  
## framing\_condition:altruistic\_center 10.031 2  
## norm\_condition:altruistic\_center 8.677 4  
## framing\_condition:egoistic\_center 4.287 2  
## norm\_condition:egoistic\_center 1.918 4  
## framing\_condition:hedonic\_center 0.716 2  
## norm\_condition:hedonic\_center 1.973 4  
## framing\_condition:ingroup\_center 0.196 2  
## norm\_condition:ingroup\_center 0.722 4  
## framing\_condition:norm\_condition:biospheric\_center 6.191 8  
## framing\_condition:norm\_condition:altruistic\_center 10.938 8  
## framing\_condition:norm\_condition:egoistic\_center 5.809 8  
## framing\_condition:norm\_condition:hedonic\_center 5.718 8  
## framing\_condition:norm\_condition:ingroup\_center 3.192 8  
## Pr(>Chisq)   
## framing\_condition 0.001733 \*\*   
## norm\_condition 0.720511   
## biospheric\_center 0.000000546482605334 \*\*\*  
## altruistic\_center 0.171765   
## egoistic\_center 0.000000000000004582 \*\*\*  
## hedonic\_center 0.859490   
## ingroup\_center 0.753338   
## self\_dec\_center 0.006954 \*\*   
## impress\_manag\_center 0.007916 \*\*   
## clothing\_center 0.630104   
## Gender 0.723136   
## Age\_center 0.114339   
## framing\_condition:norm\_condition 0.530625   
## framing\_condition:biospheric\_center 0.140008   
## norm\_condition:biospheric\_center 0.427503   
## framing\_condition:altruistic\_center 0.006636 \*\*   
## norm\_condition:altruistic\_center 0.069713 .   
## framing\_condition:egoistic\_center 0.117265   
## norm\_condition:egoistic\_center 0.750816   
## framing\_condition:hedonic\_center 0.698924   
## norm\_condition:hedonic\_center 0.740680   
## framing\_condition:ingroup\_center 0.906610   
## norm\_condition:ingroup\_center 0.948556   
## framing\_condition:norm\_condition:biospheric\_center 0.625894   
## framing\_condition:norm\_condition:altruistic\_center 0.205250   
## framing\_condition:norm\_condition:egoistic\_center 0.668628   
## framing\_condition:norm\_condition:hedonic\_center 0.678789   
## framing\_condition:norm\_condition:ingroup\_center 0.921717   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

### Imputed data 2

anova\_mod2$analyses[[2]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 12.13 | 2 | 0.002 |
| norm\_condition | 2.35 | 4 | 0.671 |
| biospheric\_center | 23.89 | 1 | 0.000 |
| altruistic\_center | 2.74 | 1 | 0.098 |
| egoistic\_center | 62.37 | 1 | 0.000 |
| hedonic\_center | 0.01 | 1 | 0.931 |
| ingroup\_center | 0.00 | 1 | 0.988 |
| self\_dec\_center | 6.99 | 1 | 0.008 |
| impress\_manag\_center | 7.39 | 1 | 0.007 |
| clothing\_center | 0.43 | 1 | 0.511 |
| Gender | 0.34 | 1 | 0.559 |
| Age\_center | 5.47 | 1 | 0.019 |
| framing\_condition:norm\_condition | 6.63 | 8 | 0.577 |
| framing\_condition:biospheric\_center | 3.90 | 2 | 0.142 |
| norm\_condition:biospheric\_center | 3.88 | 4 | 0.423 |
| framing\_condition:altruistic\_center | 10.47 | 2 | 0.005 |
| norm\_condition:altruistic\_center | 9.24 | 4 | 0.055 |
| framing\_condition:egoistic\_center | 4.61 | 2 | 0.100 |
| norm\_condition:egoistic\_center | 1.63 | 4 | 0.803 |
| framing\_condition:hedonic\_center | 1.03 | 2 | 0.598 |
| norm\_condition:hedonic\_center | 1.81 | 4 | 0.770 |
| framing\_condition:ingroup\_center | 0.34 | 2 | 0.845 |
| norm\_condition:ingroup\_center | 1.29 | 4 | 0.864 |
| framing\_condition:norm\_condition:biospheric\_center | 6.92 | 8 | 0.545 |
| framing\_condition:norm\_condition:altruistic\_center | 11.18 | 8 | 0.192 |
| framing\_condition:norm\_condition:egoistic\_center | 5.05 | 8 | 0.752 |
| framing\_condition:norm\_condition:hedonic\_center | 6.10 | 8 | 0.637 |
| framing\_condition:norm\_condition:ingroup\_center | 4.39 | 8 | 0.821 |

### Imputed data 3

anova\_mod2$analyses[[3]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 12.87 | 2 | 0.002 |
| norm\_condition | 2.25 | 4 | 0.690 |
| biospheric\_center | 23.48 | 1 | 0.000 |
| altruistic\_center | 2.26 | 1 | 0.133 |
| egoistic\_center | 61.07 | 1 | 0.000 |
| hedonic\_center | 0.01 | 1 | 0.931 |
| ingroup\_center | 0.00 | 1 | 0.986 |
| self\_dec\_center | 6.88 | 1 | 0.009 |
| impress\_manag\_center | 6.62 | 1 | 0.010 |
| clothing\_center | 0.18 | 1 | 0.669 |
| Gender | 0.00 | 1 | 0.945 |
| Age\_center | 6.85 | 1 | 0.009 |
| framing\_condition:norm\_condition | 7.57 | 8 | 0.476 |
| framing\_condition:biospheric\_center | 3.84 | 2 | 0.147 |
| norm\_condition:biospheric\_center | 2.84 | 4 | 0.585 |
| framing\_condition:altruistic\_center | 10.10 | 2 | 0.006 |
| norm\_condition:altruistic\_center | 9.66 | 4 | 0.047 |
| framing\_condition:egoistic\_center | 5.40 | 2 | 0.067 |
| norm\_condition:egoistic\_center | 2.88 | 4 | 0.578 |
| framing\_condition:hedonic\_center | 0.51 | 2 | 0.776 |
| norm\_condition:hedonic\_center | 2.30 | 4 | 0.681 |
| framing\_condition:ingroup\_center | 0.18 | 2 | 0.913 |
| norm\_condition:ingroup\_center | 1.17 | 4 | 0.883 |
| framing\_condition:norm\_condition:biospheric\_center | 8.11 | 8 | 0.422 |
| framing\_condition:norm\_condition:altruistic\_center | 10.96 | 8 | 0.204 |
| framing\_condition:norm\_condition:egoistic\_center | 6.37 | 8 | 0.605 |
| framing\_condition:norm\_condition:hedonic\_center | 6.76 | 8 | 0.563 |
| framing\_condition:norm\_condition:ingroup\_center | 3.57 | 8 | 0.893 |

### Imputed data 4

anova\_mod2$analyses[[4]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 11.21 | 2 | 0.004 |
| norm\_condition | 1.49 | 4 | 0.829 |
| biospheric\_center | 25.40 | 1 | 0.000 |
| altruistic\_center | 2.42 | 1 | 0.120 |
| egoistic\_center | 57.67 | 1 | 0.000 |
| hedonic\_center | 0.04 | 1 | 0.844 |
| ingroup\_center | 0.06 | 1 | 0.813 |
| self\_dec\_center | 6.82 | 1 | 0.009 |
| impress\_manag\_center | 6.36 | 1 | 0.012 |
| clothing\_center | 0.32 | 1 | 0.570 |
| Gender | 0.01 | 1 | 0.904 |
| Age\_center | 2.17 | 1 | 0.141 |
| framing\_condition:norm\_condition | 6.45 | 8 | 0.597 |
| framing\_condition:biospheric\_center | 3.61 | 2 | 0.165 |
| norm\_condition:biospheric\_center | 3.83 | 4 | 0.430 |
| framing\_condition:altruistic\_center | 9.96 | 2 | 0.007 |
| norm\_condition:altruistic\_center | 10.23 | 4 | 0.037 |
| framing\_condition:egoistic\_center | 5.63 | 2 | 0.060 |
| norm\_condition:egoistic\_center | 1.74 | 4 | 0.783 |
| framing\_condition:hedonic\_center | 0.57 | 2 | 0.751 |
| norm\_condition:hedonic\_center | 2.02 | 4 | 0.732 |
| framing\_condition:ingroup\_center | 0.38 | 2 | 0.829 |
| norm\_condition:ingroup\_center | 1.06 | 4 | 0.900 |
| framing\_condition:norm\_condition:biospheric\_center | 6.67 | 8 | 0.573 |
| framing\_condition:norm\_condition:altruistic\_center | 10.10 | 8 | 0.258 |
| framing\_condition:norm\_condition:egoistic\_center | 5.22 | 8 | 0.733 |
| framing\_condition:norm\_condition:hedonic\_center | 6.27 | 8 | 0.617 |
| framing\_condition:norm\_condition:ingroup\_center | 3.65 | 8 | 0.887 |

### Imputed data 5

anova\_mod2$analyses[[5]] %>%  
 knitr::kable(digits = c(2,2,3))

|  | LR Chisq | Df | Pr(>Chisq) |
| --- | --- | --- | --- |
| framing\_condition | 11.26 | 2 | 0.004 |
| norm\_condition | 1.40 | 4 | 0.845 |
| biospheric\_center | 22.81 | 1 | 0.000 |
| altruistic\_center | 2.69 | 1 | 0.101 |
| egoistic\_center | 65.27 | 1 | 0.000 |
| hedonic\_center | 0.03 | 1 | 0.860 |
| ingroup\_center | 0.04 | 1 | 0.846 |
| self\_dec\_center | 6.75 | 1 | 0.009 |
| impress\_manag\_center | 6.06 | 1 | 0.014 |
| clothing\_center | 0.33 | 1 | 0.566 |
| Gender | 0.00 | 1 | 0.993 |
| Age\_center | 4.82 | 1 | 0.028 |
| framing\_condition:norm\_condition | 7.41 | 8 | 0.494 |
| framing\_condition:biospheric\_center | 4.56 | 2 | 0.102 |
| norm\_condition:biospheric\_center | 4.48 | 4 | 0.345 |
| framing\_condition:altruistic\_center | 10.71 | 2 | 0.005 |
| norm\_condition:altruistic\_center | 10.15 | 4 | 0.038 |
| framing\_condition:egoistic\_center | 4.43 | 2 | 0.109 |
| norm\_condition:egoistic\_center | 2.05 | 4 | 0.727 |
| framing\_condition:hedonic\_center | 0.63 | 2 | 0.730 |
| norm\_condition:hedonic\_center | 1.91 | 4 | 0.752 |
| framing\_condition:ingroup\_center | 0.15 | 2 | 0.928 |
| norm\_condition:ingroup\_center | 1.02 | 4 | 0.907 |
| framing\_condition:norm\_condition:biospheric\_center | 6.32 | 8 | 0.612 |
| framing\_condition:norm\_condition:altruistic\_center | 10.75 | 8 | 0.217 |
| framing\_condition:norm\_condition:egoistic\_center | 6.89 | 8 | 0.548 |
| framing\_condition:norm\_condition:hedonic\_center | 6.32 | 8 | 0.612 |
| framing\_condition:norm\_condition:ingroup\_center | 5.00 | 8 | 0.758 |

### Main Effects

Framing

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[1]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[1]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[1]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[1]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[1]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[1]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[1]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[1]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[1]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[1]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273 F(2, 11621.44)=5.905 p=0.00273

Norm

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[2]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[2]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[2]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[2]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[2]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[2]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[2]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[2]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[2]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[2]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664 F(4, 1795.26)=0.417 p=0.79664

Biospheric

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[3]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[3]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[3]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[3]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[3]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[3]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[3]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[3]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[3]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[3]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0 F(1, 18929.79)=23.764 p=0

Altruistic

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[4]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[4]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[4]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[4]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[4]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[4]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[4]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[4]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[4]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[4]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676 F(1, 15316.29)=2.332 p=0.12676

Egoistic

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[5]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[5]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[5]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[5]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[5]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[5]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[5]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[5]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[5]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[5]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0 F(1, 3235.1)=59.346 p=0

Hedonic

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[6]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[6]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[6]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[6]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[6]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[6]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[6]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[6]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[6]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[6]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931 F(1, 345328.62)=0.018 p=0.8931

Ingroup

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[7]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[7]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[7]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[7]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[7]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[7]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[7]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[7]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[7]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[7]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816 F(1, 8926.29)=0.006 p=0.93816

Self-deceptive enhancement

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[8]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[8]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[8]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[8]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[8]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[8]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[8]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[8]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[8]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[8]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848 F(1, 1151271.3)=6.93 p=0.00848

Impression management

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[9]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[9]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[9]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[9]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[9]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[9]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[9]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[9]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[9]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[9]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024 F(1, 25780.06)=6.594 p=0.01024

Clothing interest

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[10]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[10]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[10]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[10]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[10]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[10]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[10]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[10]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[10]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[10]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493 F(1, 44602.45)=0.283 p=0.59493

Gender

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[11]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[11]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[11]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[11]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[11]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[11]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[11]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[11]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[11]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[11]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1 F(1, 981.23)=-0.005 p=1

Age

chi\_sq1 <- anova\_mod2$analyses[[1]]$`LR Chisq`[[12]]  
chi\_sq2 <- anova\_mod2$analyses[[2]]$`LR Chisq`[[12]]  
chi\_sq3 <- anova\_mod2$analyses[[3]]$`LR Chisq`[[12]]  
chi\_sq4 <- anova\_mod2$analyses[[4]]$`LR Chisq`[[12]]  
chi\_sq5 <- anova\_mod2$analyses[[5]]$`LR Chisq`[[12]]  
  
chi\_sq <- cbind(chi\_sq1, chi\_sq2, chi\_sq3, chi\_sq4, chi\_sq5)  
  
df1 <- anova\_mod2$analyses[[1]]$Df[[12]]  
df2 <- anova\_mod2$analyses[[2]]$Df[[12]]  
df3 <- anova\_mod2$analyses[[3]]$Df[[12]]  
df4 <- anova\_mod2$analyses[[4]]$Df[[12]]  
df5 <- anova\_mod2$analyses[[5]]$Df[[12]]  
  
df <- cbind(df1, df2, df3, df4, df5)

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584 F(1, 77.38)=3.027 p=0.08584

### Interaction effects

FramingXNorm Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449 F(8, 11802.27)=0.854 p=0.55449

FramingXBio Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211 F(2, 31941.74)=1.951 p=0.14211

NormXBio Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844 F(4, 2157.91)=0.874 p=0.47844

FrameXAlt Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606 F(2, 289927.89)=5.106 p=0.00606

NormXAlt Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222 F(4, 10056.48)=2.347 p=0.05222

FrameXEgo Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538 F(2, 5639.24)=2.351 p=0.09538

NormxEgo Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425 F(4, 1739.09)=0.448 p=0.77425

FrameXHed Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942 F(2, 10144.25)=0.316 p=0.72942

NormXHed Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237 F(4, 73732.36)=0.491 p=0.74237

FrameXIngroup Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056 F(2, 18834.69)=0.105 p=0.90056

NormXIngroup Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638 F(4, 9488.21)=0.239 p=0.91638

frameXnormXbio Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394 F(8, 1981.71)=0.798 p=0.60394

frameXnormXalt Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208 F(8, 49675.93)=1.334 p=0.2208

frameXnormXego Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028 F(8, 1320.93)=0.668 p=0.72028

frameXnormXhed Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352 F(8, 24721.97)=0.763 p=0.6352

frameXnormXingroup Interaction

micombine.chisquare(chi\_sq, df, display=TRUE, version=1)

## Combination of Chi Square Statistics for Multiply Imputed Data  
## Using 5 Imputed Data Sets  
## F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885 F(8, 830.24)=0.421 p=0.90885

# Simple Effects

## Framing Condition

H1: Consumer intentions/behaviors will be lower in the self-enhancing framing than in the pro-environmental or control framing conditions.

EM Means

# logit scale  
frame\_emmeans\_logit <- emmeans(log\_mice, ~ framing\_condition)  
frame\_emmeans\_logit %>%  
 knitr::kable(digits = 2)

| framing\_condition | emmean | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | -0.38 | 0.13 | Inf | -0.63 | -0.14 |
| pro\_env\_framing | 0.18 | 0.13 | Inf | -0.06 | 0.43 |
| self\_enh\_framing | -0.26 | 0.12 | Inf | -0.50 | -0.02 |

# probability scale  
frame\_emmeans\_prob <- emmeans(log\_mice, ~ framing\_condition, type = "response")  
frame\_emmeans\_prob %>%  
 knitr::kable(digits = 2)

| framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_framing | 0.41 | 0.03 | Inf | 0.35 | 0.47 |
| pro\_env\_framing | 0.55 | 0.03 | Inf | 0.48 | 0.61 |
| self\_enh\_framing | 0.44 | 0.03 | Inf | 0.38 | 0.50 |

Text Settings

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 20)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

Visualization

# logit scale  
plot(frame\_emmeans\_logit)

![](data:image/png;base64,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)

# probability scale  
plot(frame\_emmeans\_prob)
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emmip(log\_mice, ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 2, alpha = 0.5), xlab = "Framing Condition", ylab = "Consumer Intentions") + scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"),  
 labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + theme\_apa() + text\_settings
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Planned comparisons

# custom contrasts  
SE\_F\_EMM <- c(0,0,1)  
C\_F\_EMM <- c(1,0,0)  
PE\_F\_EMM <- c(0,1,0)  
  
# logit scale  
framing\_comparisons <- contrast(frame\_emmeans\_logit,   
 method = list("SE Frame - Control Frame" = SE\_F\_EMM - C\_F\_EMM,  
 "SE Frame - PE Frame" = SE\_F\_EMM - PE\_F\_EMM,  
 "PE Frame - Control" = PE\_F\_EMM - C\_F\_EMM), adjust = "none")  
   
framing\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| SE Frame - Control Frame | 0.12 | 0.17 | Inf | 0.71 | 0.48 |
| SE Frame - PE Frame | -0.44 | 0.18 | Inf | -2.52 | 0.01 |
| PE Frame - Control | 0.57 | 0.17 | Inf | 3.25 | 0.00 |

# confidence intervals  
framing\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SE Frame - Control Frame | 0.12 | 0.17 | Inf | -0.22 | 0.46 |
| SE Frame - PE Frame | -0.44 | 0.18 | Inf | -0.79 | -0.10 |
| PE Frame - Control | 0.57 | 0.17 | Inf | 0.23 | 0.91 |

# probability scale  
framing\_comparisons <- contrast(frame\_emmeans\_prob,   
 method = list("SE Frame - Control Frame" = SE\_F\_EMM - C\_F\_EMM,  
 "SE Frame - PE Frame" = SE\_F\_EMM - PE\_F\_EMM,  
 "PE Frame - Control" = PE\_F\_EMM - C\_F\_EMM), adjust = "none")  
   
framing\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SE Frame / Control Frame | 1.13 | 0.20 | Inf | 1 | 0.71 | 0.479 |
| SE Frame / PE Frame | 0.64 | 0.11 | Inf | 1 | -2.52 | 0.012 |
| PE Frame / Control | 1.76 | 0.31 | Inf | 1 | 3.25 | 0.001 |

# confidence intervals  
framing\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SE Frame / Control Frame | 1.13 | 0.20 | Inf | 0.80 | 1.59 |
| SE Frame / PE Frame | 0.64 | 0.11 | Inf | 0.46 | 0.91 |
| PE Frame / Control | 1.76 | 0.31 | Inf | 1.25 | 2.48 |

## Norm Condition

EM Means

norm\_emmeans\_logit <- emmeans(log\_mice, ~ norm\_condition)  
norm\_emmeans\_logit %>%  
 knitr::kable(digits = 2)

| norm\_condition | emmean | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | -0.32 | 0.16 | Inf | -0.63 | -0.01 |
| descriptive\_norm | -0.05 | 0.16 | Inf | -0.37 | 0.27 |
| convention\_norm | -0.18 | 0.16 | Inf | -0.49 | 0.13 |
| social\_norm | -0.13 | 0.16 | Inf | -0.44 | 0.18 |
| moral\_norm | -0.09 | 0.16 | Inf | -0.40 | 0.23 |

norm\_emmeans\_prob <- emmeans(log\_mice, ~ norm\_condition, type = "response")  
norm\_emmeans\_prob %>%  
 knitr::kable(digits = 2)

| norm\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| control\_norm | 0.42 | 0.04 | Inf | 0.35 | 0.50 |
| descriptive\_norm | 0.49 | 0.04 | Inf | 0.41 | 0.57 |
| convention\_norm | 0.46 | 0.04 | Inf | 0.38 | 0.53 |
| social\_norm | 0.47 | 0.04 | Inf | 0.39 | 0.54 |
| moral\_norm | 0.48 | 0.04 | Inf | 0.40 | 0.56 |

Visualization

# logit scale  
plot(norm\_emmeans\_logit)
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# probability scale  
plot(norm\_emmeans\_prob)
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emmip(log\_mice, ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 2, alpha = 0.5), xlab = "Norm Condition", ylab = "Consumer Intentions") + scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"),  
 labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + theme\_apa() + text\_settings
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Planned comparisons

# custom contrasts  
Control\_N\_EMM <- c(1,0,0,0,0)  
DN\_EMM <- c(0,1,0,0,0)  
Conv\_EMM <- c(0,0,1,0,0)  
SN\_EMM <- c(0,0,0,1,0)  
MN\_EMM <- c(0,0,0,0,1)  
  
# logit scale  
norm\_comparisons <- contrast(norm\_emmeans\_logit,   
 method = list("Descriptive Norm - Control" = DN\_EMM - Control\_N\_EMM,  
 "Convention - Control" = Conv\_EMM - Control\_N\_EMM,  
 "Social Norm - Control" = SN\_EMM - Control\_N\_EMM,  
 "Moral Norm - Control" = MN\_EMM - Control\_N\_EMM), adjust = "none")  
  
   
norm\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Descriptive Norm - Control | 0.27 | 0.23 | Inf | 1.22 | 0.224 |
| Convention - Control | 0.14 | 0.22 | Inf | 0.65 | 0.518 |
| Social Norm - Control | 0.19 | 0.22 | Inf | 0.87 | 0.386 |
| Moral Norm - Control | 0.24 | 0.22 | Inf | 1.06 | 0.288 |

# confidence intervals  
norm\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Descriptive Norm - Control | 0.27 | 0.23 | Inf | -0.17 | 0.71 |
| Convention - Control | 0.14 | 0.22 | Inf | -0.29 | 0.58 |
| Social Norm - Control | 0.19 | 0.22 | Inf | -0.24 | 0.62 |
| Moral Norm - Control | 0.24 | 0.22 | Inf | -0.20 | 0.68 |

# probability scale  
norm\_comparisons <- contrast(norm\_emmeans\_prob,   
 method = list("Descriptive Norm - Control" = DN\_EMM - Control\_N\_EMM,  
 "Convention - Control" = Conv\_EMM - Control\_N\_EMM,  
 "Social Norm - Control" = SN\_EMM - Control\_N\_EMM,  
 "Moral Norm - Control" = MN\_EMM - Control\_N\_EMM), adjust = "none")  
  
   
norm\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Descriptive Norm / Control | 1.31 | 0.30 | Inf | 1 | 1.22 | 0.224 |
| Convention / Control | 1.15 | 0.26 | Inf | 1 | 0.65 | 0.518 |
| Social Norm / Control | 1.21 | 0.27 | Inf | 1 | 0.87 | 0.386 |
| Moral Norm / Control | 1.27 | 0.28 | Inf | 1 | 1.06 | 0.288 |

# confidence intervals  
norm\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Descriptive Norm / Control | 1.31 | 0.30 | Inf | 0.85 | 2.04 |
| Convention / Control | 1.15 | 0.26 | Inf | 0.75 | 1.78 |
| Social Norm / Control | 1.21 | 0.27 | Inf | 0.79 | 1.87 |
| Moral Norm / Control | 1.27 | 0.28 | Inf | 0.82 | 1.97 |

## Framing x Norm

EM Means

cell\_emmeans\_logit <- emmeans(log\_mice, ~ norm\_condition\*framing\_condition)  
cell\_emmeans\_logit %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| norm\_condition | framing\_condition | emmean | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | -0.18 | 0.26 | Inf | -0.69 | 0.336 |
| descriptive\_norm | control\_framing | -0.60 | 0.28 | Inf | -1.14 | -0.057 |
| convention\_norm | control\_framing | -0.29 | 0.29 | Inf | -0.85 | 0.281 |
| social\_norm | control\_framing | -0.54 | 0.24 | Inf | -1.01 | -0.077 |
| moral\_norm | control\_framing | -0.31 | 0.31 | Inf | -0.92 | 0.289 |
| control\_norm | pro\_env\_framing | -0.24 | 0.27 | Inf | -0.76 | 0.279 |
| descriptive\_norm | pro\_env\_framing | 0.50 | 0.31 | Inf | -0.12 | 1.110 |
| convention\_norm | pro\_env\_framing | 0.11 | 0.25 | Inf | -0.37 | 0.598 |
| social\_norm | pro\_env\_framing | 0.40 | 0.29 | Inf | -0.17 | 0.971 |
| moral\_norm | pro\_env\_framing | 0.14 | 0.26 | Inf | -0.37 | 0.655 |
| control\_norm | self\_enh\_framing | -0.55 | 0.29 | Inf | -1.11 | 0.009 |
| descriptive\_norm | self\_enh\_framing | -0.05 | 0.25 | Inf | -0.53 | 0.440 |
| convention\_norm | self\_enh\_framing | -0.37 | 0.29 | Inf | -0.94 | 0.198 |
| social\_norm | self\_enh\_framing | -0.26 | 0.28 | Inf | -0.81 | 0.296 |
| moral\_norm | self\_enh\_framing | -0.08 | 0.27 | Inf | -0.61 | 0.447 |

cell\_emmeans\_prob <- emmeans(log\_mice, ~ norm\_condition\*framing\_condition, type = "response")  
cell\_emmeans\_prob %>%  
 knitr::kable(digits = c(NA,NA,2,2,2,2,3))

| norm\_condition | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | control\_framing | 0.46 | 0.07 | Inf | 0.33 | 0.583 |
| descriptive\_norm | control\_framing | 0.35 | 0.06 | Inf | 0.24 | 0.486 |
| convention\_norm | control\_framing | 0.43 | 0.07 | Inf | 0.30 | 0.570 |
| social\_norm | control\_framing | 0.37 | 0.06 | Inf | 0.27 | 0.481 |
| moral\_norm | control\_framing | 0.42 | 0.08 | Inf | 0.29 | 0.572 |
| control\_norm | pro\_env\_framing | 0.44 | 0.07 | Inf | 0.32 | 0.569 |
| descriptive\_norm | pro\_env\_framing | 0.62 | 0.07 | Inf | 0.47 | 0.752 |
| convention\_norm | pro\_env\_framing | 0.53 | 0.06 | Inf | 0.41 | 0.645 |
| social\_norm | pro\_env\_framing | 0.60 | 0.07 | Inf | 0.46 | 0.725 |
| moral\_norm | pro\_env\_framing | 0.54 | 0.07 | Inf | 0.41 | 0.658 |
| control\_norm | self\_enh\_framing | 0.37 | 0.07 | Inf | 0.25 | 0.502 |
| descriptive\_norm | self\_enh\_framing | 0.49 | 0.06 | Inf | 0.37 | 0.608 |
| convention\_norm | self\_enh\_framing | 0.41 | 0.07 | Inf | 0.28 | 0.549 |
| social\_norm | self\_enh\_framing | 0.44 | 0.07 | Inf | 0.31 | 0.573 |
| moral\_norm | self\_enh\_framing | 0.48 | 0.07 | Inf | 0.35 | 0.610 |

Visualization

plot(cell\_emmeans\_logit)
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plot(cell\_emmeans\_prob)
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emmip(log\_mice, framing\_condition ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 2, alpha = 0.5), xlab = "Norm Condition", ylab = "Consumer Intentions") + scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"),  
 labels=c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) + scale\_colour\_discrete(name = "Framing Condition", breaks=c("control\_framing","pro\_env\_framing","self\_enh\_framing"), labels=c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) + theme\_apa() + text\_settings
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Planned comparisons

# custom contrasts  
cf\_cn\_emm <- c(1,rep(0,14)) ## control framings  
cf\_dn\_emm <- c(0,1,rep(0,13))  
cf\_conv\_emm <- c(0,0,1,rep(0,12))  
cf\_sn\_emm <- c(0,0,0,1,rep(0,11))  
cf\_mn\_emm <- c(0,0,0,0,1,rep(0,10))  
  
pf\_cn\_emm <- c(0,0,0,0,0,1,rep(0,9)) ## pro-environmental framings  
pf\_dn\_emm <- c(0,0,0,0,0,0,1,rep(0,8))  
pf\_conv\_emm <- c(rep(0,7),1,(rep(0,7)))  
pf\_sn\_emm <- c(rep(0,8),1,(rep(0,6)))  
pf\_mn\_emm <- c(rep(0,9),1,(rep(0,5)))  
  
sf\_cn\_emm <- c(rep(0,10),1,(rep(0,4))) ## self-enhancing framings  
sf\_dn\_emm <- c(rep(0,11),1,(rep(0,3)))  
sf\_conv\_emm <- c(rep(0,12),1,(rep(0,2)))  
sf\_sn\_emm <- c(rep(0,13),1,0)  
sf\_mn\_emm <- c(rep(0,14),1)  
  
  
# logit scale  
FxN\_comparisons <- contrast(cell\_emmeans\_logit,   
 method = list("Control Frame + DN - Control Frame + Ctrl" = cf\_dn\_emm - cf\_cn\_emm,  
 "Control Frame + Conv - Control Frame + Ctrl" = cf\_conv\_emm - cf\_cn\_emm,  
 "Control Frame + SN - Control Frame + Ctrl" = cf\_sn\_emm - cf\_cn\_emm,  
 "Control Frame + MN - Control Frame + Ctrl" = cf\_mn\_emm - cf\_cn\_emm,  
 "PE Frame + DN - PE Frame + Ctrl" = pf\_dn\_emm - pf\_cn\_emm,  
 "PE Frame + Conv - PE Frame + Ctrl" = pf\_conv\_emm - pf\_cn\_emm,  
 "PE Frame + SN - PE Frame + Ctrl" = pf\_sn\_emm - pf\_cn\_emm,  
 "PE Frame + MN - PE Frame + Ctrl" = pf\_mn\_emm - pf\_cn\_emm,  
 "SE Frame + DN - SE Frame + Ctrl" = sf\_dn\_emm - sf\_cn\_emm,  
 "SE Frame + Conv - SE Frame + Ctrl" = sf\_conv\_emm - sf\_cn\_emm,  
 "SE Frame + SN - SE Frame + Ctrl" = sf\_sn\_emm - sf\_cn\_emm,  
 "SE Frame + MN - SE Frame + Ctrl" = sf\_mn\_emm - sf\_cn\_emm), adjust = "none")  
  
FxN\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control Frame + DN - Control Frame + Ctrl | -0.42 | 0.38 | Inf | -1.11 | 0.266 |
| Control Frame + Conv - Control Frame + Ctrl | -0.11 | 0.39 | Inf | -0.28 | 0.782 |
| Control Frame + SN - Control Frame + Ctrl | -0.36 | 0.35 | Inf | -1.03 | 0.301 |
| Control Frame + MN - Control Frame + Ctrl | -0.14 | 0.40 | Inf | -0.34 | 0.735 |
| PE Frame + DN - PE Frame + Ctrl | 0.74 | 0.41 | Inf | 1.80 | 0.072 |
| PE Frame + Conv - PE Frame + Ctrl | 0.36 | 0.36 | Inf | 0.98 | 0.326 |
| PE Frame + SN - PE Frame + Ctrl | 0.64 | 0.39 | Inf | 1.64 | 0.100 |
| PE Frame + MN - PE Frame + Ctrl | 0.38 | 0.37 | Inf | 1.03 | 0.305 |
| SE Frame + DN - SE Frame + Ctrl | 0.51 | 0.38 | Inf | 1.34 | 0.180 |
| SE Frame + Conv - SE Frame + Ctrl | 0.18 | 0.40 | Inf | 0.45 | 0.653 |
| SE Frame + SN - SE Frame + Ctrl | 0.29 | 0.40 | Inf | 0.73 | 0.464 |
| SE Frame + MN - SE Frame + Ctrl | 0.47 | 0.39 | Inf | 1.19 | 0.232 |

# confidence intervals  
FxN\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control Frame + DN - Control Frame + Ctrl | -0.42 | 0.38 | Inf | -1.16 | 0.32 |
| Control Frame + Conv - Control Frame + Ctrl | -0.11 | 0.39 | Inf | -0.87 | 0.66 |
| Control Frame + SN - Control Frame + Ctrl | -0.36 | 0.35 | Inf | -1.06 | 0.33 |
| Control Frame + MN - Control Frame + Ctrl | -0.14 | 0.40 | Inf | -0.93 | 0.65 |
| PE Frame + DN - PE Frame + Ctrl | 0.74 | 0.41 | Inf | -0.07 | 1.54 |
| PE Frame + Conv - PE Frame + Ctrl | 0.36 | 0.36 | Inf | -0.35 | 1.07 |
| PE Frame + SN - PE Frame + Ctrl | 0.64 | 0.39 | Inf | -0.12 | 1.41 |
| PE Frame + MN - PE Frame + Ctrl | 0.38 | 0.37 | Inf | -0.35 | 1.11 |
| SE Frame + DN - SE Frame + Ctrl | 0.51 | 0.38 | Inf | -0.23 | 1.24 |
| SE Frame + Conv - SE Frame + Ctrl | 0.18 | 0.40 | Inf | -0.61 | 0.97 |
| SE Frame + SN - SE Frame + Ctrl | 0.29 | 0.40 | Inf | -0.49 | 1.08 |
| SE Frame + MN - SE Frame + Ctrl | 0.47 | 0.39 | Inf | -0.30 | 1.24 |

# probability scale  
FxN\_comparisons <- contrast(cell\_emmeans\_prob,   
 method = list("Control Frame + DN - Control Frame + Ctrl" = cf\_dn\_emm - cf\_cn\_emm,  
 "Control Frame + Conv - Control Frame + Ctrl" = cf\_conv\_emm - cf\_cn\_emm,  
 "Control Frame + SN - Control Frame + Ctrl" = cf\_sn\_emm - cf\_cn\_emm,  
 "Control Frame + MN - Control Frame + Ctrl" = cf\_mn\_emm - cf\_cn\_emm,  
 "PE Frame + DN - PE Frame + Ctrl" = pf\_dn\_emm - pf\_cn\_emm,  
 "PE Frame + Conv - PE Frame + Ctrl" = pf\_conv\_emm - pf\_cn\_emm,  
 "PE Frame + SN - PE Frame + Ctrl" = pf\_sn\_emm - pf\_cn\_emm,  
 "PE Frame + MN - PE Frame + Ctrl" = pf\_mn\_emm - pf\_cn\_emm,  
 "SE Frame + DN - SE Frame + Ctrl" = sf\_dn\_emm - sf\_cn\_emm,  
 "SE Frame + Conv - SE Frame + Ctrl" = sf\_conv\_emm - sf\_cn\_emm,  
 "SE Frame + SN - SE Frame + Ctrl" = sf\_sn\_emm - sf\_cn\_emm,  
 "SE Frame + MN - SE Frame + Ctrl" = sf\_mn\_emm - sf\_cn\_emm), adjust = "none")  
  
FxN\_comparisons %>%  
 knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Control Frame + DN / Control Frame + Ctrl | 0.66 | 0.25 | Inf | 1 | -1.11 | 0.266 |
| Control Frame + Conv / Control Frame + Ctrl | 0.90 | 0.35 | Inf | 1 | -0.28 | 0.782 |
| Control Frame + SN / Control Frame + Ctrl | 0.69 | 0.24 | Inf | 1 | -1.03 | 0.301 |
| Control Frame + MN / Control Frame + Ctrl | 0.87 | 0.35 | Inf | 1 | -0.34 | 0.735 |
| PE Frame + DN / PE Frame + Ctrl | 2.09 | 0.86 | Inf | 1 | 1.80 | 0.072 |
| PE Frame + Conv / PE Frame + Ctrl | 1.43 | 0.52 | Inf | 1 | 0.98 | 0.326 |
| PE Frame + SN / PE Frame + Ctrl | 1.91 | 0.75 | Inf | 1 | 1.64 | 0.100 |
| PE Frame + MN / PE Frame + Ctrl | 1.47 | 0.55 | Inf | 1 | 1.03 | 0.305 |
| SE Frame + DN / SE Frame + Ctrl | 1.66 | 0.62 | Inf | 1 | 1.34 | 0.180 |
| SE Frame + Conv / SE Frame + Ctrl | 1.20 | 0.48 | Inf | 1 | 0.45 | 0.653 |
| SE Frame + SN / SE Frame + Ctrl | 1.34 | 0.54 | Inf | 1 | 0.73 | 0.464 |
| SE Frame + MN / SE Frame + Ctrl | 1.60 | 0.63 | Inf | 1 | 1.19 | 0.232 |

# confidence intervals  
FxN\_comparisons %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Control Frame + DN / Control Frame + Ctrl | 0.66 | 0.25 | Inf | 0.31 | 1.38 |
| Control Frame + Conv / Control Frame + Ctrl | 0.90 | 0.35 | Inf | 0.42 | 1.93 |
| Control Frame + SN / Control Frame + Ctrl | 0.69 | 0.24 | Inf | 0.35 | 1.39 |
| Control Frame + MN / Control Frame + Ctrl | 0.87 | 0.35 | Inf | 0.40 | 1.92 |
| PE Frame + DN / PE Frame + Ctrl | 2.09 | 0.86 | Inf | 0.94 | 4.67 |
| PE Frame + Conv / PE Frame + Ctrl | 1.43 | 0.52 | Inf | 0.70 | 2.90 |
| PE Frame + SN / PE Frame + Ctrl | 1.91 | 0.75 | Inf | 0.88 | 4.11 |
| PE Frame + MN / PE Frame + Ctrl | 1.47 | 0.55 | Inf | 0.71 | 3.05 |
| SE Frame + DN / SE Frame + Ctrl | 1.66 | 0.62 | Inf | 0.79 | 3.47 |
| SE Frame + Conv / SE Frame + Ctrl | 1.20 | 0.48 | Inf | 0.54 | 2.64 |
| SE Frame + SN / SE Frame + Ctrl | 1.34 | 0.54 | Inf | 0.61 | 2.94 |
| SE Frame + MN / SE Frame + Ctrl | 1.60 | 0.63 | Inf | 0.74 | 3.45 |

Planned comparisons of comparisons

FxN\_comparisons

## contrast odds.ratio SE df null z.ratio  
## Control Frame + DN / Control Frame + Ctrl 0.656 0.248 Inf 1 -1.113  
## Control Frame + Conv / Control Frame + Ctrl 0.898 0.350 Inf 1 -0.277  
## Control Frame + SN / Control Frame + Ctrl 0.695 0.245 Inf 1 -1.035  
## Control Frame + MN / Control Frame + Ctrl 0.873 0.352 Inf 1 -0.338  
## PE Frame + DN / PE Frame + Ctrl 2.090 0.858 Inf 1 1.796  
## PE Frame + Conv / PE Frame + Ctrl 1.427 0.517 Inf 1 0.981  
## PE Frame + SN / PE Frame + Ctrl 1.906 0.748 Inf 1 1.643  
## PE Frame + MN / PE Frame + Ctrl 1.466 0.547 Inf 1 1.026  
## SE Frame + DN / SE Frame + Ctrl 1.657 0.624 Inf 1 1.342  
## SE Frame + Conv / SE Frame + Ctrl 1.199 0.484 Inf 1 0.450  
## SE Frame + SN / SE Frame + Ctrl 1.342 0.538 Inf 1 0.733  
## SE Frame + MN / SE Frame + Ctrl 1.598 0.627 Inf 1 1.194  
## p.value  
## 0.2657  
## 0.7821  
## 0.3008  
## 0.7353  
## 0.0724  
## 0.3264  
## 0.1003  
## 0.3051  
## 0.1796  
## 0.6526  
## 0.4637  
## 0.2323  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

# custom contrasts  
control\_DN\_vs\_C <- c(1,rep(0,11))  
control\_Conv\_vs\_C <- c(0,1,rep(0,10))  
control\_SN\_vs\_C <- c(0,0,1,rep(0,9))  
control\_MN\_vs\_C <- c(0,0,0,1,rep(0,8))  
  
p\_DN\_vs\_C <- c(rep(0,4),1,rep(0,7))  
p\_Conv\_vs\_C <- c(rep(0,5),1,(rep(0,6)))  
p\_SN\_vs\_C <- c(rep(0,6),1,rep(0,5))  
p\_MN\_vs\_C <- c(rep(0,7),1,rep(0,4))  
  
s\_DN\_vs\_C <- c(rep(0,8),1,rep(0,3))  
s\_Conv\_vs\_C <- c(rep(0,9),1,rep(0,2))  
s\_SN\_vs\_C <- c(rep(0,10),1,0)  
s\_MN\_vs\_C <- c(rep(0,11),1)  
  
  
FxN\_pairwise <- contrast(FxN\_comparisons, method = list("PE vs Control: DN - Control" = p\_DN\_vs\_C - control\_DN\_vs\_C,  
 "PE vs Control: Conv - Control" = p\_Conv\_vs\_C - control\_Conv\_vs\_C,  
 "PE vs Control: SN - Control" = p\_SN\_vs\_C - control\_SN\_vs\_C,  
 "PE vs Control: MN - Control" = p\_MN\_vs\_C - control\_MN\_vs\_C,  
 "SE vs Control: DN - Control" = s\_DN\_vs\_C - control\_DN\_vs\_C,  
 "SE vs Control: Conv - Control" = s\_Conv\_vs\_C - control\_Conv\_vs\_C,  
 "SE vs Control: SN - Control" = s\_SN\_vs\_C - control\_SN\_vs\_C,  
 "SE vs Control: MN - Control" = s\_MN\_vs\_C - control\_MN\_vs\_C,  
 "SE vs PE: DN - Control" = s\_DN\_vs\_C - p\_DN\_vs\_C,  
 "SE vs PE: Conv - Control" = s\_Conv\_vs\_C - p\_Conv\_vs\_C,  
 "SE vs PE: SN - Control" = s\_SN\_vs\_C - p\_SN\_vs\_C,  
 "SE vs PE: MN - Control" = s\_MN\_vs\_C - p\_MN\_vs\_C), adjust = "none")  
  
  
FxN\_pairwise %>% knitr::kable(digits = c(NA,2,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PE vs Control: DN / Control | 3.19 | 1.77 | Inf | 1 | 2.08 | 0.037 |
| PE vs Control: Conv / Control | 1.59 | 0.84 | Inf | 1 | 0.87 | 0.383 |
| PE vs Control: SN / Control | 2.74 | 1.44 | Inf | 1 | 1.92 | 0.055 |
| PE vs Control: MN / Control | 1.68 | 0.92 | Inf | 1 | 0.95 | 0.344 |
| SE vs Control: DN / Control | 2.53 | 1.35 | Inf | 1 | 1.73 | 0.083 |
| SE vs Control: Conv / Control | 1.34 | 0.76 | Inf | 1 | 0.51 | 0.609 |
| SE vs Control: SN / Control | 1.93 | 1.03 | Inf | 1 | 1.23 | 0.219 |
| SE vs Control: MN / Control | 1.83 | 1.03 | Inf | 1 | 1.07 | 0.284 |
| SE vs PE: DN / Control | 0.79 | 0.44 | Inf | 1 | -0.42 | 0.676 |
| SE vs PE: Conv / Control | 0.84 | 0.46 | Inf | 1 | -0.32 | 0.748 |
| SE vs PE: SN / Control | 0.70 | 0.40 | Inf | 1 | -0.63 | 0.532 |
| SE vs PE: MN / Control | 1.09 | 0.59 | Inf | 1 | 0.16 | 0.874 |

# confidencce intervals  
FxN\_pairwise %>%  
 confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PE vs Control: DN / Control | 3.19 | 1.77 | Inf | 1.07 | 9.49 |
| PE vs Control: Conv / Control | 1.59 | 0.84 | Inf | 0.56 | 4.50 |
| PE vs Control: SN / Control | 2.74 | 1.44 | Inf | 0.98 | 7.69 |
| PE vs Control: MN / Control | 1.68 | 0.92 | Inf | 0.57 | 4.92 |
| SE vs Control: DN / Control | 2.53 | 1.35 | Inf | 0.89 | 7.21 |
| SE vs Control: Conv / Control | 1.34 | 0.76 | Inf | 0.44 | 4.05 |
| SE vs Control: SN / Control | 1.93 | 1.03 | Inf | 0.68 | 5.52 |
| SE vs Control: MN / Control | 1.83 | 1.03 | Inf | 0.61 | 5.54 |
| SE vs PE: DN / Control | 0.79 | 0.44 | Inf | 0.27 | 2.35 |
| SE vs PE: Conv / Control | 0.84 | 0.46 | Inf | 0.29 | 2.43 |
| SE vs PE: SN / Control | 0.70 | 0.40 | Inf | 0.23 | 2.12 |
| SE vs PE: MN / Control | 1.09 | 0.59 | Inf | 0.38 | 3.16 |

## Exploratory RQ2: Cell differences from control

Exploratory RQ2: Which combination of framing and norm condition produced the strongest reductions in consumer intentions compared to the control condition?

# custom contrasts  
cf\_cn\_emm <- c(1,rep(0,14)) ## control framings  
cf\_dn\_emm <- c(0,1,rep(0,13))  
cf\_conv\_emm <- c(0,0,1,rep(0,12))  
cf\_sn\_emm <- c(0,0,0,1,rep(0,11))  
cf\_mn\_emm <- c(0,0,0,0,1,rep(0,10))  
  
pf\_cn\_emm <- c(0,0,0,0,0,1,rep(0,9)) ## pro-environmental framings  
pf\_dn\_emm <- c(0,0,0,0,0,0,1,rep(0,8))  
pf\_conv\_emm <- c(rep(0,7),1,(rep(0,7)))  
pf\_sn\_emm <- c(rep(0,8),1,(rep(0,6)))  
pf\_mn\_emm <- c(rep(0,9),1,(rep(0,5)))  
  
sf\_cn\_emm <- c(rep(0,10),1,(rep(0,4))) ## self-enhancing framings  
sf\_dn\_emm <- c(rep(0,11),1,(rep(0,3)))  
sf\_conv\_emm <- c(rep(0,12),1,(rep(0,2)))  
sf\_sn\_emm <- c(rep(0,13),1,0)  
sf\_mn\_emm <- c(rep(0,14),1)  
  
  
  
# logit scale  
RQ2 <- contrast(cell\_emmeans\_logit,   
 method = list("Pro-env Frame + Control vs Control" = pf\_cn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + DN vs Control" = pf\_dn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + Conv vs Control" = pf\_conv\_emm - cf\_cn\_emm,  
 "Pro-env Frame + SN vs Control" = pf\_sn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + MN vs Control" = pf\_mn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Control vs Control" = sf\_cn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + DN vs Control" = sf\_dn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Conv vs Control" = sf\_conv\_emm - cf\_cn\_emm,  
 "Self-enh Frame + SN vs Control" = sf\_sn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + MN vs Control" = sf\_mn\_emm - cf\_cn\_emm), adjust = "sidak")  
  
RQ2 %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | -0.06 | 0.37 | Inf | -0.17 | 1.000 |
| Pro-env Frame + DN vs Control | 0.67 | 0.41 | Inf | 1.64 | 0.659 |
| Pro-env Frame + Conv vs Control | 0.29 | 0.36 | Inf | 0.81 | 0.996 |
| Pro-env Frame + SN vs Control | 0.58 | 0.39 | Inf | 1.49 | 0.771 |
| Pro-env Frame + MN vs Control | 0.32 | 0.37 | Inf | 0.86 | 0.993 |
| Self-enh Frame + Control vs Control | -0.37 | 0.39 | Inf | -0.96 | 0.983 |
| Self-enh Frame + DN vs Control | 0.13 | 0.36 | Inf | 0.37 | 1.000 |
| Self-enh Frame + Conv vs Control | -0.19 | 0.38 | Inf | -0.50 | 1.000 |
| Self-enh Frame + SN vs Control | -0.08 | 0.38 | Inf | -0.21 | 1.000 |
| Self-enh Frame + MN vs Control | 0.10 | 0.38 | Inf | 0.25 | 1.000 |

# confidence intervals  
RQ2 %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | -0.06 | 0.37 | Inf | -1.10 | 0.97 |
| Pro-env Frame + DN vs Control | 0.67 | 0.41 | Inf | -0.48 | 1.83 |
| Pro-env Frame + Conv vs Control | 0.29 | 0.36 | Inf | -0.72 | 1.30 |
| Pro-env Frame + SN vs Control | 0.58 | 0.39 | Inf | -0.51 | 1.67 |
| Pro-env Frame + MN vs Control | 0.32 | 0.37 | Inf | -0.71 | 1.35 |
| Self-enh Frame + Control vs Control | -0.37 | 0.39 | Inf | -1.45 | 0.71 |
| Self-enh Frame + DN vs Control | 0.13 | 0.36 | Inf | -0.88 | 1.14 |
| Self-enh Frame + Conv vs Control | -0.19 | 0.38 | Inf | -1.26 | 0.88 |
| Self-enh Frame + SN vs Control | -0.08 | 0.38 | Inf | -1.15 | 1.00 |
| Self-enh Frame + MN vs Control | 0.10 | 0.38 | Inf | -0.96 | 1.15 |

# probability scale  
RQ2 <- contrast(cell\_emmeans\_prob,   
 method = list("Pro-env Frame + Control vs Control" = pf\_cn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + DN vs Control" = pf\_dn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + Conv vs Control" = pf\_conv\_emm - cf\_cn\_emm,  
 "Pro-env Frame + SN vs Control" = pf\_sn\_emm - cf\_cn\_emm,  
 "Pro-env Frame + MN vs Control" = pf\_mn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Control vs Control" = sf\_cn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + DN vs Control" = sf\_dn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + Conv vs Control" = sf\_conv\_emm - cf\_cn\_emm,  
 "Self-enh Frame + SN vs Control" = sf\_sn\_emm - cf\_cn\_emm,  
 "Self-enh Frame + MN vs Control" = sf\_mn\_emm - cf\_cn\_emm), adjust = "sidak")  
  
RQ2 %>%  
 knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | 0.94 | 0.35 | Inf | 1 | -0.173 | NA |
| Pro-env Frame + DN vs Control | 1.96 | 0.81 | Inf | 1 | 1.636 | NA |
| Pro-env Frame + Conv vs Control | 1.34 | 0.48 | Inf | 1 | 0.810 | NA |
| Pro-env Frame + SN vs Control | 1.79 | 0.70 | Inf | 1 | 1.487 | NA |
| Pro-env Frame + MN vs Control | 1.38 | 0.51 | Inf | 1 | 0.864 | NA |
| Self-enh Frame + Control vs Control | 0.69 | 0.27 | Inf | 1 | -0.965 | NA |
| Self-enh Frame + DN vs Control | 1.14 | 0.41 | Inf | 1 | 0.368 | NA |
| Self-enh Frame + Conv vs Control | 0.83 | 0.32 | Inf | 1 | -0.498 | NA |
| Self-enh Frame + SN vs Control | 0.92 | 0.35 | Inf | 1 | -0.205 | NA |
| Self-enh Frame + MN vs Control | 1.10 | 0.42 | Inf | 1 | 0.254 | NA |

# confidence intervals  
RQ2 %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Pro-env Frame + Control vs Control | 0.94 | 0.35 | Inf | 0.33 | 2.65 |
| Pro-env Frame + DN vs Control | 1.96 | 0.81 | Inf | 0.62 | 6.20 |
| Pro-env Frame + Conv vs Control | 1.34 | 0.48 | Inf | 0.49 | 3.66 |
| Pro-env Frame + SN vs Control | 1.79 | 0.70 | Inf | 0.60 | 5.33 |
| Pro-env Frame + MN vs Control | 1.38 | 0.51 | Inf | 0.49 | 3.86 |
| Self-enh Frame + Control vs Control | 0.69 | 0.27 | Inf | 0.23 | 2.03 |
| Self-enh Frame + DN vs Control | 1.14 | 0.41 | Inf | 0.42 | 3.13 |
| Self-enh Frame + Conv vs Control | 0.83 | 0.32 | Inf | 0.28 | 2.42 |
| Self-enh Frame + SN vs Control | 0.92 | 0.35 | Inf | 0.32 | 2.71 |
| Self-enh Frame + MN vs Control | 1.10 | 0.42 | Inf | 0.38 | 3.17 |

# Values and Ingroup Interactions

H4: There will be a three-way interaction between values (biospheric, egoistic, altruistic, hedonic), framing condition, & norm condition such that when a pro-environmental or control framing is used, values will moderate the effect of each norm condition, but not when a self-enhancing framing is used.

Labels to use with facet\_wrap

norm\_labs <- c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")  
names(norm\_labs) <- c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm")  
  
frame\_labs <- c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")  
names(frame\_labs) <- c("control\_framing","pro\_env\_framing","self\_enh\_framing")

Averaging scores across imputations

complete\_data\_subset <- complete\_data %>%  
 dplyr::select(.imp, .id, consumer\_intentions, consumer\_behaviors, Gender, framing\_condition, norm\_condition, biospheric\_center, altruistic\_center, egoistic\_center, hedonic\_center, ingroup\_center, Age\_center, clothing\_center, self\_dec\_center, impress\_manag\_center)  
  
average\_df <- complete\_data\_subset %>%   
 group\_by(.id) %>%  
 transmute(.imp = .imp,   
 consumer\_behaviors = consumer\_behaviors,   
 Gender = Gender,  
 framing\_condition = framing\_condition,  
 norm\_condition = norm\_condition,  
 biospheric\_center = mean(biospheric\_center),  
 altruistic\_center = mean(altruistic\_center),  
 egoistic\_center = mean(egoistic\_center),  
 hedonic\_center = mean(hedonic\_center),  
 ingroup\_center = mean(ingroup\_center),  
 Age\_center = mean(Age\_center),  
 clothing\_center = mean(clothing\_center),  
 self\_dec\_center = mean(self\_dec\_center),  
 impress\_manag\_center = mean(impress\_manag\_center),  
 consumer\_intentions = mean(consumer\_intentions))  
  
  
average\_df <- average\_df %>%  
 filter(.imp == 1)

## Biospheric values

Is the difference between Control Norm and Other Norm different for people low vs high on biospheric values? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Bio x Framing

sd\_below <- mean(average\_df$biospheric\_center) - sd(average\_df$biospheric\_center)  
sd\_above <- mean(average\_df$biospheric\_center) + sd(average\_df$biospheric\_center)  
  
at\_list <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, biospheric\_center ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Biospheric Values", breaks = c(-0.992493391146803, 0.992493391146803), labels = c("-1SD Biospheric", "+1SD Biospheric"), values = c("#00BFC4","#C77CFF"))
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#### Bio x Norm

emmip(log\_mice, biospheric\_center ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Biospheric Values", breaks = c(-0.992493391146803, 0.992493391146803), labels = c("-1SD Biospheric", "+1SD Biospheric"), values = c("#00BFC4","#C77CFF"))
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#### Bio, Framing, & Norm

emmip(log\_mice, biospheric\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Biospheric Values", breaks = c(-0.992493391146803, 0.992493391146803), labels = c("-1SD Biospheric", "+1SD Biospheric"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) biospheric values

sd\_below <- mean(average\_df$biospheric\_center) - sd(average\_df$biospheric\_center)  
sd\_above <- mean(average\_df$biospheric\_center) + sd(average\_df$biospheric\_center)

#### Calculate EM Means at low and high bio

atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*biospheric\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | biospheric\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.99 | control\_framing | 0.41 | 0.10 | Inf | 0.24 | 0.62 |
| descriptive\_norm | -0.99 | control\_framing | 0.15 | 0.08 | Inf | 0.05 | 0.37 |
| convention\_norm | -0.99 | control\_framing | 0.28 | 0.10 | Inf | 0.13 | 0.51 |
| social\_norm | -0.99 | control\_framing | 0.26 | 0.09 | Inf | 0.13 | 0.46 |
| moral\_norm | -0.99 | control\_framing | 0.44 | 0.18 | Inf | 0.16 | 0.76 |
| control\_norm | 0.99 | control\_framing | 0.50 | 0.10 | Inf | 0.31 | 0.69 |
| descriptive\_norm | 0.99 | control\_framing | 0.62 | 0.12 | Inf | 0.38 | 0.82 |
| convention\_norm | 0.99 | control\_framing | 0.59 | 0.13 | Inf | 0.34 | 0.80 |
| social\_norm | 0.99 | control\_framing | 0.49 | 0.10 | Inf | 0.29 | 0.68 |
| moral\_norm | 0.99 | control\_framing | 0.40 | 0.12 | Inf | 0.20 | 0.64 |
| control\_norm | -0.99 | pro\_env\_framing | 0.31 | 0.09 | Inf | 0.16 | 0.52 |
| descriptive\_norm | -0.99 | pro\_env\_framing | 0.38 | 0.11 | Inf | 0.20 | 0.60 |
| convention\_norm | -0.99 | pro\_env\_framing | 0.33 | 0.10 | Inf | 0.17 | 0.53 |
| social\_norm | -0.99 | pro\_env\_framing | 0.41 | 0.09 | Inf | 0.24 | 0.60 |
| moral\_norm | -0.99 | pro\_env\_framing | 0.37 | 0.10 | Inf | 0.20 | 0.58 |
| control\_norm | 0.99 | pro\_env\_framing | 0.58 | 0.11 | Inf | 0.36 | 0.77 |
| descriptive\_norm | 0.99 | pro\_env\_framing | 0.81 | 0.09 | Inf | 0.57 | 0.93 |
| convention\_norm | 0.99 | pro\_env\_framing | 0.72 | 0.08 | Inf | 0.53 | 0.86 |
| social\_norm | 0.99 | pro\_env\_framing | 0.76 | 0.09 | Inf | 0.55 | 0.89 |
| moral\_norm | 0.99 | pro\_env\_framing | 0.69 | 0.09 | Inf | 0.50 | 0.84 |
| control\_norm | -0.99 | self\_enh\_framing | 0.43 | 0.12 | Inf | 0.23 | 0.66 |
| descriptive\_norm | -0.99 | self\_enh\_framing | 0.49 | 0.11 | Inf | 0.28 | 0.70 |
| convention\_norm | -0.99 | self\_enh\_framing | 0.33 | 0.11 | Inf | 0.16 | 0.56 |
| social\_norm | -0.99 | self\_enh\_framing | 0.36 | 0.12 | Inf | 0.17 | 0.61 |
| moral\_norm | -0.99 | self\_enh\_framing | 0.24 | 0.11 | Inf | 0.09 | 0.51 |
| control\_norm | 0.99 | self\_enh\_framing | 0.30 | 0.11 | Inf | 0.14 | 0.54 |
| descriptive\_norm | 0.99 | self\_enh\_framing | 0.49 | 0.11 | Inf | 0.30 | 0.69 |
| convention\_norm | 0.99 | self\_enh\_framing | 0.49 | 0.13 | Inf | 0.26 | 0.72 |
| social\_norm | 0.99 | self\_enh\_framing | 0.51 | 0.14 | Inf | 0.27 | 0.75 |
| moral\_norm | 0.99 | self\_enh\_framing | 0.73 | 0.11 | Inf | 0.48 | 0.88 |

#### Custom contrasts

cf\_cn\_low\_bio <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_bio <- c(0,1,rep(0,28))  
cf\_conv\_low\_bio <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_bio <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_bio <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_bio <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_bio <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_bio <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_bio <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_bio <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_bio <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_bio <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_bio <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_bio <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_bio <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_bio <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_bio <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_bio <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_bio <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_bio <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_bio <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_bio <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_bio <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_bio <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_bio <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_bio <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_bio <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_bio <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_bio <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_bio <- c(rep(0,29),1)

Effect of norm for people low vs high on biospheric values across framing conditions

#### Control framing

controlframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("CF/DN/LowBio - CF/CN/LowBio" = cf\_dn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/Conv/LowBio - CF/CN/LowBio" = cf\_conv\_low\_bio - cf\_cn\_low\_bio,  
 "CF/SN/LowBio - CF/CN/LowBio" = cf\_sn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/MN/LowBio - CF/CN/LowBio" = cf\_mn\_low\_bio - cf\_cn\_low\_bio,  
 "CF/DN/HiBio - CF/CN/HiBio" = cf\_dn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/Conv/HiBio - CF/CN/HiBio" = cf\_conv\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/SN/HiBio - CF/CN/HiBio" = cf\_sn\_hi\_bio - cf\_cn\_hi\_bio,  
 "CF/MN/HiBio - CF/CN/HiBio" = cf\_mn\_hi\_bio - cf\_cn\_hi\_bio),   
 adjust = "none")  
  
controlframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowBio / CF/CN/LowBio | 0.26 | 0.19 | Inf | 1 | -1.861 | NA |
| CF/Conv/LowBio / CF/CN/LowBio | 0.55 | 0.36 | Inf | 1 | -0.902 | NA |
| CF/SN/LowBio / CF/CN/LowBio | 0.51 | 0.31 | Inf | 1 | -1.093 | NA |
| CF/MN/LowBio / CF/CN/LowBio | 1.12 | 0.91 | Inf | 1 | 0.141 | NA |
| CF/DN/HiBio / CF/CN/HiBio | 1.67 | 1.08 | Inf | 1 | 0.788 | NA |
| CF/Conv/HiBio / CF/CN/HiBio | 1.45 | 0.97 | Inf | 1 | 0.560 | NA |
| CF/SN/HiBio / CF/CN/HiBio | 0.95 | 0.56 | Inf | 1 | -0.088 | NA |
| CF/MN/HiBio / CF/CN/HiBio | 0.68 | 0.44 | Inf | 1 | -0.602 | NA |

# confidence intervals  
controlframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowBio / CF/CN/LowBio | 0.26 | 0.19 | Inf | 0.06 | 1.07 |
| CF/Conv/LowBio / CF/CN/LowBio | 0.55 | 0.36 | Inf | 0.15 | 2.00 |
| CF/SN/LowBio / CF/CN/LowBio | 0.51 | 0.31 | Inf | 0.15 | 1.71 |
| CF/MN/LowBio / CF/CN/LowBio | 1.12 | 0.91 | Inf | 0.23 | 5.52 |
| CF/DN/HiBio / CF/CN/HiBio | 1.67 | 1.08 | Inf | 0.47 | 5.94 |
| CF/Conv/HiBio / CF/CN/HiBio | 1.45 | 0.97 | Inf | 0.39 | 5.36 |
| CF/SN/HiBio / CF/CN/HiBio | 0.95 | 0.56 | Inf | 0.30 | 3.05 |
| CF/MN/HiBio / CF/CN/HiBio | 0.68 | 0.44 | Inf | 0.19 | 2.40 |

Planned comparisons

Custom contrasts

controlframe\_lowvshi\_bio

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowBio / CF/CN/LowBio 0.258 0.188 Inf 1 -1.861 0.0628  
## CF/Conv/LowBio / CF/CN/LowBio 0.555 0.362 Inf 1 -0.902 0.3672  
## CF/SN/LowBio / CF/CN/LowBio 0.508 0.315 Inf 1 -1.093 0.2744  
## CF/MN/LowBio / CF/CN/LowBio 1.122 0.912 Inf 1 0.141 0.8875  
## CF/DN/HiBio / CF/CN/HiBio 1.667 1.081 Inf 1 0.788 0.4308  
## CF/Conv/HiBio / CF/CN/HiBio 1.452 0.967 Inf 1 0.560 0.5752  
## CF/SN/HiBio / CF/CN/HiBio 0.949 0.565 Inf 1 -0.088 0.9301  
## CF/MN/HiBio / CF/CN/HiBio 0.679 0.437 Inf 1 -0.602 0.5474  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(controlframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.15 | 0.18 | Inf | 1 | -1.619 | NA |
| Effect of Conv (Low / High Bio) | 0.38 | 0.41 | Inf | 1 | -0.904 | NA |
| Effect of SN (Low / High Bio) | 0.54 | 0.53 | Inf | 1 | -0.632 | NA |
| Effect of MN (Low / High Bio) | 1.65 | 2.03 | Inf | 1 | 0.410 | NA |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.15 | 0.18 | Inf | 0.02 | 1.48 |
| Effect of Conv (Low / High Bio) | 0.38 | 0.41 | Inf | 0.05 | 3.07 |
| Effect of SN (Low / High Bio) | 0.54 | 0.53 | Inf | 0.08 | 3.72 |
| Effect of MN (Low / High Bio) | 1.65 | 2.03 | Inf | 0.15 | 18.25 |

#### Pro-environmental framing

proenvframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("PF/DN/LowBio - PF/CN/LowBio" = pf\_dn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/Conv/LowBio - PF/CN/LowBio" = pf\_conv\_low\_bio - pf\_cn\_low\_bio,  
 "PF/SN/LowBio - PF/CN/LowBio" = pf\_sn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/MN/LowBio - PF/CN/LowBio" = pf\_mn\_low\_bio - pf\_cn\_low\_bio,  
 "PF/DN/HiBio - PF/CN/HiBio" = pf\_dn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/Conv/HiBio - PF/CN/HiBio" = pf\_conv\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/SN/HiBio - PF/CN/HiBio" = pf\_sn\_hi\_bio - pf\_cn\_hi\_bio,  
 "PF/MN/HiBio - PF/CN/HiBio" = pf\_mn\_hi\_bio - pf\_cn\_hi\_bio),   
 adjust = "none")  
  
proenvframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowBio / PF/CN/LowBio | 1.38 | 0.87 | Inf | 1 | 0.504 | NA |
| PF/Conv/LowBio / PF/CN/LowBio | 1.07 | 0.67 | Inf | 1 | 0.110 | NA |
| PF/SN/LowBio / PF/CN/LowBio | 1.55 | 0.91 | Inf | 1 | 0.740 | NA |
| PF/MN/LowBio / PF/CN/LowBio | 1.30 | 0.81 | Inf | 1 | 0.417 | NA |
| PF/DN/HiBio / PF/CN/HiBio | 3.17 | 2.37 | Inf | 1 | 1.546 | NA |
| PF/Conv/HiBio / PF/CN/HiBio | 1.90 | 1.17 | Inf | 1 | 1.046 | NA |
| PF/SN/HiBio / PF/CN/HiBio | 2.35 | 1.55 | Inf | 1 | 1.293 | NA |
| PF/MN/HiBio / PF/CN/HiBio | 1.66 | 1.01 | Inf | 1 | 0.831 | NA |

# confidence intervals  
proenvframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowBio / PF/CN/LowBio | 1.38 | 0.87 | Inf | 0.40 | 4.78 |
| PF/Conv/LowBio / PF/CN/LowBio | 1.07 | 0.67 | Inf | 0.31 | 3.65 |
| PF/SN/LowBio / PF/CN/LowBio | 1.55 | 0.91 | Inf | 0.49 | 4.91 |
| PF/MN/LowBio / PF/CN/LowBio | 1.30 | 0.81 | Inf | 0.38 | 4.42 |
| PF/DN/HiBio / PF/CN/HiBio | 3.17 | 2.37 | Inf | 0.73 | 13.71 |
| PF/Conv/HiBio / PF/CN/HiBio | 1.90 | 1.17 | Inf | 0.57 | 6.34 |
| PF/SN/HiBio / PF/CN/HiBio | 2.35 | 1.55 | Inf | 0.64 | 8.57 |
| PF/MN/HiBio / PF/CN/HiBio | 1.66 | 1.01 | Inf | 0.50 | 5.45 |

Planned comparisons

Custom contrasts

proenvframe\_lowvshi\_bio

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowBio / PF/CN/LowBio 1.38 0.875 Inf 1 0.504 0.6142  
## PF/Conv/LowBio / PF/CN/LowBio 1.07 0.669 Inf 1 0.110 0.9126  
## PF/SN/LowBio / PF/CN/LowBio 1.55 0.912 Inf 1 0.740 0.4595  
## PF/MN/LowBio / PF/CN/LowBio 1.30 0.811 Inf 1 0.417 0.6766  
## PF/DN/HiBio / PF/CN/HiBio 3.17 2.369 Inf 1 1.546 0.1221  
## PF/Conv/HiBio / PF/CN/HiBio 1.90 1.168 Inf 1 1.046 0.2954  
## PF/SN/HiBio / PF/CN/HiBio 2.35 1.551 Inf 1 1.293 0.1961  
## PF/MN/HiBio / PF/CN/HiBio 1.66 1.007 Inf 1 0.831 0.4062  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(proenvframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.43 | 0.49 | Inf | 1 | -0.747 | NA |
| Effect of Conv (Low / High Bio) | 0.56 | 0.57 | Inf | 1 | -0.571 | NA |
| Effect of SN (Low / High Bio) | 0.66 | 0.64 | Inf | 1 | -0.428 | NA |
| Effect of MN (Low / High Bio) | 0.78 | 0.77 | Inf | 1 | -0.249 | NA |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.43 | 0.49 | Inf | 0.05 | 3.88 |
| Effect of Conv (Low / High Bio) | 0.56 | 0.57 | Inf | 0.08 | 4.04 |
| Effect of SN (Low / High Bio) | 0.66 | 0.64 | Inf | 0.10 | 4.46 |
| Effect of MN (Low / High Bio) | 0.78 | 0.77 | Inf | 0.11 | 5.36 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_bio <- contrast(combinations,   
 method = list("SF/DN/LowBio - SF/CN/LowBio" = sf\_dn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/Conv/LowBio - SF/CN/LowBio" = sf\_conv\_low\_bio - sf\_cn\_low\_bio,  
 "SF/SN/LowBio - SF/CN/LowBio" = sf\_sn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/MN/LowBio - SF/CN/LowBio" = sf\_mn\_low\_bio - sf\_cn\_low\_bio,  
 "SF/DN/HiBio - SF/CN/HiBio" = sf\_dn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/Conv/HiBio - SF/CN/HiBio" = sf\_conv\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/SN/HiBio - SF/CN/HiBio" = sf\_sn\_hi\_bio - sf\_cn\_hi\_bio,  
 "SF/MN/HiBio - SF/CN/HiBio" = sf\_mn\_hi\_bio - sf\_cn\_hi\_bio),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowBio / SF/CN/LowBio | 1.25 | 0.83 | Inf | 1 | 0.339 | NA |
| SF/Conv/LowBio / SF/CN/LowBio | 0.66 | 0.44 | Inf | 1 | -0.622 | NA |
| SF/SN/LowBio / SF/CN/LowBio | 0.75 | 0.53 | Inf | 1 | -0.400 | NA |
| SF/MN/LowBio / SF/CN/LowBio | 0.42 | 0.32 | Inf | 1 | -1.128 | NA |
| SF/DN/HiBio / SF/CN/HiBio | 2.19 | 1.44 | Inf | 1 | 1.196 | NA |
| SF/Conv/HiBio / SF/CN/HiBio | 2.19 | 1.58 | Inf | 1 | 1.087 | NA |
| SF/SN/HiBio / SF/CN/HiBio | 2.39 | 1.76 | Inf | 1 | 1.177 | NA |
| SF/MN/HiBio / SF/CN/HiBio | 6.06 | 4.44 | Inf | 1 | 2.460 | NA |

# confidence intervals  
selfenhframe\_lowvshi\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowBio / SF/CN/LowBio | 1.25 | 0.83 | Inf | 0.34 | 4.57 |
| SF/Conv/LowBio / SF/CN/LowBio | 0.66 | 0.44 | Inf | 0.18 | 2.47 |
| SF/SN/LowBio / SF/CN/LowBio | 0.75 | 0.53 | Inf | 0.19 | 3.00 |
| SF/MN/LowBio / SF/CN/LowBio | 0.42 | 0.32 | Inf | 0.09 | 1.89 |
| SF/DN/HiBio / SF/CN/HiBio | 2.19 | 1.44 | Inf | 0.61 | 7.96 |
| SF/Conv/HiBio / SF/CN/HiBio | 2.19 | 1.58 | Inf | 0.53 | 8.97 |
| SF/SN/HiBio / SF/CN/HiBio | 2.39 | 1.76 | Inf | 0.56 | 10.14 |
| SF/MN/HiBio / SF/CN/HiBio | 6.06 | 4.44 | Inf | 1.44 | 25.46 |

Planned comparisons

Custom contrasts

selfenhframe\_lowvshi\_bio

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowBio / SF/CN/LowBio 1.251 0.827 Inf 1 0.339 0.7345  
## SF/Conv/LowBio / SF/CN/LowBio 0.657 0.443 Inf 1 -0.622 0.5340  
## SF/SN/LowBio / SF/CN/LowBio 0.754 0.531 Inf 1 -0.400 0.6892  
## SF/MN/LowBio / SF/CN/LowBio 0.421 0.323 Inf 1 -1.128 0.2594  
## SF/DN/HiBio / SF/CN/HiBio 2.195 1.442 Inf 1 1.196 0.2315  
## SF/Conv/HiBio / SF/CN/HiBio 2.187 1.575 Inf 1 1.087 0.2773  
## SF/SN/HiBio / SF/CN/HiBio 2.385 1.761 Inf 1 1.177 0.2391  
## SF/MN/HiBio / SF/CN/HiBio 6.061 4.439 Inf 1 2.460 0.0139  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_lowbio <- c(1,rep(0,7))  
conv\_vs\_c\_lowbio <- c(0,1,rep(0,6))  
sn\_vs\_c\_lowbio <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_lowbio <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_hibio <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_hibio <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_hibio <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_hibio <- c(rep(0,7),1)

compare\_bio <- contrast(selfenhframe\_lowvshi\_bio, method = list("Effect of DN (Low - High Bio)" = dn\_vs\_c\_lowbio - dn\_vs\_c\_hibio,   
 "Effect of Conv (Low - High Bio)" = conv\_vs\_c\_lowbio - conv\_vs\_c\_hibio,  
 "Effect of SN (Low - High Bio)" = sn\_vs\_c\_lowbio - sn\_vs\_c\_hibio,  
 "Effect of MN (Low - High Bio)" = mn\_vs\_c\_lowbio - mn\_vs\_c\_hibio), adjust = "none")  
  
compare\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.57 | 0.62 | Inf | 1 | -0.519 | NA |
| Effect of Conv (Low / High Bio) | 0.30 | 0.34 | Inf | 1 | -1.056 | NA |
| Effect of SN (Low / High Bio) | 0.32 | 0.38 | Inf | 1 | -0.959 | NA |
| Effect of MN (Low / High Bio) | 0.07 | 0.09 | Inf | 1 | -2.088 | NA |

# confidence intervals  
compare\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High Bio) | 0.57 | 0.62 | Inf | 0.07 | 4.75 |
| Effect of Conv (Low / High Bio) | 0.30 | 0.34 | Inf | 0.03 | 2.80 |
| Effect of SN (Low / High Bio) | 0.32 | 0.38 | Inf | 0.03 | 3.32 |
| Effect of MN (Low / High Bio) | 0.07 | 0.09 | Inf | 0.01 | 0.85 |

## Altruistic values

Is the difference between Control Norm and Other Norm different for people low vs high on altruistic values? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Alt x Framing

sd\_below <- mean(average\_df$altruistic\_center) - sd(average\_df$altruistic\_center)  
sd\_above <- mean(average\_df$altruistic\_center) + sd(average\_df$altruistic\_center)  
  
at\_list <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, altruistic\_center ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Altruistic Values", breaks = c(-0.802959343713252, 0.802959343713252), labels = c("-1SD Altruistic", "+1SD Altruistic"), values = c("#00BFC4","#C77CFF"))
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#### Alt x Norm

emmip(log\_mice, altruistic\_center ~ norm\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Altruistic Values", breaks = c(-0.802959343713252, 0.802959343713252), labels = c("-1SD Altruistic", "+1SD Altruistic"), values = c("#00BFC4","#C77CFF"))
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#### Alt, Framing, Norm

emmip(log\_mice, altruistic\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Altruistic Values", breaks = c(-0.802959343713252, 0.802959343713252), labels = c("-1SD Altruistic", "+1SD Altruistic"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) altspheric values

sd\_below <- mean(average\_df$altruistic\_center) - sd(average\_df$altruistic\_center)  
sd\_above <- mean(average\_df$altruistic\_center) + sd(average\_df$altruistic\_center)

#### Calculate EM Means at low and high alt

atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*altruistic\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | altruistic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.8 | control\_framing | 0.36 | 0.11 | Inf | 0.18 | 0.59 |
| descriptive\_norm | -0.8 | control\_framing | 0.54 | 0.12 | Inf | 0.31 | 0.74 |
| convention\_norm | -0.8 | control\_framing | 0.41 | 0.12 | Inf | 0.21 | 0.65 |
| social\_norm | -0.8 | control\_framing | 0.36 | 0.11 | Inf | 0.18 | 0.60 |
| moral\_norm | -0.8 | control\_framing | 0.25 | 0.09 | Inf | 0.11 | 0.47 |
| control\_norm | 0.8 | control\_framing | 0.55 | 0.10 | Inf | 0.35 | 0.74 |
| descriptive\_norm | 0.8 | control\_framing | 0.21 | 0.10 | Inf | 0.08 | 0.45 |
| convention\_norm | 0.8 | control\_framing | 0.44 | 0.12 | Inf | 0.24 | 0.67 |
| social\_norm | 0.8 | control\_framing | 0.37 | 0.10 | Inf | 0.20 | 0.59 |
| moral\_norm | 0.8 | control\_framing | 0.62 | 0.15 | Inf | 0.31 | 0.85 |
| control\_norm | -0.8 | pro\_env\_framing | 0.61 | 0.12 | Inf | 0.38 | 0.81 |
| descriptive\_norm | -0.8 | pro\_env\_framing | 0.84 | 0.10 | Inf | 0.54 | 0.96 |
| convention\_norm | -0.8 | pro\_env\_framing | 0.46 | 0.12 | Inf | 0.24 | 0.69 |
| social\_norm | -0.8 | pro\_env\_framing | 0.52 | 0.13 | Inf | 0.29 | 0.75 |
| moral\_norm | -0.8 | pro\_env\_framing | 0.50 | 0.10 | Inf | 0.31 | 0.69 |
| control\_norm | 0.8 | pro\_env\_framing | 0.28 | 0.11 | Inf | 0.12 | 0.52 |
| descriptive\_norm | 0.8 | pro\_env\_framing | 0.33 | 0.11 | Inf | 0.15 | 0.58 |
| convention\_norm | 0.8 | pro\_env\_framing | 0.60 | 0.11 | Inf | 0.38 | 0.79 |
| social\_norm | 0.8 | pro\_env\_framing | 0.67 | 0.11 | Inf | 0.44 | 0.84 |
| moral\_norm | 0.8 | pro\_env\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.76 |
| control\_norm | -0.8 | self\_enh\_framing | 0.13 | 0.08 | Inf | 0.04 | 0.38 |
| descriptive\_norm | -0.8 | self\_enh\_framing | 0.41 | 0.10 | Inf | 0.23 | 0.61 |
| convention\_norm | -0.8 | self\_enh\_framing | 0.23 | 0.10 | Inf | 0.09 | 0.49 |
| social\_norm | -0.8 | self\_enh\_framing | 0.29 | 0.14 | Inf | 0.10 | 0.60 |
| moral\_norm | -0.8 | self\_enh\_framing | 0.42 | 0.11 | Inf | 0.23 | 0.64 |
| control\_norm | 0.8 | self\_enh\_framing | 0.69 | 0.13 | Inf | 0.40 | 0.88 |
| descriptive\_norm | 0.8 | self\_enh\_framing | 0.57 | 0.11 | Inf | 0.35 | 0.77 |
| convention\_norm | 0.8 | self\_enh\_framing | 0.61 | 0.12 | Inf | 0.37 | 0.81 |
| social\_norm | 0.8 | self\_enh\_framing | 0.59 | 0.14 | Inf | 0.31 | 0.82 |
| moral\_norm | 0.8 | self\_enh\_framing | 0.54 | 0.12 | Inf | 0.31 | 0.75 |

### Custom contrasts

cf\_cn\_low\_alt <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_alt <- c(0,1,rep(0,28))  
cf\_conv\_low\_alt <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_alt <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_alt <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_alt <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_alt <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_alt <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_alt <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_alt <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_alt <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_alt <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_alt <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_alt <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_alt <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_alt <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_alt <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_alt <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_alt <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_alt <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_alt <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_alt <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_alt <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_alt <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_alt <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_alt <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_alt <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_alt <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_alt <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_alt <- c(rep(0,29),1)

Effect of norm for people low vs high on altruistic values across framing conditions

#### Control framing

controlframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("CF/DN/LowAlt - CF/CN/LowAlt" = cf\_dn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/Conv/LowAlt - CF/CN/LowAlt" = cf\_conv\_low\_alt - cf\_cn\_low\_alt,  
 "CF/SN/LowAlt - CF/CN/LowAlt" = cf\_sn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/MN/LowAlt - CF/CN/LowAlt" = cf\_mn\_low\_alt - cf\_cn\_low\_alt,  
 "CF/DN/HiAlt - CF/CN/HiAlt" = cf\_dn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/Conv/HiAlt - CF/CN/HiAlt" = cf\_conv\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/SN/HiAlt - CF/CN/HiAlt" = cf\_sn\_hi\_alt - cf\_cn\_hi\_alt,  
 "CF/MN/HiAlt - CF/CN/HiAlt" = cf\_mn\_hi\_alt - cf\_cn\_hi\_alt),   
 adjust = "none")  
  
controlframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowAlt / CF/CN/LowAlt | 2.04 | 1.36 | Inf | 1 | 1.064 | NA |
| CF/Conv/LowAlt / CF/CN/LowAlt | 1.25 | 0.85 | Inf | 1 | 0.327 | NA |
| CF/SN/LowAlt / CF/CN/LowAlt | 1.00 | 0.68 | Inf | 1 | -0.006 | NA |
| CF/MN/LowAlt / CF/CN/LowAlt | 0.59 | 0.40 | Inf | 1 | -0.774 | NA |
| CF/DN/HiAlt / CF/CN/HiAlt | 0.21 | 0.15 | Inf | 1 | -2.167 | NA |
| CF/Conv/HiAlt / CF/CN/HiAlt | 0.64 | 0.41 | Inf | 1 | -0.683 | NA |
| CF/SN/HiAlt / CF/CN/HiAlt | 0.48 | 0.30 | Inf | 1 | -1.180 | NA |
| CF/MN/HiAlt / CF/CN/HiAlt | 1.30 | 0.99 | Inf | 1 | 0.339 | NA |

# confidence intervals  
controlframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowAlt / CF/CN/LowAlt | 2.04 | 1.36 | Inf | 0.55 | 7.56 |
| CF/Conv/LowAlt / CF/CN/LowAlt | 1.25 | 0.85 | Inf | 0.33 | 4.75 |
| CF/SN/LowAlt / CF/CN/LowAlt | 1.00 | 0.68 | Inf | 0.26 | 3.81 |
| CF/MN/LowAlt / CF/CN/LowAlt | 0.59 | 0.40 | Inf | 0.15 | 2.26 |
| CF/DN/HiAlt / CF/CN/HiAlt | 0.21 | 0.15 | Inf | 0.05 | 0.86 |
| CF/Conv/HiAlt / CF/CN/HiAlt | 0.64 | 0.41 | Inf | 0.18 | 2.27 |
| CF/SN/HiAlt / CF/CN/HiAlt | 0.48 | 0.30 | Inf | 0.15 | 1.61 |
| CF/MN/HiAlt / CF/CN/HiAlt | 1.30 | 0.99 | Inf | 0.29 | 5.82 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_alt

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowAlt / CF/CN/LowAlt 2.037 1.362 Inf 1 1.064 0.2873  
## CF/Conv/LowAlt / CF/CN/LowAlt 1.250 0.851 Inf 1 0.327 0.7436  
## CF/SN/LowAlt / CF/CN/LowAlt 0.996 0.682 Inf 1 -0.006 0.9952  
## CF/MN/LowAlt / CF/CN/LowAlt 0.587 0.404 Inf 1 -0.774 0.4392  
## CF/DN/HiAlt / CF/CN/HiAlt 0.211 0.152 Inf 1 -2.167 0.0302  
## CF/Conv/HiAlt / CF/CN/HiAlt 0.645 0.414 Inf 1 -0.683 0.4946  
## CF/SN/HiAlt / CF/CN/HiAlt 0.484 0.298 Inf 1 -1.180 0.2381  
## CF/MN/HiAlt / CF/CN/HiAlt 1.297 0.994 Inf 1 0.339 0.7343  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(controlframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 9.64 | 11.20 | Inf | 1 | 1.950 | NA |
| Effect of Conv (Low / High alt) | 1.94 | 2.07 | Inf | 1 | 0.618 | NA |
| Effect of SN (Low / High alt) | 2.06 | 2.25 | Inf | 1 | 0.659 | NA |
| Effect of MN (Low / High alt) | 0.45 | 0.55 | Inf | 1 | -0.653 | NA |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 9.64 | 11.20 | Inf | 0.99 | 94.00 |
| Effect of Conv (Low / High alt) | 1.94 | 2.07 | Inf | 0.24 | 15.78 |
| Effect of SN (Low / High alt) | 2.06 | 2.25 | Inf | 0.24 | 17.55 |
| Effect of MN (Low / High alt) | 0.45 | 0.55 | Inf | 0.04 | 4.88 |

#### Pro-environmental framing

proenvframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("PF/DN/LowAlt - PF/CN/LowAlt" = pf\_dn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/Conv/LowAlt - PF/CN/LowAlt" = pf\_conv\_low\_alt - pf\_cn\_low\_alt,  
 "PF/SN/LowAlt - PF/CN/LowAlt" = pf\_sn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/MN/LowAlt - PF/CN/LowAlt" = pf\_mn\_low\_alt - pf\_cn\_low\_alt,  
 "PF/DN/HiAlt - PF/CN/HiAlt" = pf\_dn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/Conv/HiAlt - PF/CN/HiAlt" = pf\_conv\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/SN/HiAlt - PF/CN/HiAlt" = pf\_sn\_hi\_alt - pf\_cn\_hi\_alt,  
 "PF/MN/HiAlt - PF/CN/HiAlt" = pf\_mn\_hi\_alt - pf\_cn\_hi\_alt),   
 adjust = "none")  
  
proenvframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowAlt / PF/CN/LowAlt | 3.41 | 3.14 | Inf | 1 | 1.330 | NA |
| PF/Conv/LowAlt / PF/CN/LowAlt | 0.53 | 0.36 | Inf | 1 | -0.926 | NA |
| PF/SN/LowAlt / PF/CN/LowAlt | 0.69 | 0.49 | Inf | 1 | -0.525 | NA |
| PF/MN/LowAlt / PF/CN/LowAlt | 0.62 | 0.39 | Inf | 1 | -0.756 | NA |
| PF/DN/HiAlt / PF/CN/HiAlt | 1.28 | 0.94 | Inf | 1 | 0.337 | NA |
| PF/Conv/HiAlt / PF/CN/HiAlt | 3.85 | 2.67 | Inf | 1 | 1.949 | NA |
| PF/SN/HiAlt / PF/CN/HiAlt | 5.25 | 3.69 | Inf | 1 | 2.359 | NA |
| PF/MN/HiAlt / PF/CN/HiAlt | 3.48 | 2.38 | Inf | 1 | 1.819 | NA |

# confidence intervals  
proenvframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowAlt / PF/CN/LowAlt | 3.41 | 3.14 | Inf | 0.56 | 20.78 |
| PF/Conv/LowAlt / PF/CN/LowAlt | 0.53 | 0.36 | Inf | 0.14 | 2.04 |
| PF/SN/LowAlt / PF/CN/LowAlt | 0.69 | 0.49 | Inf | 0.17 | 2.74 |
| PF/MN/LowAlt / PF/CN/LowAlt | 0.62 | 0.39 | Inf | 0.18 | 2.15 |
| PF/DN/HiAlt / PF/CN/HiAlt | 1.28 | 0.94 | Inf | 0.30 | 5.41 |
| PF/Conv/HiAlt / PF/CN/HiAlt | 3.85 | 2.67 | Inf | 0.99 | 14.96 |
| PF/SN/HiAlt / PF/CN/HiAlt | 5.25 | 3.69 | Inf | 1.32 | 20.84 |
| PF/MN/HiAlt / PF/CN/HiAlt | 3.48 | 2.38 | Inf | 0.91 | 13.32 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_alt

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowAlt / PF/CN/LowAlt 3.410 3.144 Inf 1 1.330 0.1834  
## PF/Conv/LowAlt / PF/CN/LowAlt 0.529 0.364 Inf 1 -0.926 0.3546  
## PF/SN/LowAlt / PF/CN/LowAlt 0.692 0.486 Inf 1 -0.525 0.5999  
## PF/MN/LowAlt / PF/CN/LowAlt 0.618 0.393 Inf 1 -0.756 0.4494  
## PF/DN/HiAlt / PF/CN/HiAlt 1.281 0.942 Inf 1 0.337 0.7359  
## PF/Conv/HiAlt / PF/CN/HiAlt 3.853 2.666 Inf 1 1.949 0.0513  
## PF/SN/HiAlt / PF/CN/HiAlt 5.253 3.693 Inf 1 2.359 0.0183  
## PF/MN/HiAlt / PF/CN/HiAlt 3.478 2.383 Inf 1 1.819 0.0689  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(proenvframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 2.66 | 3.86 | Inf | 1 | 0.674 | NA |
| Effect of Conv (Low / High alt) | 0.14 | 0.16 | Inf | 1 | -1.690 | NA |
| Effect of SN (Low / High alt) | 0.13 | 0.15 | Inf | 1 | -1.738 | NA |
| Effect of MN (Low / High alt) | 0.18 | 0.19 | Inf | 1 | -1.583 | NA |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 2.66 | 3.86 | Inf | 0.15 | 45.76 |
| Effect of Conv (Low / High alt) | 0.14 | 0.16 | Inf | 0.01 | 1.37 |
| Effect of SN (Low / High alt) | 0.13 | 0.15 | Inf | 0.01 | 1.30 |
| Effect of MN (Low / High alt) | 0.18 | 0.19 | Inf | 0.02 | 1.51 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_alt <- contrast(combinations,   
 method = list("SF/DN/LowAlt - SF/CN/LowAlt" = sf\_dn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/Conv/LowAlt - SF/CN/LowAlt" = sf\_conv\_low\_alt - sf\_cn\_low\_alt,  
 "SF/SN/LowAlt - SF/CN/LowAlt" = sf\_sn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/MN/LowAlt - SF/CN/LowAlt" = sf\_mn\_low\_alt - sf\_cn\_low\_alt,  
 "SF/DN/HiAlt - SF/CN/HiAlt" = sf\_dn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/Conv/HiAlt - SF/CN/HiAlt" = sf\_conv\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/SN/HiAlt - SF/CN/HiAlt" = sf\_sn\_hi\_alt - sf\_cn\_hi\_alt,  
 "SF/MN/HiAlt - SF/CN/HiAlt" = sf\_mn\_hi\_alt - sf\_cn\_hi\_alt),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowAlt / SF/CN/LowAlt | 4.51 | 3.76 | Inf | 1 | 1.808 | NA |
| SF/Conv/LowAlt / SF/CN/LowAlt | 1.99 | 1.84 | Inf | 1 | 0.747 | NA |
| SF/SN/LowAlt / SF/CN/LowAlt | 2.75 | 2.65 | Inf | 1 | 1.052 | NA |
| SF/MN/LowAlt / SF/CN/LowAlt | 4.84 | 4.10 | Inf | 1 | 1.863 | NA |
| SF/DN/HiAlt / SF/CN/HiAlt | 0.61 | 0.47 | Inf | 1 | -0.647 | NA |
| SF/Conv/HiAlt / SF/CN/HiAlt | 0.72 | 0.57 | Inf | 1 | -0.415 | NA |
| SF/SN/HiAlt / SF/CN/HiAlt | 0.65 | 0.55 | Inf | 1 | -0.504 | NA |
| SF/MN/HiAlt / SF/CN/HiAlt | 0.53 | 0.41 | Inf | 1 | -0.821 | NA |

# confidence intervals  
selfenhframe\_lowvshi\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowAlt / SF/CN/LowAlt | 4.51 | 3.76 | Inf | 0.88 | 23.07 |
| SF/Conv/LowAlt / SF/CN/LowAlt | 1.99 | 1.84 | Inf | 0.33 | 12.13 |
| SF/SN/LowAlt / SF/CN/LowAlt | 2.75 | 2.65 | Inf | 0.42 | 18.20 |
| SF/MN/LowAlt / SF/CN/LowAlt | 4.84 | 4.10 | Inf | 0.92 | 25.47 |
| SF/DN/HiAlt / SF/CN/HiAlt | 0.61 | 0.47 | Inf | 0.14 | 2.74 |
| SF/Conv/HiAlt / SF/CN/HiAlt | 0.72 | 0.57 | Inf | 0.16 | 3.35 |
| SF/SN/HiAlt / SF/CN/HiAlt | 0.65 | 0.55 | Inf | 0.13 | 3.41 |
| SF/MN/HiAlt / SF/CN/HiAlt | 0.53 | 0.41 | Inf | 0.11 | 2.43 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_alt

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowAlt / SF/CN/LowAlt 4.509 3.756 Inf 1 1.808 0.0706  
## SF/Conv/LowAlt / SF/CN/LowAlt 1.991 1.836 Inf 1 0.747 0.4552  
## SF/SN/LowAlt / SF/CN/LowAlt 2.754 2.653 Inf 1 1.052 0.2930  
## SF/MN/LowAlt / SF/CN/LowAlt 4.844 4.102 Inf 1 1.863 0.0624  
## SF/DN/HiAlt / SF/CN/HiAlt 0.609 0.467 Inf 1 -0.647 0.5177  
## SF/Conv/HiAlt / SF/CN/HiAlt 0.722 0.566 Inf 1 -0.415 0.6779  
## SF/SN/HiAlt / SF/CN/HiAlt 0.654 0.551 Inf 1 -0.504 0.6140  
## SF/MN/HiAlt / SF/CN/HiAlt 0.527 0.411 Inf 1 -0.821 0.4115  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowAlt <- c(1,rep(0,7))  
conv\_vs\_c\_LowAlt <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowAlt <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowAlt <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiAlt <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiAlt <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiAlt <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiAlt <- c(rep(0,7),1)

compare\_alt <- contrast(selfenhframe\_lowvshi\_alt, method = list("Effect of DN (Low - High alt)" = dn\_vs\_c\_LowAlt - dn\_vs\_c\_HiAlt,   
 "Effect of Conv (Low - High alt)" = conv\_vs\_c\_LowAlt - conv\_vs\_c\_HiAlt,  
 "Effect of SN (Low - High alt)" = sn\_vs\_c\_LowAlt - sn\_vs\_c\_HiAlt,  
 "Effect of MN (Low - High alt)" = mn\_vs\_c\_LowAlt - mn\_vs\_c\_HiAlt), adjust = "none")  
  
compare\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 7.40 | 10.46 | Inf | 1 | 1.417 | NA |
| Effect of Conv (Low / High alt) | 2.76 | 4.16 | Inf | 1 | 0.672 | NA |
| Effect of SN (Low / High alt) | 4.21 | 6.84 | Inf | 1 | 0.886 | NA |
| Effect of MN (Low / High alt) | 9.19 | 13.10 | Inf | 1 | 1.555 | NA |

# confidence intervals  
compare\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High alt) | 7.40 | 10.46 | Inf | 0.46 | 117.97 |
| Effect of Conv (Low / High alt) | 2.76 | 4.16 | Inf | 0.14 | 53.07 |
| Effect of SN (Low / High alt) | 4.21 | 6.84 | Inf | 0.17 | 101.51 |
| Effect of MN (Low / High alt) | 9.19 | 13.10 | Inf | 0.56 | 150.36 |

## Egoistic values

Is the difference between Control Norm and Other Norm different for people low vs high on egoistic values? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Ego x Framing

sd\_below <- mean(average\_df$egoistic\_center) - sd(average\_df$egoistic\_center)  
sd\_above <- mean(average\_df$egoistic\_center) + sd(average\_df$egoistic\_center)  
  
at\_list <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, egoistic\_center ~ framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Egoistic Values", breaks = c(-0.91717706890615, 0.917177068906151), labels = c("-1SD Egoistic", "+1SD Egoistic"), values = c("#00BFC4","#C77CFF"))
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#### Ego x Norm

emmip(log\_mice, egoistic\_center ~ norm\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Egoistic Values", breaks = c(-0.91717706890615, 0.917177068906151), labels = c("-1SD Egoistic", "+1SD Egoistic"), values = c("#00BFC4","#C77CFF"))
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#### Ego, Norm, Framing

emmip(log\_mice, egoistic\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Egoistic Values", breaks = c(-0.91717706890615, 0.917177068906151), labels = c("-1SD Egoistic", "+1SD Egoistic"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) egoistic values

sd\_below <- mean(average\_df$egoistic\_center) - sd(average\_df$egoistic\_center)  
sd\_above <- mean(average\_df$egoistic\_center) + sd(average\_df$egoistic\_center)

#### Calculate EM Means at low and high ego

atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*egoistic\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | egoistic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.92 | control\_framing | 0.49 | 0.08 | Inf | 0.33 | 0.65 |
| descriptive\_norm | -0.92 | control\_framing | 0.36 | 0.10 | Inf | 0.19 | 0.57 |
| convention\_norm | -0.92 | control\_framing | 0.63 | 0.10 | Inf | 0.43 | 0.79 |
| social\_norm | -0.92 | control\_framing | 0.42 | 0.08 | Inf | 0.27 | 0.59 |
| moral\_norm | -0.92 | control\_framing | 0.63 | 0.12 | Inf | 0.37 | 0.83 |
| control\_norm | 0.92 | control\_framing | 0.42 | 0.10 | Inf | 0.24 | 0.62 |
| descriptive\_norm | 0.92 | control\_framing | 0.35 | 0.09 | Inf | 0.19 | 0.55 |
| convention\_norm | 0.92 | control\_framing | 0.25 | 0.08 | Inf | 0.12 | 0.45 |
| social\_norm | 0.92 | control\_framing | 0.32 | 0.08 | Inf | 0.18 | 0.49 |
| moral\_norm | 0.92 | control\_framing | 0.24 | 0.09 | Inf | 0.10 | 0.46 |
| control\_norm | -0.92 | pro\_env\_framing | 0.60 | 0.09 | Inf | 0.41 | 0.76 |
| descriptive\_norm | -0.92 | pro\_env\_framing | 0.78 | 0.10 | Inf | 0.54 | 0.92 |
| convention\_norm | -0.92 | pro\_env\_framing | 0.71 | 0.09 | Inf | 0.51 | 0.85 |
| social\_norm | -0.92 | pro\_env\_framing | 0.75 | 0.09 | Inf | 0.54 | 0.88 |
| moral\_norm | -0.92 | pro\_env\_framing | 0.72 | 0.09 | Inf | 0.50 | 0.86 |
| control\_norm | 0.92 | pro\_env\_framing | 0.29 | 0.08 | Inf | 0.16 | 0.48 |
| descriptive\_norm | 0.92 | pro\_env\_framing | 0.43 | 0.09 | Inf | 0.26 | 0.62 |
| convention\_norm | 0.92 | pro\_env\_framing | 0.34 | 0.10 | Inf | 0.18 | 0.54 |
| social\_norm | 0.92 | pro\_env\_framing | 0.43 | 0.11 | Inf | 0.24 | 0.64 |
| moral\_norm | 0.92 | pro\_env\_framing | 0.34 | 0.09 | Inf | 0.20 | 0.53 |
| control\_norm | -0.92 | self\_enh\_framing | 0.65 | 0.11 | Inf | 0.42 | 0.83 |
| descriptive\_norm | -0.92 | self\_enh\_framing | 0.73 | 0.09 | Inf | 0.52 | 0.88 |
| convention\_norm | -0.92 | self\_enh\_framing | 0.59 | 0.10 | Inf | 0.40 | 0.76 |
| social\_norm | -0.92 | self\_enh\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.75 |
| moral\_norm | -0.92 | self\_enh\_framing | 0.67 | 0.10 | Inf | 0.46 | 0.83 |
| control\_norm | 0.92 | self\_enh\_framing | 0.15 | 0.07 | Inf | 0.06 | 0.33 |
| descriptive\_norm | 0.92 | self\_enh\_framing | 0.25 | 0.09 | Inf | 0.11 | 0.46 |
| convention\_norm | 0.92 | self\_enh\_framing | 0.25 | 0.08 | Inf | 0.12 | 0.44 |
| social\_norm | 0.92 | self\_enh\_framing | 0.31 | 0.09 | Inf | 0.17 | 0.50 |
| moral\_norm | 0.92 | self\_enh\_framing | 0.29 | 0.09 | Inf | 0.15 | 0.50 |

### Custom contrasts

cf\_cn\_low\_ego <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_ego <- c(0,1,rep(0,28))  
cf\_conv\_low\_ego <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_ego <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_ego <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_ego <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_ego <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_ego <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_ego <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_ego <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_ego <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_ego <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_ego <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_ego <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_ego <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_ego <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_ego <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_ego <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_ego <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_ego <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_ego <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_ego <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_ego <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_ego <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_ego <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_ego <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_ego <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_ego <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_ego <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_ego <- c(rep(0,29),1)

Effect of norm for people low vs high on egoistic values across framing conditions

#### Control framing

controlframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("CF/DN/LowEgo - CF/CN/LowEgo" = cf\_dn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/Conv/LowEgo - CF/CN/LowEgo" = cf\_conv\_low\_ego - cf\_cn\_low\_ego,  
 "CF/SN/LowEgo - CF/CN/LowEgo" = cf\_sn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/MN/LowEgo - CF/CN/LowEgo" = cf\_mn\_low\_ego - cf\_cn\_low\_ego,  
 "CF/DN/HiEgo - CF/CN/HiEgo" = cf\_dn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/Conv/HiEgo - CF/CN/HiEgo" = cf\_conv\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/SN/HiEgo - CF/CN/HiEgo" = cf\_sn\_hi\_ego - cf\_cn\_hi\_ego,  
 "CF/MN/HiEgo - CF/CN/HiEgo" = cf\_mn\_hi\_ego - cf\_cn\_hi\_ego),   
 adjust = "none")  
  
controlframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowEgo / CF/CN/LowEgo | 0.57 | 0.32 | Inf | 1 | -0.997 | NA |
| CF/Conv/LowEgo / CF/CN/LowEgo | 1.72 | 0.91 | Inf | 1 | 1.031 | NA |
| CF/SN/LowEgo / CF/CN/LowEgo | 0.75 | 0.36 | Inf | 1 | -0.607 | NA |
| CF/MN/LowEgo / CF/CN/LowEgo | 1.74 | 1.10 | Inf | 1 | 0.874 | NA |
| CF/DN/HiEgo / CF/CN/HiEgo | 0.75 | 0.45 | Inf | 1 | -0.482 | NA |
| CF/Conv/HiEgo / CF/CN/HiEgo | 0.47 | 0.29 | Inf | 1 | -1.232 | NA |
| CF/SN/HiEgo / CF/CN/HiEgo | 0.64 | 0.36 | Inf | 1 | -0.780 | NA |
| CF/MN/HiEgo / CF/CN/HiEgo | 0.44 | 0.30 | Inf | 1 | -1.218 | NA |

# confidence intervals  
controlframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowEgo / CF/CN/LowEgo | 0.57 | 0.32 | Inf | 0.19 | 1.71 |
| CF/Conv/LowEgo / CF/CN/LowEgo | 1.72 | 0.91 | Inf | 0.61 | 4.83 |
| CF/SN/LowEgo / CF/CN/LowEgo | 0.75 | 0.36 | Inf | 0.29 | 1.91 |
| CF/MN/LowEgo / CF/CN/LowEgo | 1.74 | 1.10 | Inf | 0.50 | 6.03 |
| CF/DN/HiEgo / CF/CN/HiEgo | 0.75 | 0.45 | Inf | 0.23 | 2.41 |
| CF/Conv/HiEgo / CF/CN/HiEgo | 0.47 | 0.29 | Inf | 0.14 | 1.57 |
| CF/SN/HiEgo / CF/CN/HiEgo | 0.64 | 0.36 | Inf | 0.21 | 1.95 |
| CF/MN/HiEgo / CF/CN/HiEgo | 0.44 | 0.30 | Inf | 0.12 | 1.65 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_ego

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowEgo / CF/CN/LowEgo 0.574 0.320 Inf 1 -0.997 0.3190  
## CF/Conv/LowEgo / CF/CN/LowEgo 1.721 0.907 Inf 1 1.031 0.3025  
## CF/SN/LowEgo / CF/CN/LowEgo 0.749 0.357 Inf 1 -0.607 0.5440  
## CF/MN/LowEgo / CF/CN/LowEgo 1.740 1.103 Inf 1 0.874 0.3820  
## CF/DN/HiEgo / CF/CN/HiEgo 0.750 0.447 Inf 1 -0.482 0.6298  
## CF/Conv/HiEgo / CF/CN/HiEgo 0.468 0.288 Inf 1 -1.232 0.2181  
## CF/SN/HiEgo / CF/CN/HiEgo 0.644 0.363 Inf 1 -0.780 0.4355  
## CF/MN/HiEgo / CF/CN/HiEgo 0.437 0.297 Inf 1 -1.218 0.2231  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(controlframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.76 | 0.67 | Inf | 1 | -0.308 | NA |
| Effect of Conv (Low / High ego) | 3.68 | 3.09 | Inf | 1 | 1.550 | NA |
| Effect of SN (Low / High ego) | 1.16 | 0.90 | Inf | 1 | 0.195 | NA |
| Effect of MN (Low / High ego) | 3.98 | 4.12 | Inf | 1 | 1.332 | NA |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.76 | 0.67 | Inf | 0.14 | 4.22 |
| Effect of Conv (Low / High ego) | 3.68 | 3.09 | Inf | 0.71 | 19.07 |
| Effect of SN (Low / High ego) | 1.16 | 0.90 | Inf | 0.26 | 5.27 |
| Effect of MN (Low / High ego) | 3.98 | 4.12 | Inf | 0.52 | 30.34 |

#### Pro-environmental framing

proenvframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("PF/DN/LowEgo - PF/CN/LowEgo" = pf\_dn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/Conv/LowEgo - PF/CN/LowEgo" = pf\_conv\_low\_ego - pf\_cn\_low\_ego,  
 "PF/SN/LowEgo - PF/CN/LowEgo" = pf\_sn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/MN/LowEgo - PF/CN/LowEgo" = pf\_mn\_low\_ego - pf\_cn\_low\_ego,  
 "PF/DN/HiEgo - PF/CN/HiEgo" = pf\_dn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/Conv/HiEgo - PF/CN/HiEgo" = pf\_conv\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/SN/HiEgo - PF/CN/HiEgo" = pf\_sn\_hi\_ego - pf\_cn\_hi\_ego,  
 "PF/MN/HiEgo - PF/CN/HiEgo" = pf\_mn\_hi\_ego - pf\_cn\_hi\_ego),   
 adjust = "none")  
  
proenvframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowEgo / PF/CN/LowEgo | 2.42 | 1.64 | Inf | 1 | 1.299 | NA |
| PF/Conv/LowEgo / PF/CN/LowEgo | 1.63 | 0.93 | Inf | 1 | 0.859 | NA |
| PF/SN/LowEgo / PF/CN/LowEgo | 1.99 | 1.21 | Inf | 1 | 1.134 | NA |
| PF/MN/LowEgo / PF/CN/LowEgo | 1.70 | 1.02 | Inf | 1 | 0.882 | NA |
| PF/DN/HiEgo / PF/CN/HiEgo | 1.81 | 1.01 | Inf | 1 | 1.058 | NA |
| PF/Conv/HiEgo / PF/CN/HiEgo | 1.25 | 0.73 | Inf | 1 | 0.374 | NA |
| PF/SN/HiEgo / PF/CN/HiEgo | 1.82 | 1.09 | Inf | 1 | 1.008 | NA |
| PF/MN/HiEgo / PF/CN/HiEgo | 1.26 | 0.71 | Inf | 1 | 0.421 | NA |

# confidence intervals  
proenvframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowEgo / PF/CN/LowEgo | 2.42 | 1.64 | Inf | 0.64 | 9.16 |
| PF/Conv/LowEgo / PF/CN/LowEgo | 1.63 | 0.93 | Inf | 0.53 | 5.00 |
| PF/SN/LowEgo / PF/CN/LowEgo | 1.99 | 1.21 | Inf | 0.61 | 6.55 |
| PF/MN/LowEgo / PF/CN/LowEgo | 1.70 | 1.02 | Inf | 0.52 | 5.53 |
| PF/DN/HiEgo / PF/CN/HiEgo | 1.81 | 1.01 | Inf | 0.60 | 5.41 |
| PF/Conv/HiEgo / PF/CN/HiEgo | 1.25 | 0.73 | Inf | 0.39 | 3.95 |
| PF/SN/HiEgo / PF/CN/HiEgo | 1.82 | 1.09 | Inf | 0.57 | 5.87 |
| PF/MN/HiEgo / PF/CN/HiEgo | 1.26 | 0.71 | Inf | 0.42 | 3.78 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_ego

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowEgo / PF/CN/LowEgo 2.42 1.643 Inf 1 1.299 0.1938  
## PF/Conv/LowEgo / PF/CN/LowEgo 1.63 0.933 Inf 1 0.859 0.3903  
## PF/SN/LowEgo / PF/CN/LowEgo 1.99 1.210 Inf 1 1.134 0.2566  
## PF/MN/LowEgo / PF/CN/LowEgo 1.70 1.023 Inf 1 0.882 0.3779  
## PF/DN/HiEgo / PF/CN/HiEgo 1.81 1.011 Inf 1 1.058 0.2903  
## PF/Conv/HiEgo / PF/CN/HiEgo 1.25 0.734 Inf 1 0.374 0.7081  
## PF/SN/HiEgo / PF/CN/HiEgo 1.82 1.087 Inf 1 1.008 0.3136  
## PF/MN/HiEgo / PF/CN/HiEgo 1.26 0.707 Inf 1 0.421 0.6740  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(proenvframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 1.34 | 1.25 | Inf | 1 | 0.311 | NA |
| Effect of Conv (Low / High ego) | 1.31 | 1.19 | Inf | 1 | 0.298 | NA |
| Effect of SN (Low / High ego) | 1.09 | 1.00 | Inf | 1 | 0.097 | NA |
| Effect of MN (Low / High ego) | 1.34 | 1.20 | Inf | 1 | 0.332 | NA |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 1.34 | 1.25 | Inf | 0.21 | 8.38 |
| Effect of Conv (Low / High ego) | 1.31 | 1.19 | Inf | 0.22 | 7.74 |
| Effect of SN (Low / High ego) | 1.09 | 1.00 | Inf | 0.18 | 6.53 |
| Effect of MN (Low / High ego) | 1.34 | 1.20 | Inf | 0.24 | 7.68 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_ego <- contrast(combinations,   
 method = list("SF/DN/LowEgo - SF/CN/LowEgo" = sf\_dn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/Conv/LowEgo - SF/CN/LowEgo" = sf\_conv\_low\_ego - sf\_cn\_low\_ego,  
 "SF/SN/LowEgo - SF/CN/LowEgo" = sf\_sn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/MN/LowEgo - SF/CN/LowEgo" = sf\_mn\_low\_ego - sf\_cn\_low\_ego,  
 "SF/DN/HiEgo - SF/CN/HiEgo" = sf\_dn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/Conv/HiEgo - SF/CN/HiEgo" = sf\_conv\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/SN/HiEgo - SF/CN/HiEgo" = sf\_sn\_hi\_ego - sf\_cn\_hi\_ego,  
 "SF/MN/HiEgo - SF/CN/HiEgo" = sf\_mn\_hi\_ego - sf\_cn\_hi\_ego),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowEgo / SF/CN/LowEgo | 1.45 | 1.00 | Inf | 1 | 0.545 | NA |
| SF/Conv/LowEgo / SF/CN/LowEgo | 0.77 | 0.49 | Inf | 1 | -0.410 | NA |
| SF/SN/LowEgo / SF/CN/LowEgo | 0.69 | 0.45 | Inf | 1 | -0.569 | NA |
| SF/MN/LowEgo / SF/CN/LowEgo | 1.09 | 0.72 | Inf | 1 | 0.130 | NA |
| SF/DN/HiEgo / SF/CN/HiEgo | 1.89 | 1.35 | Inf | 1 | 0.888 | NA |
| SF/Conv/HiEgo / SF/CN/HiEgo | 1.86 | 1.29 | Inf | 1 | 0.901 | NA |
| SF/SN/HiEgo / SF/CN/HiEgo | 2.61 | 1.75 | Inf | 1 | 1.436 | NA |
| SF/MN/HiEgo / SF/CN/HiEgo | 2.34 | 1.63 | Inf | 1 | 1.223 | NA |

# confidence intervals  
selfenhframe\_lowvshi\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowEgo / SF/CN/LowEgo | 1.45 | 1.00 | Inf | 0.38 | 5.60 |
| SF/Conv/LowEgo / SF/CN/LowEgo | 0.77 | 0.49 | Inf | 0.22 | 2.66 |
| SF/SN/LowEgo / SF/CN/LowEgo | 0.69 | 0.45 | Inf | 0.19 | 2.49 |
| SF/MN/LowEgo / SF/CN/LowEgo | 1.09 | 0.72 | Inf | 0.30 | 3.98 |
| SF/DN/HiEgo / SF/CN/HiEgo | 1.89 | 1.35 | Inf | 0.46 | 7.67 |
| SF/Conv/HiEgo / SF/CN/HiEgo | 1.86 | 1.29 | Inf | 0.48 | 7.20 |
| SF/SN/HiEgo / SF/CN/HiEgo | 2.61 | 1.75 | Inf | 0.70 | 9.71 |
| SF/MN/HiEgo / SF/CN/HiEgo | 2.34 | 1.63 | Inf | 0.60 | 9.18 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_ego

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowEgo / SF/CN/LowEgo 1.455 1.001 Inf 1 0.545 0.5859  
## SF/Conv/LowEgo / SF/CN/LowEgo 0.772 0.488 Inf 1 -0.410 0.6820  
## SF/SN/LowEgo / SF/CN/LowEgo 0.688 0.452 Inf 1 -0.569 0.5691  
## SF/MN/LowEgo / SF/CN/LowEgo 1.089 0.719 Inf 1 0.130 0.8969  
## SF/DN/HiEgo / SF/CN/HiEgo 1.888 1.351 Inf 1 0.888 0.3744  
## SF/Conv/HiEgo / SF/CN/HiEgo 1.863 1.285 Inf 1 0.901 0.3674  
## SF/SN/HiEgo / SF/CN/HiEgo 2.615 1.750 Inf 1 1.436 0.1509  
## SF/MN/HiEgo / SF/CN/HiEgo 2.344 1.633 Inf 1 1.223 0.2214  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowEgo <- c(1,rep(0,7))  
conv\_vs\_c\_LowEgo <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowEgo <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowEgo <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiEgo <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiEgo <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiEgo <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiEgo <- c(rep(0,7),1)

compare\_ego <- contrast(selfenhframe\_lowvshi\_ego, method = list("Effect of DN (Low - High ego)" = dn\_vs\_c\_LowEgo - dn\_vs\_c\_HiEgo,   
 "Effect of Conv (Low - High ego)" = conv\_vs\_c\_LowEgo - conv\_vs\_c\_HiEgo,  
 "Effect of SN (Low - High ego)" = sn\_vs\_c\_LowEgo - sn\_vs\_c\_HiEgo,  
 "Effect of MN (Low - High ego)" = mn\_vs\_c\_LowEgo - mn\_vs\_c\_HiEgo), adjust = "none")  
  
compare\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.77 | 0.91 | Inf | 1 | -0.220 | NA |
| Effect of Conv (Low / High ego) | 0.41 | 0.43 | Inf | 1 | -0.840 | NA |
| Effect of SN (Low / High ego) | 0.26 | 0.28 | Inf | 1 | -1.265 | NA |
| Effect of MN (Low / High ego) | 0.46 | 0.51 | Inf | 1 | -0.692 | NA |

# confidence intervals  
compare\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ego) | 0.77 | 0.91 | Inf | 0.08 | 7.86 |
| Effect of Conv (Low / High ego) | 0.41 | 0.43 | Inf | 0.05 | 3.24 |
| Effect of SN (Low / High ego) | 0.26 | 0.28 | Inf | 0.03 | 2.08 |
| Effect of MN (Low / High ego) | 0.46 | 0.51 | Inf | 0.05 | 4.07 |

## Hedonic values

Is the difference between Control Norm and Other Norm different for people low vs high on hedonic values? Does this vary across framing conditions?

### Visualizations

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Hed x Framing

sd\_below <- mean(average\_df$hedonic\_center) - sd(average\_df$hedonic\_center)  
sd\_above <- mean(average\_df$hedonic\_center) + sd(average\_df$hedonic\_center)  
  
at\_list <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, hedonic\_center ~ framing\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Hedonic Values", breaks = c(-0.790766915042502, 0.790766915042502), labels = c("-1SD Hedonic", "+1SD Hedonic"), values = c("#00BFC4","#C77CFF"))
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#### Hed x Norm

emmip(log\_mice, hedonic\_center ~ norm\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Hedonic Values", breaks = c(-0.790766915042502, 0.790766915042502), labels = c("-1SD Hedonic", "+1SD Hedonic"), values = c("#00BFC4","#C77CFF"))
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#### Hed, Norm, Framing

emmip(log\_mice, hedonic\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Hedonic Values", breaks = c(-0.790766915042502, 0.790766915042502), labels = c("-1SD Hedonic", "+1SD Hedonic"), values = c("#00BFC4","#C77CFF"))
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## Planned Comparisons

### Storing low (-1SD) and high (+1SD) hedonic values

sd\_below <- mean(average\_df$hedonic\_center) - sd(average\_df$hedonic\_center)  
sd\_above <- mean(average\_df$hedonic\_center) + sd(average\_df$hedonic\_center)

### Calculate EM Means at low and high hed

atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*hedonic\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | hedonic\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -0.79 | control\_framing | 0.39 | 0.11 | Inf | 0.20 | 0.61 |
| descriptive\_norm | -0.79 | control\_framing | 0.33 | 0.10 | Inf | 0.17 | 0.55 |
| convention\_norm | -0.79 | control\_framing | 0.34 | 0.12 | Inf | 0.15 | 0.59 |
| social\_norm | -0.79 | control\_framing | 0.42 | 0.10 | Inf | 0.25 | 0.62 |
| moral\_norm | -0.79 | control\_framing | 0.43 | 0.13 | Inf | 0.22 | 0.68 |
| control\_norm | 0.79 | control\_framing | 0.53 | 0.09 | Inf | 0.35 | 0.70 |
| descriptive\_norm | 0.79 | control\_framing | 0.37 | 0.11 | Inf | 0.20 | 0.60 |
| convention\_norm | 0.79 | control\_framing | 0.53 | 0.10 | Inf | 0.33 | 0.72 |
| social\_norm | 0.79 | control\_framing | 0.32 | 0.08 | Inf | 0.18 | 0.50 |
| moral\_norm | 0.79 | control\_framing | 0.41 | 0.12 | Inf | 0.22 | 0.64 |
| control\_norm | -0.79 | pro\_env\_framing | 0.44 | 0.12 | Inf | 0.23 | 0.66 |
| descriptive\_norm | -0.79 | pro\_env\_framing | 0.67 | 0.10 | Inf | 0.45 | 0.84 |
| convention\_norm | -0.79 | pro\_env\_framing | 0.53 | 0.11 | Inf | 0.32 | 0.73 |
| social\_norm | -0.79 | pro\_env\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.76 |
| moral\_norm | -0.79 | pro\_env\_framing | 0.50 | 0.10 | Inf | 0.30 | 0.69 |
| control\_norm | 0.79 | pro\_env\_framing | 0.44 | 0.10 | Inf | 0.26 | 0.64 |
| descriptive\_norm | 0.79 | pro\_env\_framing | 0.57 | 0.13 | Inf | 0.31 | 0.79 |
| convention\_norm | 0.79 | pro\_env\_framing | 0.52 | 0.11 | Inf | 0.32 | 0.72 |
| social\_norm | 0.79 | pro\_env\_framing | 0.63 | 0.11 | Inf | 0.41 | 0.81 |
| moral\_norm | 0.79 | pro\_env\_framing | 0.57 | 0.11 | Inf | 0.36 | 0.76 |
| control\_norm | -0.79 | self\_enh\_framing | 0.32 | 0.12 | Inf | 0.13 | 0.59 |
| descriptive\_norm | -0.79 | self\_enh\_framing | 0.37 | 0.11 | Inf | 0.19 | 0.59 |
| convention\_norm | -0.79 | self\_enh\_framing | 0.50 | 0.10 | Inf | 0.32 | 0.68 |
| social\_norm | -0.79 | self\_enh\_framing | 0.54 | 0.13 | Inf | 0.30 | 0.77 |
| moral\_norm | -0.79 | self\_enh\_framing | 0.57 | 0.09 | Inf | 0.39 | 0.73 |
| control\_norm | 0.79 | self\_enh\_framing | 0.42 | 0.11 | Inf | 0.22 | 0.64 |
| descriptive\_norm | 0.79 | self\_enh\_framing | 0.61 | 0.11 | Inf | 0.39 | 0.80 |
| convention\_norm | 0.79 | self\_enh\_framing | 0.32 | 0.11 | Inf | 0.16 | 0.55 |
| social\_norm | 0.79 | self\_enh\_framing | 0.33 | 0.11 | Inf | 0.16 | 0.57 |
| moral\_norm | 0.79 | self\_enh\_framing | 0.39 | 0.10 | Inf | 0.21 | 0.60 |

### Custom contrasts

cf\_cn\_low\_hed <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_hed <- c(0,1,rep(0,28))  
cf\_conv\_low\_hed <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_hed <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_hed <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_hed <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_hed <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_hed <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_hed <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_hed <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_hed <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_hed <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_hed <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_hed <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_hed <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_hed <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_hed <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_hed <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_hed <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_hed <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_hed <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_hed <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_hed <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_hed <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_hed <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_hed <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_hed <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_hed <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_hed <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_hed <- c(rep(0,29),1)

Effect of norm for people low vs high on hedonic values across framing conditions

#### Control framing

controlframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("CF/DN/LowHed - CF/CN/LowHed" = cf\_dn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/Conv/LowHed - CF/CN/LowHed" = cf\_conv\_low\_hed - cf\_cn\_low\_hed,  
 "CF/SN/LowHed - CF/CN/LowHed" = cf\_sn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/MN/LowHed - CF/CN/LowHed" = cf\_mn\_low\_hed - cf\_cn\_low\_hed,  
 "CF/DN/HiHed - CF/CN/HiHed" = cf\_dn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/Conv/HiHed - CF/CN/HiHed" = cf\_conv\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/SN/HiHed - CF/CN/HiHed" = cf\_sn\_hi\_hed - cf\_cn\_hi\_hed,  
 "CF/MN/HiHed - CF/CN/HiHed" = cf\_mn\_hi\_hed - cf\_cn\_hi\_hed),   
 adjust = "none")  
  
controlframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowHed / CF/CN/LowHed | 0.80 | 0.52 | Inf | 1 | -0.341 | NA |
| CF/Conv/LowHed / CF/CN/LowHed | 0.81 | 0.56 | Inf | 1 | -0.306 | NA |
| CF/SN/LowHed / CF/CN/LowHed | 1.17 | 0.71 | Inf | 1 | 0.256 | NA |
| CF/MN/LowHed / CF/CN/LowHed | 1.21 | 0.83 | Inf | 1 | 0.275 | NA |
| CF/DN/HiHed / CF/CN/HiHed | 0.54 | 0.32 | Inf | 1 | -1.047 | NA |
| CF/Conv/HiHed / CF/CN/HiHed | 1.00 | 0.56 | Inf | 1 | -0.004 | NA |
| CF/SN/HiHed / CF/CN/HiHed | 0.41 | 0.22 | Inf | 1 | -1.642 | NA |
| CF/MN/HiHed / CF/CN/HiHed | 0.63 | 0.38 | Inf | 1 | -0.762 | NA |

# confidence intervals  
controlframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowHed / CF/CN/LowHed | 0.80 | 0.52 | Inf | 0.22 | 2.86 |
| CF/Conv/LowHed / CF/CN/LowHed | 0.81 | 0.56 | Inf | 0.21 | 3.16 |
| CF/SN/LowHed / CF/CN/LowHed | 1.17 | 0.71 | Inf | 0.35 | 3.85 |
| CF/MN/LowHed / CF/CN/LowHed | 1.21 | 0.83 | Inf | 0.31 | 4.66 |
| CF/DN/HiHed / CF/CN/HiHed | 0.54 | 0.32 | Inf | 0.17 | 1.72 |
| CF/Conv/HiHed / CF/CN/HiHed | 1.00 | 0.56 | Inf | 0.33 | 2.99 |
| CF/SN/HiHed / CF/CN/HiHed | 0.41 | 0.22 | Inf | 0.14 | 1.19 |
| CF/MN/HiHed / CF/CN/HiHed | 0.63 | 0.38 | Inf | 0.19 | 2.07 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_hed

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowHed / CF/CN/LowHed 0.801 0.521 Inf 1 -0.341 0.7328  
## CF/Conv/LowHed / CF/CN/LowHed 0.808 0.562 Inf 1 -0.306 0.7593  
## CF/SN/LowHed / CF/CN/LowHed 1.168 0.710 Inf 1 0.256 0.7983  
## CF/MN/LowHed / CF/CN/LowHed 1.208 0.832 Inf 1 0.275 0.7833  
## CF/DN/HiHed / CF/CN/HiHed 0.537 0.319 Inf 1 -1.047 0.2949  
## CF/Conv/HiHed / CF/CN/HiHed 0.998 0.558 Inf 1 -0.004 0.9965  
## CF/SN/HiHed / CF/CN/HiHed 0.413 0.222 Inf 1 -1.642 0.1005  
## CF/MN/HiHed / CF/CN/HiHed 0.630 0.382 Inf 1 -0.762 0.4460  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(controlframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.49 | 1.47 | Inf | 1 | 0.404 | NA |
| Effect of Conv (Low / High hed) | 0.81 | 0.80 | Inf | 1 | -0.212 | NA |
| Effect of SN (Low / High hed) | 2.83 | 2.57 | Inf | 1 | 1.146 | NA |
| Effect of MN (Low / High hed) | 1.92 | 1.95 | Inf | 1 | 0.641 | NA |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.49 | 1.47 | Inf | 0.22 | 10.32 |
| Effect of Conv (Low / High hed) | 0.81 | 0.80 | Inf | 0.12 | 5.68 |
| Effect of SN (Low / High hed) | 2.83 | 2.57 | Inf | 0.48 | 16.73 |
| Effect of MN (Low / High hed) | 1.92 | 1.95 | Inf | 0.26 | 14.05 |

#### Pro-environmental framing

proenvframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("PF/DN/LowHed - PF/CN/LowHed" = pf\_dn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/Conv/LowHed - PF/CN/LowHed" = pf\_conv\_low\_hed - pf\_cn\_low\_hed,  
 "PF/SN/LowHed - PF/CN/LowHed" = pf\_sn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/MN/LowHed - PF/CN/LowHed" = pf\_mn\_low\_hed - pf\_cn\_low\_hed,  
 "PF/DN/HiHed - PF/CN/HiHed" = pf\_dn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/Conv/HiHed - PF/CN/HiHed" = pf\_conv\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/SN/HiHed - PF/CN/HiHed" = pf\_sn\_hi\_hed - pf\_cn\_hi\_hed,  
 "PF/MN/HiHed - PF/CN/HiHed" = pf\_mn\_hi\_hed - pf\_cn\_hi\_hed),   
 adjust = "none")  
  
proenvframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowHed / PF/CN/LowHed | 2.62 | 1.76 | Inf | 1 | 1.436 | NA |
| PF/Conv/LowHed / PF/CN/LowHed | 1.48 | 0.97 | Inf | 1 | 0.597 | NA |
| PF/SN/LowHed / PF/CN/LowHed | 1.72 | 1.12 | Inf | 1 | 0.834 | NA |
| PF/MN/LowHed / PF/CN/LowHed | 1.28 | 0.81 | Inf | 1 | 0.397 | NA |
| PF/DN/HiHed / PF/CN/HiHed | 1.67 | 1.13 | Inf | 1 | 0.757 | NA |
| PF/Conv/HiHed / PF/CN/HiHed | 1.38 | 0.81 | Inf | 1 | 0.542 | NA |
| PF/SN/HiHed / PF/CN/HiHed | 2.11 | 1.29 | Inf | 1 | 1.219 | NA |
| PF/MN/HiHed / PF/CN/HiHed | 1.67 | 1.01 | Inf | 1 | 0.853 | NA |

# confidence intervals  
proenvframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowHed / PF/CN/LowHed | 2.62 | 1.76 | Inf | 0.70 | 9.74 |
| PF/Conv/LowHed / PF/CN/LowHed | 1.48 | 0.97 | Inf | 0.41 | 5.37 |
| PF/SN/LowHed / PF/CN/LowHed | 1.72 | 1.12 | Inf | 0.48 | 6.15 |
| PF/MN/LowHed / PF/CN/LowHed | 1.28 | 0.81 | Inf | 0.37 | 4.42 |
| PF/DN/HiHed / PF/CN/HiHed | 1.67 | 1.13 | Inf | 0.44 | 6.29 |
| PF/Conv/HiHed / PF/CN/HiHed | 1.38 | 0.81 | Inf | 0.43 | 4.36 |
| PF/SN/HiHed / PF/CN/HiHed | 2.11 | 1.29 | Inf | 0.63 | 7.02 |
| PF/MN/HiHed / PF/CN/HiHed | 1.67 | 1.01 | Inf | 0.51 | 5.47 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_hed

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowHed / PF/CN/LowHed 2.62 1.755 Inf 1 1.436 0.1511  
## PF/Conv/LowHed / PF/CN/LowHed 1.48 0.973 Inf 1 0.597 0.5506  
## PF/SN/LowHed / PF/CN/LowHed 1.72 1.119 Inf 1 0.834 0.4041  
## PF/MN/LowHed / PF/CN/LowHed 1.28 0.810 Inf 1 0.397 0.6916  
## PF/DN/HiHed / PF/CN/HiHed 1.67 1.129 Inf 1 0.757 0.4493  
## PF/Conv/HiHed / PF/CN/HiHed 1.38 0.810 Inf 1 0.542 0.5879  
## PF/SN/HiHed / PF/CN/HiHed 2.11 1.294 Inf 1 1.219 0.2228  
## PF/MN/HiHed / PF/CN/HiHed 1.67 1.011 Inf 1 0.853 0.3934  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(proenvframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.57 | 1.68 | Inf | 1 | 0.422 | NA |
| Effect of Conv (Low / High hed) | 1.08 | 1.09 | Inf | 1 | 0.072 | NA |
| Effect of SN (Low / High hed) | 0.81 | 0.81 | Inf | 1 | -0.207 | NA |
| Effect of MN (Low / High hed) | 0.77 | 0.75 | Inf | 1 | -0.270 | NA |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 1.57 | 1.68 | Inf | 0.19 | 12.73 |
| Effect of Conv (Low / High hed) | 1.08 | 1.09 | Inf | 0.15 | 7.88 |
| Effect of SN (Low / High hed) | 0.81 | 0.81 | Inf | 0.12 | 5.68 |
| Effect of MN (Low / High hed) | 0.77 | 0.75 | Inf | 0.11 | 5.27 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_hed <- contrast(combinations,   
 method = list("SF/DN/LowHed - SF/CN/LowHed" = sf\_dn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/Conv/LowHed - SF/CN/LowHed" = sf\_conv\_low\_hed - sf\_cn\_low\_hed,  
 "SF/SN/LowHed - SF/CN/LowHed" = sf\_sn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/MN/LowHed - SF/CN/LowHed" = sf\_mn\_low\_hed - sf\_cn\_low\_hed,  
 "SF/DN/HiHed - SF/CN/HiHed" = sf\_dn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/Conv/HiHed - SF/CN/HiHed" = sf\_conv\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/SN/HiHed - SF/CN/HiHed" = sf\_sn\_hi\_hed - sf\_cn\_hi\_hed,  
 "SF/MN/HiHed - SF/CN/HiHed" = sf\_mn\_hi\_hed - sf\_cn\_hi\_hed),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowHed / SF/CN/LowHed | 1.24 | 0.90 | Inf | 1 | 0.291 | NA |
| SF/Conv/LowHed / SF/CN/LowHed | 2.14 | 1.46 | Inf | 1 | 1.112 | NA |
| SF/SN/LowHed / SF/CN/LowHed | 2.56 | 1.97 | Inf | 1 | 1.224 | NA |
| SF/MN/LowHed / SF/CN/LowHed | 2.84 | 1.94 | Inf | 1 | 1.531 | NA |
| SF/DN/HiHed / SF/CN/HiHed | 2.22 | 1.44 | Inf | 1 | 1.227 | NA |
| SF/Conv/HiHed / SF/CN/HiHed | 0.67 | 0.45 | Inf | 1 | -0.596 | NA |
| SF/SN/HiHed / SF/CN/HiHed | 0.70 | 0.48 | Inf | 1 | -0.518 | NA |
| SF/MN/HiHed / SF/CN/HiHed | 0.90 | 0.57 | Inf | 1 | -0.168 | NA |

# confidence intervals  
selfenhframe\_lowvshi\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowHed / SF/CN/LowHed | 1.24 | 0.90 | Inf | 0.30 | 5.17 |
| SF/Conv/LowHed / SF/CN/LowHed | 2.14 | 1.46 | Inf | 0.56 | 8.18 |
| SF/SN/LowHed / SF/CN/LowHed | 2.56 | 1.97 | Inf | 0.57 | 11.59 |
| SF/MN/LowHed / SF/CN/LowHed | 2.84 | 1.94 | Inf | 0.75 | 10.81 |
| SF/DN/HiHed / SF/CN/HiHed | 2.22 | 1.44 | Inf | 0.62 | 7.95 |
| SF/Conv/HiHed / SF/CN/HiHed | 0.67 | 0.45 | Inf | 0.18 | 2.49 |
| SF/SN/HiHed / SF/CN/HiHed | 0.70 | 0.48 | Inf | 0.18 | 2.68 |
| SF/MN/HiHed / SF/CN/HiHed | 0.90 | 0.57 | Inf | 0.26 | 3.12 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_hed

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowHed / SF/CN/LowHed 1.236 0.903 Inf 1 0.291 0.7714  
## SF/Conv/LowHed / SF/CN/LowHed 2.140 1.464 Inf 1 1.112 0.2662  
## SF/SN/LowHed / SF/CN/LowHed 2.565 1.974 Inf 1 1.224 0.2209  
## SF/MN/LowHed / SF/CN/LowHed 2.841 1.938 Inf 1 1.531 0.1259  
## SF/DN/HiHed / SF/CN/HiHed 2.221 1.445 Inf 1 1.227 0.2197  
## SF/Conv/HiHed / SF/CN/HiHed 0.672 0.448 Inf 1 -0.596 0.5514  
## SF/SN/HiHed / SF/CN/HiHed 0.702 0.480 Inf 1 -0.518 0.6045  
## SF/MN/HiHed / SF/CN/HiHed 0.899 0.571 Inf 1 -0.168 0.8669  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowHed <- c(1,rep(0,7))  
conv\_vs\_c\_LowHed <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowHed <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowHed <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiHed <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiHed <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiHed <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiHed <- c(rep(0,7),1)

compare\_hed <- contrast(selfenhframe\_lowvshi\_hed, method = list("Effect of DN (Low - High hed)" = dn\_vs\_c\_LowHed - dn\_vs\_c\_HiHed,   
 "Effect of Conv (Low - High hed)" = conv\_vs\_c\_LowHed - conv\_vs\_c\_HiHed,  
 "Effect of SN (Low - High hed)" = sn\_vs\_c\_LowHed - sn\_vs\_c\_HiHed,  
 "Effect of MN (Low - High hed)" = mn\_vs\_c\_LowHed - mn\_vs\_c\_HiHed), adjust = "none")  
  
compare\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 0.56 | 0.65 | Inf | 1 | -0.505 | NA |
| Effect of Conv (Low / High hed) | 3.18 | 3.45 | Inf | 1 | 1.068 | NA |
| Effect of SN (Low / High hed) | 3.66 | 4.44 | Inf | 1 | 1.067 | NA |
| Effect of MN (Low / High hed) | 3.16 | 3.35 | Inf | 1 | 1.086 | NA |

# confidence intervals  
compare\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High hed) | 0.56 | 0.65 | Inf | 0.06 | 5.41 |
| Effect of Conv (Low / High hed) | 3.18 | 3.45 | Inf | 0.38 | 26.68 |
| Effect of SN (Low / High hed) | 3.66 | 4.44 | Inf | 0.34 | 39.58 |
| Effect of MN (Low / High hed) | 3.16 | 3.35 | Inf | 0.40 | 25.18 |

## Ingroup Identification

Exploratory Research Question 1: Is there a three-way interaction between in-group identification, framing condition, and norm-intervention condition?

Is the difference between Control Norm and Other Norm different for people low vs high on ingroup identification? Does this vary across framing conditions?

### Visualization

text\_settings <- theme(text = element\_text(size = 20)) +  
 theme(plot.title = element\_text(size = 20, face = 'bold')) +  
 theme(axis.title.x = element\_text(face = 'bold')) +  
 theme(axis.title.y = element\_text(face = 'bold')) +  
 theme(axis.text.x = element\_text(size = 14)) +  
 theme(axis.text.y = element\_text(size = 20)) +  
 theme(axis.ticks = element\_blank())

#### Ingroup x Framing

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)  
  
at\_list <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emmip(log\_mice, ingroup\_center ~ framing\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Framing Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_framing","pro\_env\_framing", "self\_enh\_framing"), labels = c("Control Framing", "Pro-environmental Framing", "Self-enhancing Framing")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Ingroup Identification", breaks = c(-1.01218644014995, 1.01218644014995), labels = c("-1SD Ingroup", "+1SD Ingroup"), values = c("#00BFC4","#C77CFF"))
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#### Ingroup x Norm

emmip(log\_mice, ingroup\_center ~ norm\_condition, CIs = TRUE, type = "response", CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control Norm", "Descriptive Norm", "Convention", "Social Norm", "Moral Norm")) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Ingroup Identification", breaks = c(-1.01218644014995, 1.01218644014995), labels = c("-1SD Ingroup", "+1SD Ingroup"), values = c("#00BFC4","#C77CFF"))
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#### Ingroup, Norm, Framing

emmip(log\_mice, ingroup\_center ~ norm\_condition | framing\_condition, type = "response", CIs = TRUE, CIarg = list(lwd = 1.2, alpha = 1), xlab = "Norm Condition", ylab = "Consumer Intentions", at = at\_list) +   
 scale\_x\_discrete(breaks=c("control\_norm","descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"), labels = c("Control", "Descriptive", "Convention", "Social", "Moral")) +  
 facet\_wrap(~framing\_condition, labeller = labeller(framing\_condition = frame\_labs)) +  
 theme\_apa() +  
 text\_settings +  
 scale\_color\_manual(name = "Ingroup Identification", breaks = c(-1.01218644014995, 1.01218644014995), labels = c("-1SD Ingroup", "+1SD Ingroup"), values = c("#00BFC4","#C77CFF"))
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### Planned Comparisons

#### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

#### Calculate EM Means at low and high bio

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*ingroup\_center\*framing\_condition, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | framing\_condition | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | control\_framing | 0.39 | 0.08 | Inf | 0.25 | 0.56 |
| descriptive\_norm | -1.01 | control\_framing | 0.32 | 0.10 | Inf | 0.16 | 0.54 |
| convention\_norm | -1.01 | control\_framing | 0.52 | 0.10 | Inf | 0.33 | 0.71 |
| social\_norm | -1.01 | control\_framing | 0.37 | 0.07 | Inf | 0.25 | 0.52 |
| moral\_norm | -1.01 | control\_framing | 0.45 | 0.11 | Inf | 0.26 | 0.66 |
| control\_norm | 1.01 | control\_framing | 0.52 | 0.09 | Inf | 0.34 | 0.69 |
| descriptive\_norm | 1.01 | control\_framing | 0.39 | 0.09 | Inf | 0.23 | 0.57 |
| convention\_norm | 1.01 | control\_framing | 0.34 | 0.09 | Inf | 0.19 | 0.54 |
| social\_norm | 1.01 | control\_framing | 0.36 | 0.08 | Inf | 0.22 | 0.53 |
| moral\_norm | 1.01 | control\_framing | 0.39 | 0.09 | Inf | 0.24 | 0.57 |
| control\_norm | -1.01 | pro\_env\_framing | 0.46 | 0.09 | Inf | 0.29 | 0.64 |
| descriptive\_norm | -1.01 | pro\_env\_framing | 0.62 | 0.10 | Inf | 0.42 | 0.79 |
| convention\_norm | -1.01 | pro\_env\_framing | 0.50 | 0.09 | Inf | 0.33 | 0.67 |
| social\_norm | -1.01 | pro\_env\_framing | 0.55 | 0.10 | Inf | 0.36 | 0.73 |
| moral\_norm | -1.01 | pro\_env\_framing | 0.52 | 0.10 | Inf | 0.33 | 0.71 |
| control\_norm | 1.01 | pro\_env\_framing | 0.42 | 0.10 | Inf | 0.25 | 0.62 |
| descriptive\_norm | 1.01 | pro\_env\_framing | 0.62 | 0.10 | Inf | 0.43 | 0.79 |
| convention\_norm | 1.01 | pro\_env\_framing | 0.56 | 0.09 | Inf | 0.38 | 0.72 |
| social\_norm | 1.01 | pro\_env\_framing | 0.64 | 0.09 | Inf | 0.44 | 0.80 |
| moral\_norm | 1.01 | pro\_env\_framing | 0.55 | 0.10 | Inf | 0.36 | 0.72 |
| control\_norm | -1.01 | self\_enh\_framing | 0.34 | 0.09 | Inf | 0.20 | 0.53 |
| descriptive\_norm | -1.01 | self\_enh\_framing | 0.52 | 0.09 | Inf | 0.34 | 0.69 |
| convention\_norm | -1.01 | self\_enh\_framing | 0.37 | 0.10 | Inf | 0.20 | 0.58 |
| social\_norm | -1.01 | self\_enh\_framing | 0.42 | 0.11 | Inf | 0.24 | 0.63 |
| moral\_norm | -1.01 | self\_enh\_framing | 0.54 | 0.10 | Inf | 0.35 | 0.71 |
| control\_norm | 1.01 | self\_enh\_framing | 0.39 | 0.09 | Inf | 0.23 | 0.58 |
| descriptive\_norm | 1.01 | self\_enh\_framing | 0.46 | 0.08 | Inf | 0.31 | 0.62 |
| convention\_norm | 1.01 | self\_enh\_framing | 0.45 | 0.11 | Inf | 0.25 | 0.67 |
| social\_norm | 1.01 | self\_enh\_framing | 0.45 | 0.10 | Inf | 0.27 | 0.65 |
| moral\_norm | 1.01 | self\_enh\_framing | 0.42 | 0.10 | Inf | 0.25 | 0.62 |

### Custom contrasts

cf\_cn\_low\_ing <- c(1, rep(0,29)) # control framing  
cf\_dn\_low\_ing <- c(0,1,rep(0,28))  
cf\_conv\_low\_ing <- c(0,0,1,rep(0,27))  
cf\_sn\_low\_ing <- c(0,0,0,1,rep(0,26))  
cf\_mn\_low\_ing <- c(rep(0,4),1,(rep(0,25)))  
  
cf\_cn\_hi\_ing <- c(rep(0,5),1,(rep(0,24)))   
cf\_dn\_hi\_ing <- c(rep(0,6),1,(rep(0,23)))  
cf\_conv\_hi\_ing <- c(rep(0,7),1,(rep(0,22)))  
cf\_sn\_hi\_ing <- c(rep(0,8),1,(rep(0,21)))  
cf\_mn\_hi\_ing <- c(rep(0,9),1,(rep(0,20)))  
  
  
pf\_cn\_low\_ing <- c(rep(0,10),1,(rep(0,19))) # pro-environmental framing  
pf\_dn\_low\_ing <- c(rep(0,11),1,(rep(0,18)))  
pf\_conv\_low\_ing <- c(rep(0,12),1,(rep(0,17)))  
pf\_sn\_low\_ing <- c(rep(0,13),1,(rep(0,16)))  
pf\_mn\_low\_ing <- c(rep(0,14),1,(rep(0,15)))  
  
pf\_cn\_hi\_ing <- c(rep(0,15),1,(rep(0,14)))   
pf\_dn\_hi\_ing <- c(rep(0,16),1,(rep(0,13)))  
pf\_conv\_hi\_ing <- c(rep(0,17),1,(rep(0,12)))  
pf\_sn\_hi\_ing <- c(rep(0,18),1,(rep(0,11)))  
pf\_mn\_hi\_ing <- c(rep(0,19),1,(rep(0,10)))  
  
  
sf\_cn\_low\_ing <- c(rep(0,20),1,(rep(0,9))) # self-enhancing framing  
sf\_dn\_low\_ing <- c(rep(0,21),1,(rep(0,8)))  
sf\_conv\_low\_ing <- c(rep(0,22),1,(rep(0,7)))  
sf\_sn\_low\_ing <- c(rep(0,23),1,(rep(0,6)))  
sf\_mn\_low\_ing <- c(rep(0,24),1,(rep(0,5)))  
  
sf\_cn\_hi\_ing <- c(rep(0,25),1,(rep(0,4)))   
sf\_dn\_hi\_ing <- c(rep(0,26),1,(rep(0,3)))  
sf\_conv\_hi\_ing <- c(rep(0,27),1,(rep(0,2)))  
sf\_sn\_hi\_ing <- c(rep(0,28),1,(rep(0,1)))  
sf\_mn\_hi\_ing <- c(rep(0,29),1)

Effect of norm for people low vs high on ingroup identification across framing conditions

#### Control framing

controlframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("CF/DN/LowIng - CF/CN/LowIng" = cf\_dn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/Conv/LowIng - CF/CN/LowIng" = cf\_conv\_low\_ing - cf\_cn\_low\_ing,  
 "CF/SN/LowIng - CF/CN/LowIng" = cf\_sn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/MN/LowIng - CF/CN/LowIng" = cf\_mn\_low\_ing - cf\_cn\_low\_ing,  
 "CF/DN/HiIng - CF/CN/HiIng" = cf\_dn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/Conv/HiIng - CF/CN/HiIng" = cf\_conv\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/SN/HiIng - CF/CN/HiIng" = cf\_sn\_hi\_ing - cf\_cn\_hi\_ing,  
 "CF/MN/HiIng - CF/CN/HiIng" = cf\_mn\_hi\_ing - cf\_cn\_hi\_ing),   
 adjust = "none")  
  
controlframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| CF/DN/LowIng / CF/CN/LowIng | 0.74 | 0.42 | Inf | 1 | -0.524 | NA |
| CF/Conv/LowIng / CF/CN/LowIng | 1.70 | 0.90 | Inf | 1 | 0.996 | NA |
| CF/SN/LowIng / CF/CN/LowIng | 0.93 | 0.43 | Inf | 1 | -0.159 | NA |
| CF/MN/LowIng / CF/CN/LowIng | 1.29 | 0.72 | Inf | 1 | 0.452 | NA |
| CF/DN/HiIng / CF/CN/HiIng | 0.58 | 0.31 | Inf | 1 | -1.034 | NA |
| CF/Conv/HiIng / CF/CN/HiIng | 0.47 | 0.26 | Inf | 1 | -1.341 | NA |
| CF/SN/HiIng / CF/CN/HiIng | 0.52 | 0.27 | Inf | 1 | -1.281 | NA |
| CF/MN/HiIng / CF/CN/HiIng | 0.59 | 0.31 | Inf | 1 | -1.001 | NA |

# confidence intervals  
controlframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| CF/DN/LowIng / CF/CN/LowIng | 0.74 | 0.42 | Inf | 0.24 | 2.27 |
| CF/Conv/LowIng / CF/CN/LowIng | 1.70 | 0.90 | Inf | 0.60 | 4.82 |
| CF/SN/LowIng / CF/CN/LowIng | 0.93 | 0.43 | Inf | 0.37 | 2.30 |
| CF/MN/LowIng / CF/CN/LowIng | 1.29 | 0.72 | Inf | 0.43 | 3.84 |
| CF/DN/HiIng / CF/CN/HiIng | 0.58 | 0.31 | Inf | 0.21 | 1.63 |
| CF/Conv/HiIng / CF/CN/HiIng | 0.47 | 0.26 | Inf | 0.16 | 1.41 |
| CF/SN/HiIng / CF/CN/HiIng | 0.52 | 0.27 | Inf | 0.19 | 1.42 |
| CF/MN/HiIng / CF/CN/HiIng | 0.59 | 0.31 | Inf | 0.21 | 1.65 |

Planned Comparisons

Custom contrasts

controlframe\_lowvshi\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## CF/DN/LowIng / CF/CN/LowIng 0.741 0.423 Inf 1 -0.524 0.5999  
## CF/Conv/LowIng / CF/CN/LowIng 1.699 0.904 Inf 1 0.996 0.3193  
## CF/SN/LowIng / CF/CN/LowIng 0.929 0.430 Inf 1 -0.159 0.8738  
## CF/MN/LowIng / CF/CN/LowIng 1.287 0.718 Inf 1 0.452 0.6512  
## CF/DN/HiIng / CF/CN/HiIng 0.581 0.305 Inf 1 -1.034 0.3010  
## CF/Conv/HiIng / CF/CN/HiIng 0.474 0.264 Inf 1 -1.341 0.1801  
## CF/SN/HiIng / CF/CN/HiIng 0.519 0.266 Inf 1 -1.281 0.2003  
## CF/MN/HiIng / CF/CN/HiIng 0.592 0.310 Inf 1 -1.001 0.3170  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(controlframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.28 | 1.01 | Inf | 1 | 0.308 | NA |
| Effect of Conv (Low / High ing) | 3.58 | 2.72 | Inf | 1 | 1.679 | NA |
| Effect of SN (Low / High ing) | 1.79 | 1.21 | Inf | 1 | 0.861 | NA |
| Effect of MN (Low / High ing) | 2.18 | 1.57 | Inf | 1 | 1.074 | NA |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.28 | 1.01 | Inf | 0.27 | 6.05 |
| Effect of Conv (Low / High ing) | 3.58 | 2.72 | Inf | 0.81 | 15.89 |
| Effect of SN (Low / High ing) | 1.79 | 1.21 | Inf | 0.48 | 6.72 |
| Effect of MN (Low / High ing) | 2.18 | 1.57 | Inf | 0.53 | 8.98 |

#### Pro-environmental framing

proenvframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("PF/DN/LowIng - PF/CN/LowIng" = pf\_dn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/Conv/LowIng - PF/CN/LowIng" = pf\_conv\_low\_ing - pf\_cn\_low\_ing,  
 "PF/SN/LowIng - PF/CN/LowIng" = pf\_sn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/MN/LowIng - PF/CN/LowIng" = pf\_mn\_low\_ing - pf\_cn\_low\_ing,  
 "PF/DN/HiIng - PF/CN/HiIng" = pf\_dn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/Conv/HiIng - PF/CN/HiIng" = pf\_conv\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/SN/HiIng - PF/CN/HiIng" = pf\_sn\_hi\_ing - pf\_cn\_hi\_ing,  
 "PF/MN/HiIng - PF/CN/HiIng" = pf\_mn\_hi\_ing - pf\_cn\_hi\_ing),   
 adjust = "none")  
  
proenvframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| PF/DN/LowIng / PF/CN/LowIng | 1.93 | 1.08 | Inf | 1 | 1.173 | NA |
| PF/Conv/LowIng / PF/CN/LowIng | 1.18 | 0.61 | Inf | 1 | 0.323 | NA |
| PF/SN/LowIng / PF/CN/LowIng | 1.48 | 0.81 | Inf | 1 | 0.714 | NA |
| PF/MN/LowIng / PF/CN/LowIng | 1.30 | 0.72 | Inf | 1 | 0.476 | NA |
| PF/DN/HiIng / PF/CN/HiIng | 2.26 | 1.29 | Inf | 1 | 1.428 | NA |
| PF/Conv/HiIng / PF/CN/HiIng | 1.72 | 0.94 | Inf | 1 | 0.994 | NA |
| PF/SN/HiIng / PF/CN/HiIng | 2.46 | 1.41 | Inf | 1 | 1.570 | NA |
| PF/MN/HiIng / PF/CN/HiIng | 1.65 | 0.92 | Inf | 1 | 0.904 | NA |

# confidence intervals  
proenvframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| PF/DN/LowIng / PF/CN/LowIng | 1.93 | 1.08 | Inf | 0.64 | 5.80 |
| PF/Conv/LowIng / PF/CN/LowIng | 1.18 | 0.61 | Inf | 0.43 | 3.27 |
| PF/SN/LowIng / PF/CN/LowIng | 1.48 | 0.81 | Inf | 0.51 | 4.31 |
| PF/MN/LowIng / PF/CN/LowIng | 1.30 | 0.72 | Inf | 0.44 | 3.83 |
| PF/DN/HiIng / PF/CN/HiIng | 2.26 | 1.29 | Inf | 0.74 | 6.94 |
| PF/Conv/HiIng / PF/CN/HiIng | 1.72 | 0.94 | Inf | 0.59 | 5.03 |
| PF/SN/HiIng / PF/CN/HiIng | 2.46 | 1.41 | Inf | 0.80 | 7.56 |
| PF/MN/HiIng / PF/CN/HiIng | 1.65 | 0.92 | Inf | 0.56 | 4.92 |

Planned Comparisons

Custom contrasts

proenvframe\_lowvshi\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## PF/DN/LowIng / PF/CN/LowIng 1.93 1.083 Inf 1 1.173 0.2407  
## PF/Conv/LowIng / PF/CN/LowIng 1.18 0.613 Inf 1 0.323 0.7465  
## PF/SN/LowIng / PF/CN/LowIng 1.48 0.807 Inf 1 0.714 0.4750  
## PF/MN/LowIng / PF/CN/LowIng 1.30 0.716 Inf 1 0.476 0.6338  
## PF/DN/HiIng / PF/CN/HiIng 2.26 1.294 Inf 1 1.428 0.1533  
## PF/Conv/HiIng / PF/CN/HiIng 1.72 0.942 Inf 1 0.994 0.3202  
## PF/SN/HiIng / PF/CN/HiIng 2.46 1.410 Inf 1 1.570 0.1164  
## PF/MN/HiIng / PF/CN/HiIng 1.65 0.921 Inf 1 0.904 0.3659  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(proenvframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 0.85 | 0.67 | Inf | 1 | -0.203 | NA |
| Effect of Conv (Low / High ing) | 0.69 | 0.54 | Inf | 1 | -0.481 | NA |
| Effect of SN (Low / High ing) | 0.60 | 0.48 | Inf | 1 | -0.639 | NA |
| Effect of MN (Low / High ing) | 0.79 | 0.64 | Inf | 1 | -0.294 | NA |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 0.85 | 0.67 | Inf | 0.18 | 3.94 |
| Effect of Conv (Low / High ing) | 0.69 | 0.54 | Inf | 0.15 | 3.18 |
| Effect of SN (Low / High ing) | 0.60 | 0.48 | Inf | 0.13 | 2.87 |
| Effect of MN (Low / High ing) | 0.79 | 0.64 | Inf | 0.16 | 3.90 |

#### Self-enhancing framing

selfenhframe\_lowvshi\_ing <- contrast(combinations,   
 method = list("SF/DN/LowIng - SF/CN/LowIng" = sf\_dn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/Conv/LowIng - SF/CN/LowIng" = sf\_conv\_low\_ing - sf\_cn\_low\_ing,  
 "SF/SN/LowIng - SF/CN/LowIng" = sf\_sn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/MN/LowIng - SF/CN/LowIng" = sf\_mn\_low\_ing - sf\_cn\_low\_ing,  
 "SF/DN/HiIng - SF/CN/HiIng" = sf\_dn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/Conv/HiIng - SF/CN/HiIng" = sf\_conv\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/SN/HiIng - SF/CN/HiIng" = sf\_sn\_hi\_ing - sf\_cn\_hi\_ing,  
 "SF/MN/HiIng - SF/CN/HiIng" = sf\_mn\_hi\_ing - sf\_cn\_hi\_ing),   
 adjust = "none")  
  
selfenhframe\_lowvshi\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| SF/DN/LowIng / SF/CN/LowIng | 2.05 | 1.09 | Inf | 1 | 1.355 | NA |
| SF/Conv/LowIng / SF/CN/LowIng | 1.12 | 0.66 | Inf | 1 | 0.187 | NA |
| SF/SN/LowIng / SF/CN/LowIng | 1.38 | 0.80 | Inf | 1 | 0.556 | NA |
| SF/MN/LowIng / SF/CN/LowIng | 2.20 | 1.19 | Inf | 1 | 1.454 | NA |
| SF/DN/HiIng / SF/CN/HiIng | 1.34 | 0.68 | Inf | 1 | 0.570 | NA |
| SF/Conv/HiIng / SF/CN/HiIng | 1.29 | 0.78 | Inf | 1 | 0.419 | NA |
| SF/SN/HiIng / SF/CN/HiIng | 1.31 | 0.74 | Inf | 1 | 0.468 | NA |
| SF/MN/HiIng / SF/CN/HiIng | 1.16 | 0.66 | Inf | 1 | 0.266 | NA |

# confidence intervals  
selfenhframe\_lowvshi\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| SF/DN/LowIng / SF/CN/LowIng | 2.05 | 1.09 | Inf | 0.73 | 5.80 |
| SF/Conv/LowIng / SF/CN/LowIng | 1.12 | 0.66 | Inf | 0.35 | 3.53 |
| SF/SN/LowIng / SF/CN/LowIng | 1.38 | 0.80 | Inf | 0.44 | 4.28 |
| SF/MN/LowIng / SF/CN/LowIng | 2.20 | 1.19 | Inf | 0.76 | 6.34 |
| SF/DN/HiIng / SF/CN/HiIng | 1.34 | 0.68 | Inf | 0.49 | 3.65 |
| SF/Conv/HiIng / SF/CN/HiIng | 1.29 | 0.78 | Inf | 0.39 | 4.21 |
| SF/SN/HiIng / SF/CN/HiIng | 1.31 | 0.74 | Inf | 0.43 | 3.98 |
| SF/MN/HiIng / SF/CN/HiIng | 1.16 | 0.66 | Inf | 0.38 | 3.52 |

Planned Comparisons

Custom contrasts

selfenhframe\_lowvshi\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## SF/DN/LowIng / SF/CN/LowIng 2.05 1.088 Inf 1 1.355 0.1753  
## SF/Conv/LowIng / SF/CN/LowIng 1.12 0.655 Inf 1 0.187 0.8514  
## SF/SN/LowIng / SF/CN/LowIng 1.38 0.797 Inf 1 0.556 0.5780  
## SF/MN/LowIng / SF/CN/LowIng 2.20 1.189 Inf 1 1.454 0.1458  
## SF/DN/HiIng / SF/CN/HiIng 1.34 0.685 Inf 1 0.570 0.5686  
## SF/Conv/HiIng / SF/CN/HiIng 1.29 0.779 Inf 1 0.419 0.6753  
## SF/SN/HiIng / SF/CN/HiIng 1.31 0.742 Inf 1 0.468 0.6395  
## SF/MN/HiIng / SF/CN/HiIng 1.16 0.658 Inf 1 0.266 0.7901  
##   
## Results are averaged over the levels of: Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

compare\_ing <- contrast(selfenhframe\_lowvshi\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.53 | 1.10 | Inf | 1 | 0.593 | NA |
| Effect of Conv (Low / High ing) | 0.87 | 0.76 | Inf | 1 | -0.163 | NA |
| Effect of SN (Low / High ing) | 1.06 | 0.87 | Inf | 1 | 0.067 | NA |
| Effect of MN (Low / High ing) | 1.89 | 1.48 | Inf | 1 | 0.815 | NA |

# confidence intervals  
compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.53 | 1.10 | Inf | 0.37 | 6.29 |
| Effect of Conv (Low / High ing) | 0.87 | 0.76 | Inf | 0.16 | 4.84 |
| Effect of SN (Low / High ing) | 1.06 | 0.87 | Inf | 0.21 | 5.26 |
| Effect of MN (Low / High ing) | 1.89 | 1.48 | Inf | 0.41 | 8.73 |

H5: In-group identification will moderate the effect of norm-intervention condition on people’s clothing consumption intentions and behaviors such that the effect of each norm-intervention condition will be stronger when people are high, versus low, on in-group identification.

### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

### Calculate EM Means at low and high bio

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(log\_mice, ~ norm\_condition\*ingroup\_center, at=atlist, type = "response")  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | prob | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | 0.40 | 0.05 | Inf | 0.30 | 0.50 |
| descriptive\_norm | -1.01 | 0.48 | 0.06 | Inf | 0.37 | 0.60 |
| convention\_norm | -1.01 | 0.46 | 0.06 | Inf | 0.35 | 0.58 |
| social\_norm | -1.01 | 0.45 | 0.06 | Inf | 0.34 | 0.56 |
| moral\_norm | -1.01 | 0.50 | 0.06 | Inf | 0.39 | 0.62 |
| control\_norm | 1.01 | 0.44 | 0.06 | Inf | 0.34 | 0.55 |
| descriptive\_norm | 1.01 | 0.49 | 0.05 | Inf | 0.39 | 0.59 |
| convention\_norm | 1.01 | 0.45 | 0.06 | Inf | 0.34 | 0.57 |
| social\_norm | 1.01 | 0.49 | 0.06 | Inf | 0.38 | 0.60 |
| moral\_norm | 1.01 | 0.45 | 0.06 | Inf | 0.35 | 0.56 |

### Custom contrasts

cn\_low\_ing <- c(1,rep(0,9))  
dn\_low\_ing <- c(0,1,rep(0,8))  
conv\_low\_ing <- c(0,0,1,rep(0,7))  
sn\_low\_ing <- c(rep(0,3),1,rep(0,6))  
mn\_low\_ing <- c(rep(0,4),1,rep(0,5))  
  
cn\_hi\_ing <- c(rep(0,5),1,rep(0,4))  
dn\_hi\_ing <- c(rep(0,6),1,rep(0,3))  
conv\_hi\_ing <- c(rep(0,7),1,rep(0,2))  
sn\_hi\_ing <- c(rep(0,8),1,rep(0,1))  
mn\_hi\_ing <- c(rep(0,9),1)

norm\_effect\_ing <- contrast(combinations,   
 method = list("DN Low Ing - Control Low Ing" = dn\_low\_ing - cn\_low\_ing,  
 "Conv Low Ing - Control Low Ing" = conv\_low\_ing - cn\_low\_ing,  
 "SN Low Ing - Control Low Ing" = sn\_low\_ing - cn\_low\_ing,  
 "MN Low Ing - Control Low Ing" = mn\_low\_ing - cn\_low\_ing,  
 "DN Hi Ing - Control Hi Ing" = dn\_hi\_ing - cn\_hi\_ing,  
 "Conv Hi Ing - Control Hi Ing" = conv\_hi\_ing - cn\_hi\_ing,  
 "SN Hi Ing - Control Hi Ing" = sn\_hi\_ing - cn\_hi\_ing,  
 "MN Hi Ing - Control Hi Ing" = mn\_hi\_ing - cn\_hi\_ing),   
 adjust = "none")  
  
norm\_effect\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| DN Low Ing / Control Low Ing | 1.43 | 0.46 | Inf | 1 | 1.122 | NA |
| Conv Low Ing / Control Low Ing | 1.31 | 0.41 | Inf | 1 | 0.854 | NA |
| SN Low Ing / Control Low Ing | 1.24 | 0.38 | Inf | 1 | 0.696 | NA |
| MN Low Ing / Control Low Ing | 1.54 | 0.49 | Inf | 1 | 1.361 | NA |
| DN Hi Ing / Control Hi Ing | 1.21 | 0.37 | Inf | 1 | 0.606 | NA |
| Conv Hi Ing / Control Hi Ing | 1.02 | 0.33 | Inf | 1 | 0.052 | NA |
| SN Hi Ing / Control Hi Ing | 1.19 | 0.38 | Inf | 1 | 0.534 | NA |
| MN Hi Ing / Control Hi Ing | 1.04 | 0.33 | Inf | 1 | 0.135 | NA |

# confidence intervals  
norm\_effect\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| DN Low Ing / Control Low Ing | 1.43 | 0.46 | Inf | 0.76 | 2.68 |
| Conv Low Ing / Control Low Ing | 1.31 | 0.41 | Inf | 0.71 | 2.43 |
| SN Low Ing / Control Low Ing | 1.24 | 0.38 | Inf | 0.68 | 2.25 |
| MN Low Ing / Control Low Ing | 1.54 | 0.49 | Inf | 0.83 | 2.88 |
| DN Hi Ing / Control Hi Ing | 1.21 | 0.37 | Inf | 0.66 | 2.22 |
| Conv Hi Ing / Control Hi Ing | 1.02 | 0.33 | Inf | 0.54 | 1.93 |
| SN Hi Ing / Control Hi Ing | 1.19 | 0.38 | Inf | 0.63 | 2.21 |
| MN Hi Ing / Control Hi Ing | 1.04 | 0.33 | Inf | 0.56 | 1.95 |

Planned Comparisons

Custom contrasts

norm\_effect\_ing

## contrast odds.ratio SE df null z.ratio p.value  
## DN Low Ing / Control Low Ing 1.43 0.458 Inf 1 1.122 0.2618  
## Conv Low Ing / Control Low Ing 1.31 0.413 Inf 1 0.854 0.3933  
## SN Low Ing / Control Low Ing 1.24 0.378 Inf 1 0.696 0.4864  
## MN Low Ing / Control Low Ing 1.54 0.492 Inf 1 1.361 0.1735  
## DN Hi Ing / Control Hi Ing 1.21 0.375 Inf 1 0.606 0.5444  
## Conv Hi Ing / Control Hi Ing 1.02 0.332 Inf 1 0.052 0.9585  
## SN Hi Ing / Control Hi Ing 1.19 0.378 Inf 1 0.534 0.5931  
## MN Hi Ing / Control Hi Ing 1.04 0.332 Inf 1 0.135 0.8925  
##   
## Results are averaged over the levels of: framing\_condition, Gender   
## Tests are performed on the log odds ratio scale

dn\_vs\_c\_LowIng <- c(1,rep(0,7))  
conv\_vs\_c\_LowIng <- c(0,1,rep(0,6))  
sn\_vs\_c\_LowIng <- c(0,0,1,rep(0,5))  
mn\_vs\_c\_LowIng <- c(0,0,0,1,rep(0,4))  
  
dn\_vs\_c\_HiIng <- c(rep(0,4),1,rep(0,3))  
conv\_vs\_c\_HiIng <- c(rep(0,5),1,rep(0,2))  
sn\_vs\_c\_HiIng <- c(rep(0,6),1,rep(0,1))  
mn\_vs\_c\_HiIng <- c(rep(0,7),1)

norm\_compare\_ing <- contrast(norm\_effect\_ing, method = list("Effect of DN (Low - High ing)" = dn\_vs\_c\_LowIng - dn\_vs\_c\_HiIng,   
 "Effect of Conv (Low - High ing)" = conv\_vs\_c\_LowIng - conv\_vs\_c\_HiIng,  
 "Effect of SN (Low - High ing)" = sn\_vs\_c\_LowIng - sn\_vs\_c\_HiIng,  
 "Effect of MN (Low - High ing)" = mn\_vs\_c\_LowIng - mn\_vs\_c\_HiIng), adjust = "none")  
  
norm\_compare\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | odds.ratio | SE | df | null | z.ratio | p.value |
| --- | --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.19 | 0.52 | Inf | 1 | 0.387 | NA |
| Effect of Conv (Low / High ing) | 1.29 | 0.60 | Inf | 1 | 0.543 | NA |
| Effect of SN (Low / High ing) | 1.04 | 0.46 | Inf | 1 | 0.096 | NA |
| Effect of MN (Low / High ing) | 1.48 | 0.67 | Inf | 1 | 0.866 | NA |

# confidence intervals  
norm\_compare\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | odds.ratio | SE | df | asymp.LCL | asymp.UCL |
| --- | --- | --- | --- | --- | --- |
| Effect of DN (Low / High ing) | 1.19 | 0.52 | Inf | 0.50 | 2.82 |
| Effect of Conv (Low / High ing) | 1.29 | 0.60 | Inf | 0.52 | 3.20 |
| Effect of SN (Low / High ing) | 1.04 | 0.46 | Inf | 0.44 | 2.48 |
| Effect of MN (Low / High ing) | 1.48 | 0.67 | Inf | 0.61 | 3.58 |